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PUM-51: A HIGH-LEVEL LANGUAGE FOR THE 8051 MICROCONTROLLER FAMILY High-level language advantages are fairly well recognized now. Developing software for embedded microcontrollers using assembly language is labor intensive and therefore an expensive task. It is not easy to come up with a sequence of well-defined stages to go from the system design stage to the system implementation software. The transformation of an algorithm flowchart to the actual assembly-language code requires considerable intuitive guesses and inventiveness on the part of the programmer. Also, assembly language is difficult to read and inspect. Because assembly language projects are difficult to manage, there has been a widespread movement towards using high-level languages. High-level languages provide, in general, improved programmer productivity, and reliable, maintainable, portable software. In the microcontroller environment, the major considerations for a high-level language are efficient code, close control over hardware resources and optimum use of scarce on-chip data memory (RAM is very expensive in terms of silicon real estate). Intel developed PLlM-51 for the 8051 single-chip microcontrollers with the specific goal of trying to meet these criteria with minimal impact on the traditional high-level language benefits of reliability and maintainability.



OVERVIEW OF THE 8051 ARCHITECTURE The 8051 is a stand-alone high-performance single-chip computer intended for use in sophisticated real-time applications such as instrumentation, industrial control and intelligent computer peripherals. It provides the hardware features, architectural enhancements and new instructions that make it a powerful and cost effective controller for applications requiring up to 64K-bytes of program memory and/or up to 64K-bytes of data storage. Figure 1 shows the 8051 Functional Block Diagram. The 8051 microcomputer integrates on a single chip the CPU, 4K x 8 read-only program memory, 128 x 8 read/write data memory, 32 liD lines, two 16-bit timer/event counters, a five-source, two-priority level, nested interrupt structure, serial liD port for either mUlti-processor communications, liD expansion, or full duplex UART, and on-chip oscillator and clock circuits. The 8051 has four address spaces tailored to support a wide range of control applications efficfently-program memory, on-chip and external data memory, and the. bit memory space. This complex (but sophisticated) memory architecture is supported by a rich (but unorthogonal) set of addressing modes for efficient memory access-register addressing, direct, indirect, immediate and base-register plus index-register indirect addressing. To support this complex memory architecture, a high-level language's syntax must mirror the underlying microcontroller architecture. The challenge is to imple~ ment this without compromising the language's readability and maintainability. The popular 8051 architecture forms the core of the MCS-51 ™ microcontroller family. The need to base processors on a popular, industry-standard architecture is dictated by the cost of developing processor support hardware and software tools, as well as a desire to maintain the customer's investment in engineering resources and capital equipment. The upgrade ability requirement has to be traded off against providing optimum functionality in the processor for the target market segment. Consequently, the 8051 family consists of straight-line enhancements-RAM, ROM memories and clock rates-as well as microcontrollers like the 8044 remote universal peripheral interface processor (RUPI), which has the 8051 core architecture but supports an interrupt structure and liD functions tailored to the distributed processing environment. The cost of developing a new support environment for processors targeted to specific (and small) market niches would make the processor an unviable product. Consequently, software tools for proliferation processors should be configurable from the core processor support products.
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Figure 1. 8051 Functional Block Diagram Copyright INTEL CORPORATION, 1981
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PUM-S1 PUM-51 was developed to facilitate the design of reliable, maintainable microcontroller systems. This goal translates into a programming language which encourages and enforces good software engineering practices such as structured programming, top-down design and implementation, step-wise refinement and software walk-throughs. However, this goal has to be traded off against the exigencies of the microcontroller environment-high performance requirements, scarce memory resources and control over the hardware facilities. PUM-51 tries to satisfy these conflicting requirements by enforcing block structured software design, providing control-flow statements for structures programming (if-then-else, do case, do while, ... ) as well as by supporting 8051 architecture specific attributes at the language level, for example-the REGISTER and AUXILIARY variable attributes, and the specifics of interrupt handling.



SOFTWARE ORGANIZATION WITH PUM-S1 Most applications are decomposed into logically related functions which can be programmed more or less independently of other functions. Interactions between functions are via a few well-defined data parameters and system level status blocks which are globally accessible to all functions at all times. PUM-51 program structure maps very well into this structured software organization. PUM-51 programs consist of one "main" module and several functional modules which are independe.ntly compilable units and consequently can be independently developed and debugged. Each module consists of one or more procedures. A procedure contains variable declarations and a sequence of executable statements. Variables have restricted scope to the block they are defined in, unless the scope has been extended by the PUBLIC/EXTERNAL attribute. The advantage of block scoping of variables is that programming errors of duplicate variable use are quickly identified. Figures 2 and 3 show the organization of PUM-51 programs for heirarchical treestructured real-time software systems. PUM-51 does not enforce a tree-structured organization, but it provides a modular organization facility for implementing it.



SYSTEM EXECUTIVE



Level 1 Level 2



Figure 2. Hierarchical Real-time Software Systems
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MAINSMODULE : no; (A system reset starts software execution at the first executahle statement of this module) END MAINSMODULE



MODULESl : DO; PROC$A : PROCEDURE EXTERNAL; •••••.••••.•••.••••...•.•• Externa' procedures to MOOULE$l END PROC$A; DECLARE VARSA BYTE EXTERNAL; ••••.•••••..••••..•••••••• VAR$A is a pub" i c symbo 1 DECLARE VAR$B ByTE; •.••.•.•••••.•.•.••••.••.•.•••••.• VARSB is known to all procedures in MODULESl PROCSl : PROCEDURE; ••.•..•..•.•.••.•.•..•..•.•..•.••• P.ROCSl is procedure at module level and can be accessed from other modules DECLARE VAR$C ByTE; .•..•..•.•••••••••••.••••.••.. VAR$C is private to procedure PROC$l VAR$C = VARSB; END PROCS1; PROCS2 : PROCEDURE; ••.•••••...•......•....••••...•..•. PROC$2 can be accessed by other modules PROC$2$A: PROCEDURE; •••.••.••.•.••••.•••••...••.•••• PROC$2$A can only he accessed within PROCS2 EN/) PROC$2SN; VARSB = 1; CALL PROC$l; END PROCS2; END MODULES1;



Figure 3. Organization of PLlM-S1· Programs
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DATA TYPES 8051 microcontroller software requires intimate knowledge of the machine representation of data variables because a significant amount of processing is done at the bit level. Consequently, the basic types of data in PLlM-51 are BIT, BYTE and WORD-as opposed to INTEGER, REAL ... COMPLEX machine-independent data types in other high-level languages. With the three basic data types of PLlM-51, the state of each variable is known to the programmer-at the bit level. This is important, if PLlM-51 programs are to take advantage of the powerful boolean instructions on the 8051.



BUILT-IN FUNCTIONS The PLlM-51 language has been enhanced with a number of useful standard functions which provide information about data representation at run-time to programs, do type conversions and provide machine level functions at a high-level language. The LENGTH and index of the LAST element in an array and the SIZE of a variable in bytes can be obtained by a program at run-time. This facility permits the development of program libraries which can be reused on other projects. System programs require the ability to manipulate data at the machine representation level as well as at the logical leveL Consequently, PLlM-51 provides type conversions BIT to BYTE to WORD as well as machine level instructions like rotate and shift for variable manipulation. The 8051 architecture has a powerful instruction repertoire for conditional execution on bit states. PLlM-51 provides a TESTCLEAR function to support process synchronization primitives-for example, semaphores require un interruptible test-set atomic operations.



8051 ARCHITECTURE SPECIFIC ATTRIBUTES The 8051 architecture is designed to provide optimum performance over a wide range of control applications. Conse~ quently, it has a sophisticated (and complex) memory organization, and four register banks in the central processing unit (CPU) for rapid task switching during interrupts. PLlM-51 supports programming for this environment by embracing architecture specific attributes within the language syntax. Memory mapping of variables is done by specifying a suffix attribute during data declaration. The possible attributes are CONSTANT, AUXILIARY, REGISTER AT (128-255), MAIN and IDATA. CONSTANT variables reside within the code memory, while AUXILIARY variables are assigned to off-chip data memory. The default memory assignment or MAIN variables reside within the directly-addressable on-chip data memory. IDATA variables are indirectly-addressable over the entire on-chip data memory (0-255). The REGISTER attribute maps the variable to the pre-defined mapped· registers, 110 ports and functions on-chip. The compiler generates the appropriate addressing instructions to access these variables. The key benefit of letting the compiler generate addresses (mechanically) is that when decisions to move variables from one memory space to another are made, only the declaration attribute has to be modified, and the module recompiled. The impact of such an action is an assembly language program would require identifying all references to the affected variable and changes in its code an error-prone and laborious job. Rapid response to events are key to high performance in control applications. The 8051 architecture provides four register banks and task-switching requires only the program counter, program status word, A, Band DPTR registers to be saved. PLlM-51 allows procedures to be associated with a particular register bank. Only the program counter, not the RO-R7 register bank, needs to be saved on the stack during a subroutine call, since they use the same register bank. Task switching and the associated register bank switching is supported by the interrupt mechanism for external and internal events. Interrupt service routines are identified by associating the hardware INTERRUPT number attribute to a procedure. The register bank too should be identified for the interrupt service routine. To prevent data corruption, interrupt service routines should use different register banks than non-interrupt code. Also. low and high priority interrupts should not use the same register bank. Since it is iIIegal to can procedures using different register banks, communication of information from interrupt events have to be handled via shared global data areas.
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A GENERIC COMPILER The rapid development of silicon technology allows semiconductor houses to optimize processors to specific market segments. For example, the 8044 slave processors provide intelligent peripheral control and are based on the 8051 CPU architecture. PUM-51 can be configured to support the 8044 by inputting to the compiler a processor definition file which has information about register names and memory mapping of 110 functions and bits. Configurable compilers provide an optimum approach to managing the costs of maintaining system software, as well as supporting proliferation processors based on successful CPU architectures.



CONCLUSIONS Software development for microcontroller applications can be executed in a planned methodical manner. PUM-51 provides software engineers with a tool for promoting structured software design for the 8051 microcontroller family. PUM-51 provides an environment for controlled system.development.
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