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Introduction To build effective and attractive database-driven web sites, you need two things: a solid and fast framework to run your web pages on and a rich and extensive environment to create and program these web pages. With ASP.NET 3.5 and Visual Web Developer 2008 you get both. Together they form the platform to create dynamic and interactive web applications. ASP.NET 3.5 builds on top of its popular predecessor ASP.NET 2.0. While maintaining backward compatibility with sites built using this older version, the Microsoft .NET Framework 3.5 in general and ASP.NET 3.5 in particular add a lot of new, compelling features to the mix. Continuing the path of “less code” that was entered with the 2.0 version of the .NET Framework, ASP.NET 3.5 lets you accomplish more with even less code. New features like LINQ that are added to the .NET Framework allow you to access a database with little to no handwritten code. The integration of Microsoft ASP.NET Ajax into the ASP.NET Framework and Visual Web Developer means you can now create fast-responding and spiffy web interfaces simply by dragging a few controls onto your page and setting a few properties. This book gives you an in-depth look at both of these technologies. The support for Cascading Style Sheets (CSS), the language to lay out and format web pages, has undergone a major overhaul in Visual Web Developer. The design-time support, that shows you how a page will eventually look in the browser, has been vastly improved. Additionally, Visual Web Developer now ships with a lot of tools that make writing CSS a breeze. However, drag-and-drop support and visual tools are not the only things you’ll learn from this book. ASP.NET 3.5 and Visual Web Developer 2008 come with a great and extensive set of tools to help you program your web applications. These tools range from the new LINQ syntax that allows you to query data and databases in your web applications, to the vastly improved debugging capabilities that allow you to debug your application from client-side JavaScript all the way up into your server-side code, all with the same familiar user interface, commands, and actions. Under the hood, ASP.NET 3.5 makes use of the same run time as version 2.0. This ensures a great backward compatibility with that version, which means that ASP.NET 2.0 applications continue to run under the new framework. But don’t be fooled by the fact that the run time hasn’t changed. Although the technical underpinnings needed to execute your web application haven’t changed, the .NET 3.5 Framework and ASP.NET add a lot of new features, as you’ll discover in this book. Probably the best thing about Visual Web Developer 2008 is its price: it’s available for free. Although the commercial versions of Visual Studio 2008 ship with Visual Web Developer, you can also download and install the free Express Edition. This makes Visual Web Developer 2008 and ASP.NET 3.5 probably the most attractive and compelling web development technologies available today.
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Introduction



Whom This Book Is For This book is for anyone who wants to learn how to build rich and interactive web sites that run on the Microsoft platform. With the knowledge you gain from this book, you create a great foundation to build any type of web site, ranging from simple hobby-related web sites to sites you may be creating for commercial purposes. Anyone new to web programming should be able to follow along because no prior background in web development is assumed. The book starts at the very beginning of web development by showing you how to obtain and install Visual Web Developer. The chapters that follow gradually introduce you to new technologies, building on top of the knowledge gained in the previous chapters. Do you have a strong preference for Visual Basic over C# or the other way around? Or do you think both languages are equally cool? Or maybe you haven’t made up your mind yet and want to learn both languages? Either way, you’ll like this book because all code examples are presented in both languages! Even if you’re already familiar with previous versions of ASP.NET, with the 1.x versions in particular, you may gain a lot from this book. Although many concepts from ASP.NET 2.0 are brought forward into ASP.NET 3.5, you’ll discover there’s a host of new stuff to be found in this book, including an introduction to LINQ, the new CSS and JavaScript debugging tools, new ASP.NET controls, and integrated support for ASP.NET Ajax.



What This Book Covers This book teaches you how to create a feature-rich, data-driven, and interactive web site. Although this is quite a mouthful, you’ll find that with Visual Web Developer 2008 this isn’t as hard as it seems. You’ll see the entire process of building a web site, from installing Visual Web Developer 2008 in Chapter 1 all the way up to putting your web application on a live server in Chapter 18. The book is divided into 18 chapters, each dealing with a specific subject. ❑



Chapter 1, “Getting Started with ASP.NET 3.5.” In this chapter you’ll see how to obtain and install Visual Web Developer 2008. You’ll get instructions for downloading and installing the free edition of Visual Web Developer 2008, called the Express Edition. You are also introduced to HTML, the language behind every web page. The chapter closes with an overview of the customization options that Visual Web Developer gives you.



❑



Chapter 2, “Building an ASP.NET Web Site.” This chapter shows you how to create a new web site and how to add new elements like pages to it. Besides learning how to create a wellstructured site, you also see how to use the numerous tools in Visual Web Developer to create HTML and ASP.NET pages.



❑



Chapter 3, “Designing Your Web Pages.” Visual Web Developer comes with a host of tools that allow you to create well-designed and attractive web pages. In this chapter, you see how to make good use of these tools. Additionally, you learn about CSS, the language that is used to format web pages.



❑



Chapter 4, “Working with ASP.NET Controls.” ASP.NET Server Controls are one of the most important concepts in ASP.NET. They allow you to create complex and feature-rich web sites with very little code. This chapter introduces you to the large number of server controls that are available, explains what they are used for, and shows you how to use them.
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Introduction ❑



Chapter 5, “Programming Your ASP.NET Web Pages.” Although the built-in CSS tools and the ASP.NET Server Controls can get you a long way in creating web pages, you are likely to use a programming language to enhance your pages. This chapter serves as an introduction to programming with a strong focus on programming web pages. Best of all: all the examples you see in this chapter (and the rest of the book) are in both Visual Basic and C#, so you can choose the language you like best.



❑



Chapter 6, “Creating Consistent Looking Web Sites.” Consistency is important to give your web site an attractive and professional appeal. ASP.NET helps you create consistent-looking pages through the use of master pages, which allow you to define the global look and feel of a page. Skins and themes help you to centralize the looks of controls and other visual elements in your site. You also see how to create a base page that helps to centralize programming code that you need on all pages in your site.



❑



Chapter 7, “Navigation.” To help your visitors find their way around your site, ASP.NET comes with a number of navigation controls. These controls are used to build the navigation structure of your site. They can be connected to your site’s central site map that defines the pages in your web site. You also learn how to programmatically send users from one page to another.



❑



Chapter 8, “User Controls.” User controls are reusable page fragments that can be used in multiple web pages. As such, they are great for repeating content like menus, banners, and so on. In this chapter, you learn how to create and use user controls and enhance them with some programmatic intelligence.



❑



Chapter 9, “Validating User Input.” A large part of interactivity in your site is defined by the input of your users. This chapter shows you how to accept, validate, and process user input using ASP.NET Server Controls. Additionally, you see how to send e-mail from your ASP.NET web application and how to read from text files.



❑



Chapter 10, “ASP.NET Ajax.” Microsoft ASP.NET Ajax allows you to create good-looking, flickerfree web pages that close the gap between traditional desktop applications and web applications. In this chapter you learn how to use the built-in Ajax features to enhance the presence of your web pages, resulting in a smoother interaction with the web site.



❑



Chapter 11, “Introduction to Databases.” Understanding how to use databases is critical to building modern web sites, as most modern web sites require the use of a database. You’ll learn the basics of SQL, the query language that allows you to access and alter data in a database. In addition, you are introduced to the database tools found in Visual Web Developer that help you create and manage your SQL Server databases.



❑



Chapter 12, “Displaying and Updating Data.” Building on the knowledge you gained in the previous chapter, this chapter shows you how to use the ASP.NET data-bound and data source controls to create a rich interface that enables your users to interact with the data in the database that these controls target.



❑



Chapter 13, “LINQ.” LINQ is Microsoft’s new solution for accessing objects, databases, XML, and more. In this chapter you’ll see how to use LINQ to SQL to access SQL Server databases. Instead of writing a lot of manual code, you create a bunch of LINQ objects that do the heavy work for you. This chapter shows you what LINQ is all about, how to use the visual LINQ designer built into Visual Web Developer, and how to write LINQ queries to get data in and out of your SQL Server database.



❑



Chapter 14, “Presenting Data: Advanced Topics.” While earlier chapters focused mostly on the technical foundations of working with data, this chapter looks at the same topic from a frontend perspective. You see how to change the visual appearance of your data through the use of
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Introduction control styles. You also see how to interact with the data-bound controls and how to speed up your application by keeping a local copy of frequently accessed data. ❑



Chapter 15, “Security in Your ASP.NET 3.5 Web Site.” Although presented quite late in the book, security is a first-class, important topic. This chapter shows you how to make use of the built-in ASP.NET features related to security. You learn about a number of application services that facilitate security. You also learn about how to let users sign up for an account on your web site, how to distinguish between anonymous and logged-on users, and how to manage the users in your system.



❑



Chapter 16, “Personalizing Web Sites.” Building on the security features introduced in Chapter 15, this chapter shows you how to create personalized web pages with content targeted at individual users. You see how to configure and use the ASP.NET Profile that enables you to store personalized data for known and anonymous visitors.



❑



Chapter 17, “Exception Handling, Debugging, and Tracing.” In order to understand, improve, and fix the code you write for your ASP.NET web pages you need good debugging tools. Visual Web Developer ships with great debugging support that enables you to diagnose the state of your application at run time, helping you to find and fix problems before your users do.



❑



Chapter 18, “Deploying Your Web Site.” By the end of the book, you should have a web site that is ready to be shown to the world. But how exactly do you do that? What are the things you need to know and understand to put your web site out in the wild? This chapter gives the answers and provides you with a good look at configuring different production systems in order to run your final web site.



How This Book Is Str uctured This book takes the time to explain concepts step-by-step using working examples and detailed explanations. Using the famous Wrox Try It Out and How It Works sections, you are guided through a task step by step, detailing important things as you progress through the task. Each Try It Out task is followed by a detailed How It Works section that explains the steps you performed in the exercise. At the end of each chapter, you find exercises that help you test the knowledge you gained in this chapter. You’ll find the answers to each question in Appendix A at the end of this book. Don’t worry if you don’t know all the answers to the questions. Later chapters do not assume you followed and carried out the tasks from the exercise sections of previous chapters.



What You Need to Use This Book This book assumes you have a system that meets the following requirements: ❑



Capable of running Visual Web Developer. For the exact system requirements, consult the readme file that comes with the software.



❑



Running Windows XP Professional Edition, Windows Vista (at least the Home Premium edition), or one of the server editions of Windows.
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Introduction Although you should be able to follow along with most exercises using Windows XP Home or Windows Vista Basic, some of the chapters in this book require the use of IIS, Microsoft’s web server, which only ships with the Windows versions in the requirements list. The first chapter shows you how to obtain and install Visual Web Developer 2008, which in turn installs the Microsoft .NET Framework version 3.5 and SQL Server 2005 Express Edition; all you need is a good operating system and the drive to read this book!



Conventions To help you get the most from the text and keep track of what’s happening, a number of conventions are used throughout the book.



Try It Out Conventions The Try It Out is an exercise you should work through, following the text in the book.



1. 2. 3. 4.



They usually consist of a set of steps. Each step has a number. Follow the steps through with your copy of the code. Then read the How It Works section to find out what’s going on.



How It Works After each Try It Out, the actions you carried out and the code you’ve typed in will be explained in detail. Boxes like this one hold important, not-to-be forgotten information that is directly relevant to the surrounding text.



Tips, hints, tricks, and asides to the current discussion are offset and placed in italics like this. As for styles in the text: ❑



New terms and important words are italicized when they are introduced.



❑



URLs and code within the text are presented like this: Request.QueryString.Get(“Id”)



❑



Menu items that require you to click multiple submenus have a special symbol that looks like this: ➪ . For example: File ➪ New ➪ Folder.



❑



Code or content irrelevant to the discussion is either left out completely or replaced with three subsequent dots, like this:
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Introduction ... Menu items go here; not shown 





The three dots are used regardless of the programming language used in the example, so you’ll see it for C#, Visual Basic, HTML, CSS, and JavaScript. When you see it in code you’re instructed to type into the code editor, you can simply skip the three dots and anything that follows them on the same line. ❑



Code shown for the first time, or other relevant code, is in the following format:



Dim albumOwner As String albumOwner = “Imar” lblOwner.Text = albumOwner



By contrast, less important code, or code that you have seen before, looks like this: albumOwner = “Imar”



❑



Text that appears on screen often has Each Word Start With A Capital Letter, even though the original screen text uses a different capitalization. This is done to make the screen text stand out from the rest of the text.



Source Code As you work through the examples in this book, you may choose either to type in all the code manually or to use the source code files that accompany the book. All of the source code used in this book is available for download at www.wrox.com. Once at the site, locate the book’s title (either by using the Search box or by using one of the title lists) and click the Download Code link on the book’s detail page to obtain all the source code for the book. Because many books have similar titles, you may find it easiest to search by ISBN; for this book the ISBN is 978-0-470-18759-3. You can download the full source for this book as a single file that you can decompress with your favorite decompression tool. If you extract the source, make sure you maintain the original folder structure that is part of the code download. The different decompression tools use different names for this feature, but look for a feature like Use Folder Names or Maintain Directory Structure. Once you have extracted the files from the code download, you should end up with a folder called Source and a folder called Resources. Then create a new folder in the root of your C drive, call it BegASPNET, and move the Source and Resources folders into this new folder so you end up with folders like C:\BegASPNET\Source and C:\BegASPNET\Resources. The source folder contains the source for each of the 18 chapters of this book and the final version of the PlanetWrox application that you’ll work on throughout this book. The Resources folder contains files you need during some of the exercises in this book. If everything turned out correctly, you should end up with the structure shown in Figure I-1.
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Introduction



Figure I-1



Later chapters have you create folders called Site and Release inside the same C:\BegASPNET folder giving you a folder structure similar to that in Figure I-2.



Figure I-2
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Introduction The Site folder contains the site as you’ll build it throughout this book, while the Release folder will contain your final version at the end of this book. Whenever you’re stuck with some examples in this book, you can take a peek in the Source folder to see how things should have ended up. If you want to run the site for a specific chapter to see how it works, be sure to open the chapter’s folder in Visual Web Developer as a web site. So you should open C:\BegASPNET\Source\Chapter 13 rather than opening its parent folder C:\BegASPNET\Source. Sticking to this structure ensures a smooth execution of the Try It Out exercises in this book. Incorrectly mixing or nesting these folders make it harder to carry out the exercises and may even lead to unexpected situations and errors. Whenever you run into an issue or error that is not explained in this book, ensure that your site structure is still closely related to the one presented here.



Errata I have made every effort to ensure that there are no errors in the text or in the code. However, no one is perfect, and mistakes do occur. If you find an error in this book, like a spelling mistake or a faulty piece of code, I’d be very grateful for your feedback. By sending in errata you may save another reader hours of frustration and at the same time you will be helping me provide even higher quality information. To find the errata page for this book, go to www.wrox.com and locate the title using the Search box or one of the title lists. Then, on the book details page, click the Book Errata link. On this page you can view all errata that has been submitted for this book and posted by Wrox editors. A complete book list including links to each book’s errata is also available at www.wrox.com/misc-pages/booklist.shtml. If you don’t spot “your” error on the Book Errata page, go to www.wrox.com/contact/ techsupport.shtml and complete the form there to send us the error you have found. I’ll check the information and, if appropriate, post a message to the book’s errata page and fix the problem in subsequent editions of the book.



p2p.wrox.com For author and peer discussion, join the P2P forums at p2p.wrox.com. The forums are a web-based system for you to post messages relating to Wrox books and related technologies and interact with other readers and technology users. The forums offer a subscription feature to e-mail you topics of interest of your choosing when new posts are made to the forums. I am a frequent visitor of the Wrox forums, and I’ll do my best to help you with any questions you may have about this book. At p2p.wrox.com you will find a number of different forums that will help you not only as you read this book, but also as you develop your own applications. To join the forums, just follow these steps:



1. 2.



Go to p2p.wrox.com and click the Register Now link. Read the terms of use and click Agree.
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Introduction 3.



Complete the required information to join as well as any optional information you wish to provide and click Submit.



4.



You will receive an e-mail with information describing how to verify your account and complete the joining process.



You can read messages in the forums without joining P2P but in order to post your own messages, you must join. After you join, you can post new messages and respond to messages other users post. You’ll find this book’s own forum under the Books category that is available from the homepage or by clicking View All Forums on the menu on the left. You can read messages at any time on the Web. If you would like to have new messages from a particular forum e-mailed to you, click the Subscribe to this Forum icon by the forum name in the forum listing. For more information about how to use the Wrox P2P, be sure to read the P2P FAQs for answers to questions about how the forum software works as well as many common questions specific to P2P and Wrox books. To read the FAQs, click the FAQ link on any P2P page.
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1 Getting Star ted with ASP.NET 3.5 Ever since the first release of the .NET Framework 1.0 in early 2002, Microsoft has put a lot of effort and development time into ASP.NET, the part of the .NET Framework that enables you to build rich web applications. This first release meant a radical change from the older Microsoft technology to build web sites called Active Server Pages (ASP), now often referred to as classic ASP. The introduction of ASP.NET 1.0 and the associated Visual Studio .NET 2002 gave developers the following benefits over classic ASP: ❑



A clean separation between presentation and code. With classic ASP, your coding logic was often scattered throughout the HTML of the page, making it hard to make changes to the page later.



❑



A development model that was much closer to the way desktop applications are programmed. This made it easier for the many Visual Basic desktop programmers to make the switch to web applications.



❑



A feature-rich development tool (called Visual Studio .NET) that allowed developers to create and code their web applications visually.



❑



A choice between a number of object-oriented programming languages, of which Visual Basic .NET and C# (pronounced as C-Sharp) are now the most popular.



❑



Access to the entire .NET Framework, which for the first time meant that web developers had a unified and easy way to access many advanced features to work with databases, files, e-mail, networking tools, and much more.



Despite the many advantages of ASP.NET over the older model, using ASP.NET also meant an increase of complexity and the knowledge you needed to build applications with it, making it harder for many new programmers to get started with ASP.NET. After the initial release in 2002, Microsoft released another version of the .NET Framework (called .NET 1.1) and the development IDE Visual Studio .NET in 2003. Many people saw this as a service pack for the initial release, although it also brought a lot of new enhancements in both the framework and the development tools.



www.it-ebooks.info



87593c01.qxd:WroxPro



1/25/08



9:05 AM



Page 2



Chapter 1: Getting Started with ASP.NET 3.5 In November 2005, Visual Studio 2005 and ASP.NET 2.0 were released. To the pleasant surprise of many developers around the world, Microsoft had again been able to drastically improve and expand the product, adding many features and tools that helped reduce the complexity that was introduced with ASP.NET 1.0. New wizards and smart controls made it possible to reduce the code required to build an application, decreasing the learning curve for new developers and increasing the productivity. The current version, ASP.NET 3.5, builds on top of the successful ASP.NET 2.0 release, leaving many of the beloved features in place, while adding new features and tools in other areas. Over the next 18 chapters, you learn how to build full-featured ASP.NET web sites using Visual Web Developer, Microsoft’s development tool for ASP.NET web applications. This book guides you through the process of creating a fully functional, database-driven web, starting with a bare bones web site in this chapter, all the way down to the deployment of it to a production environment in Chapter 18. To start off, this chapter gives you a good look at: ❑



Visual Web Developer 2008 Express Edition and Visual Studio 2008 and how to acquire and install them.



❑



Creating your first web site with Visual Web Developer.



❑



The way an ASP.NET page is processed and sent to the browser.



❑



How you can use and customize the development environment.



The chapter closes with an overview of the sample web site that comes with this book, the Planet Wrox web site. In this chapter, you’ll see what the site has to offer and how to use it; the remainder of this book then shows you the inner workings of the site and how it’s built. The sample site and all the examples in this book are built with Visual Web Developer (VWD), so it’s important that you have it installed on your development machine, and know how to access its most basic features. The next section shows you how to acquire and install VWD. Once you have it up and running, you’ll see how to create your first web site, followed by an extensive tour through the many features of VWD.



Microsoft V isual Web Developer Although you could theoretically write ASP.NET web applications with Notepad or another text editor alone, you really want to install a copy of Microsoft Visual Web Developer. VWD is developed specifically for building ASP.NET web sites, and as such, hosts an enormous amount of tools that will help you in rapidly creating complex ASP.NET web applications. Visual Web Developer comes in two flavors: as a standalone and free version called Microsoft Visual Web Developer 2008 Express Edition, and as part of the larger development suite called Visual Studio 2008, which is also available in different editions, each with its own price tag. Although the Express Edition of VWD is free, it contains all the features and tools you need to create complex and feature-rich web applications. All the examples you find in the book can be built with the free Express Edition so there’s no need to shell out big bucks for the commercial versions of Visual Studio 2008 to follow along with this book.



2 www.it-ebooks.info



87593c01.qxd:WroxPro



1/25/08



9:05 AM



Page 3



Chapter 1: Getting Started with ASP.NET 3.5 Getting VWD is easy. You can download it from the Microsoft site as discussed next.



Getting Visual Web Developer You can get the free version of VWD from the Microsoft site at www.microsoft.com/express/. On the Express home page, follow the Download Now link until you reach the page that offers the downloads for the Express products, including Visual Web Developer 2008 Express Edition. From this page, you can download Visual Web Developer 2008 Express Edition as a Web Install, where you download only the installer, while the remaining files are downloaded during the installation process. Make sure you choose Visual Web Developer from the page, and not one of the other free Express products. The page also allows you to download all Express products conveniently as an ISO image that you can burn onto a DVD. Don’t be fooled by the file size of the Web Install download, which is little under 3MB. The file you downloaded is just the installer that downloads the required files over the Internet. The total download is around 1.3GB. If you want to try out the full version of Visual Studio 2008, which also contains VWD, you can sign up for a free 90-day trial that you can get from the Microsoft site at http://msdn2.microsoft.com/ vstudio. You can choose to download an ISO image that you’ll need to burn on a DVD.



Installing Visual Web Developer Express Edition Installing Visual Web Developer is a straightforward, although somewhat lengthy, process. Depending on your installation method, your computer and your Internet connection speed, installing VWD may take up to several hours.



Try It Out



Installing Visual Web Developer 2008 Express Edition



This Try it Out exercise guides you through installing VWD Express Edition on your computer. It assumes you’re using the web download option, although the process for installing the Express edition from a DVD is almost identical. The steps you need to perform to install the full versions of Visual Studio 2008 are similar as well, although the screens you’ll see will be somewhat different. No matter which version of VWD you install, it’s important that you also install SQL Server 2005 Express Edition — a required component if you want to follow along with many of this book’s examples. When you install the full version of Visual Studio 2008, the option to install SQL Server is included on the list with features to install that you see during setup. If you install VWD Express Edition, you get the option to choose SQL Server on the Installer Options dialog box. If you don’t see SQL Server listed on these dialog boxes, you probably already have SQL Server 2005 Express Edition installed.



1.



When you’re installing the web version, run the file you downloaded from the Microsoft web site. Otherwise, start the setup process from the Visual Studio or Visual Web Developer DVD.



2.



Once the installer has started, click Next, read and accept the license terms, and click Next once more.



3.



On the Installer Options page, make sure you select both the MSDN Express Library for Visual Studio 2008 and Microsoft SQL Server 2005 Express Edition. Although these two options add
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Chapter 1: Getting Started with ASP.NET 3.5 considerably to the size of the download, both of them are invaluable for building ASP.NET web applications. If you don’t see the SQL Server option, you already have it installed. The Microsoft Silverlight Runtime component is optional, although it’s probably a good idea to download it now because you’ll see more and more web sites using Silverlight in the near future. Click Next again.



4.



On the Destination Folder page, you can leave the Install in folder field set to its default if you have enough space on your primary disk. Otherwise, click the Browse button and select a different location.



5.



Click the Install button. If you’re using the web-based installer, the setup application will first download the files over the Internet to your computer. During the installation process, you’ll see a screen (similar to Figure 1-1) that shows you the progress of the download and installation of VWD.



6.



Once the application is finished installing, you may get a dialog box asking to reboot your machine. Click Restart now. Once your machine has started again, VWD is ready for use.



Figure 1-1



How It Works The straightforward installation process guided you through the setup of VWD Express Edition. In the Installer Options dialog box, you selected the MSDN Library — which contains the help files for VWD — and Microsoft SQL Server 2005 Express Edition, Microsoft’s free version of its database engine. SQL Server 2005 is discussed and used a lot in this book, starting with Chapter 11. Appendix B shows you how to configure security settings for the various versions of SQL Server 2005 using the free SQL Server Management Studio Express Edition. Now that VWD is installed, it’s time to fire it up and start working with it. The next section shows you how to create your very first site in VWD. You see how to create a site, add content to a web page, and view that page in your browser.
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Chapter 1: Getting Started with ASP.NET 3.5



Creating Your F irst ASP.NET 3.5 Web Site You probably can’t wait to get started with your first ASP.NET web site, so instead of giving you a theoretical overview of web sites in VWD, the next Try It Out exercise dives right into the action and shows you how to build your first web project. Then, in the How It Works explanation and the section that follows, you get a good look of what goes on behind the scenes when you view an ASP.NET page in your browser.



Try It Out Creating Your First ASP.NET Web Page 1. Start VWD from the Windows Start menu if you haven’t done so already. The first time you start VWD, there is a long delay before you can use VWD because it’s busy configuring itself. Subsequent starts of the application will go much faster.



2.



If you’re using a commercial version of Visual Studio, you also get a dialog box that lets you choose between different collections of settings the first time you start Visual Studio. The choice you make on that dialog box influences the layout of windows, toolboxes, menus, and shortcuts. Choose Web Development Settings because those settings are designed specifically for ASP.NET developers. You can always choose a different profile later by resetting your settings, as explained later in this chapter.



3.



Once VWD is fully configured, you see the main screen appear, as shown in Figure 1-2.



Figure 1-2
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Chapter 1: Getting Started with ASP.NET 3.5 You get a full description of all the windows, toolbars, panels, and menus in the next section, so for now, just focus on creating a new web site. Click the File menu in the upper-left corner and choose New Web Site. If you’re using a commercial version of Visual Studio, you may have to open the submenu New first. (Make sure you don’t accidentally use the New Project menu, as that is used to create different types of .NET applications.) The New Web Site dialog box appears as shown in Figure 1-3.



Figure 1-3



4.



In the Templates section of the dialog box, verify that ASP.NET Web Site is selected. Also verify that File System is the selected option in the Location drop-down list. If you want, you could change the location on disk where the web site is stored by clicking the Browse button and choosing a new location on your computer’s hard drive. For now, the default location — a folder under your Documents folder — is fine, so you can leave the location as is.



5.



In the Language drop-down list, you can choose a programming language you will use mainly in your site. This book shows all examples in both Visual Basic and C# so you can choose a language to your liking.



6.



Click OK. VWD creates a new web site for you that includes one standard ASP.NET page called Default.aspx, a web.config file, and an empty App_Data folder, as shown in Figure 1-4. It also opens the file Default.aspx so you can see the code for the page.



Figure 1-4
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Chapter 1: Getting Started with ASP.NET 3.5 7.



Between the opening and closing  tags in the page, type the highlighted text and code:



 Hello World
 Welcome to Beginning ASP.NET 3.5 on 
 




8.



❑



You’ll see code formatted like this a lot more in this book. When you are instructed to type in code formatted like this with mixed background colors, you only need to type in the highlighted code. The other code should already be present in the file.



❑



When you see code like this in a discussion — for example, in a How it Works section — the highlighted code is the part you need to focus on, while the code with no background is less important.



❑



Don’t worry about the code with the angle brackets (


From the Debug menu in VWD, choose Start Without Debugging (or press Ctrl+F5) to open the page in your default browser, as shown in Figure 1-5.



Figure 1-5



If you don’t see the date and time in the page, or if you get an error, look again at the code in the welcome message. It starts with an angle bracket (). Also, make sure you typed in the code exactly as shown here, including capitalization. This is especially true when you are using C#, as that language is case sensitive. If you get an Information bar warning about Intranet settings in Internet Explorer, click the bar and choose Enable Intranet Settings. If you want to learn more about the implications of these settings first, choose What are Intranet Settings from the popup menu.



9.



Notice how a little icon with a screen tip appeared in the tray bar of Windows, visible in Figure 1-6. This icon belongs to the ASP.NET Development Server. This web server has been started by VWD automatically to serve the request for your page. You’ll learn more about how the web server is able to process your page later in this book.
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Chapter 1: Getting Started with ASP.NET 3.5



Figure 1-6



That’s it. You just created your very first ASP.NET 3.5 web site with VWD.



How It Works Although the web page you created in the previous Try It Out is quite simple, the process that eventually results in the page being displayed in your browser isn’t so simple. All by itself, the ASP.NET page (also referred to as an ASPX page because of its extension) you created in the previous Try It Out can’t do much. It needs to be processed and served by a web server before your browser can display it. That’s why VWD automatically started up the built-in ASP.NET Development Server to handle the request for the page. Next, it started up your default web browser and directed it to the address of the web server, http://localhost:49168/WebSite1 in the Try It Out example, although the actual number in the address may change every time you start the web server as the number is randomly chosen by VWD. It’s important to realize that the ASPX file you created in VWD is not the same as the one that eventually gets displayed by the browser. When you create a page in VWD, you add markup to it. The markup in an ASPX page is a combination of plain text, HTML, code for ASP.NET server controls (which you’ll learn more about in this chapter and in Chapter 4), code written in Visual Basic.NET or C#, and more. When you request an ASPX page in your browser, the web server processes the page, executes any code it finds in the file, and effectively transforms the ASP.NET markup into plain HTML that it then sends to the browser, where it is displayed. In the previous Try It Out, the resulting HTML causes the browser to display the current date and time. HTML, or HyperText Markup Language, is the language that browsers use to display a web page. You learn how HTML looks and how to use it later in this chapter. To see how the final HTML differs from the original ASPX page, open the source for the page in your browser. In most browsers, you can bring up the source window by right-clicking the page and choosing View Source. This brings up your default text editor, showing the HTML for the page. If you already closed your browser after the previous Try It Out, press Ctrl+F5 in VWD to open the page again. Most of the HTML you see in the text editor is similar to the original ASPX page. However, if you look at the line that displays the welcome message and the current date and time, you’ll notice a big difference. Instead of the code between the angle brackets and percentage signs, you now see the actual date and time: Hello World
 Welcome to Beginning ASP.NET 3.5 on 11/1/2007 5:03:39 PM
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Chapter 1: Getting Started with ASP.NET 3.5 When the web server processed the page, it looked up the current date and time from the local computer, and inserted it in the HTML that got sent to the browser.



In the following section, you’ll see how this works in much more detail.



An Introduction to ASP.NET 3.5 When you type a web address like www.wrox.com in your web browser and press Enter, the browser sends a request to the web server at that address. This is done through HTTP, the HyperText Transfer Protocol. HTTP is the protocol by which web browsers and web servers communicate. When you send the address, you send a request to the server. When the server is active and the request is valid, the server accepts the request, processes it, and then sends the response back to the client browser. The relationship between the request and response is shown in Figure 1-7. For simple, static files, like HTML files or images, the web server simply reads in the file from its local hard drive and sends it to the browser. However, for dynamic files, such as ASPX pages, this is obviously not good enough. If the web server were to send the ASPX file directly to the browser as a text file, you wouldn’t have seen the current date and time in the browser, but instead you would have seen the actual code (). So, instead of sending the file directly, the web server hands over the request to another piece of software that is able to process the page. This is done with a concept called Application Mapping or Handler Mapping, where an extension of a file (.aspx in this example) is mapped to an application that is capable of handling it. In the case of an .aspx page, the request is eventually handled and processed by the ASP.NET runtime, part of the Microsoft .NET Framework designed specifically to handle web requests.



Web Server Request 1



2 Response



Browser



Figure 1-7
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Chapter 1: Getting Started with ASP.NET 3.5 During the processing of the page, three important areas can influence the way the page eventually ends up in the browser: ❑



Static text. Any static text, like HTML, CSS, or JavaScript code you place in a page, is sent to the browser directly. You learn more about HTML, CSS, and JavaScript in this and subsequent chapters, including Chapter 3, which gives you a detailed look at CSS.



❑



ASP.NET server controls. These controls are placed in your ASPX page and when they are processed, they emit HTML that is inserted in the page. You’ll learn more about server controls after the discussion of HTML in this chapter, and Chapter 4 is devoted entirely to ASP.NET server controls.



❑



Programming code. You can embed code, like Visual Basic .NET or C#, directly in a page, as you saw in the previous Try It Out. In addition, you can place code in a separate code file, called a Code Behind file. This code can be executed by the runtime automatically, or based on a user’s action. Either way, execution of the code can greatly influence the way the page is displayed, by accessing databases, performing calculations, hiding or showing specific controls, and much more. Programming your ASP.NET web pages is discussed in great detail in Chapter 5.



Once the page is done processing, and all the HTML for the page has been collected, it is sent back to the browser. The browser then reads this HTML, parses it and, finally, displays the page for you to look at. Since HTML is so critical for displaying web pages, the next section gives you an overview of HTML.



Understanding HTML HTML is the de facto language for creating web pages and is understood by every web browser that exists today. Since the beginning of the ’90s it has been the driving force of the World Wide Web, the part of the Internet that deals with web pages. HTML documents are simple text files that contain markup, a combination of text, and additional data that influences that text.



HTML Elements HTML uses angle brackets to indicate how your content should be rendered (or displayed) in the browser. The angle brackets are referred to as tags; a pair of tags holding some text is referred to as an element. Take another look at the HTML you saw in the previous Try It Out where you opened the source window for the page in the browser: Hello World
 Welcome to Beginning ASP.NET 3.5 on 11/1/2007 5:03:39 PM




The first line of this example contains an  element with an opening tag (
) and a closing tag (
). This element is used to signify a heading at level one. Notice how the element is closed with a similar tag, but with an additional forward slash (/) in it: . Any text between these opening and closing tags is considered part of the element, and is thus rendered as a heading. In most browsers, this means the text is rendered in a larger font. Similar to the  tag, there are tags for creating headings up to level six, such as 
, 
, and so on.
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Chapter 1: Getting Started with ASP.NET 3.5 Below the heading element, you see a 
 element, which is used to denote a paragraph. All text within the pair of 
 tags is considered part of the paragraph. By default, a browser renders a paragraph with some additional margin spacing at the bottom, although you can override that behavior. Many tags are available in HTML; too many to cover them all here. The following table lists some of the most important tags and describes how they can be used. For a complete list of all HTML elements, take a look at the web site of the organization that maintains HTML: www.w3.org/TR/html401/index/ elements.html. Tag



Description



Example

















Used to denote the start and end of the entire page.



 ...All other content goes here 







Used to denote a special section of the page that contains data about the page, including its title.











Used to denote the start and end of the body of the page.



 Page body goes here 







Used to link one web page to another.



Visit the Wrox site







Used to embed images in a page.



[image: ]



  



Used to format text in a bold, italic, or underline font.



This is bold text while this text is in italic



  




Used for input forms that allow users of a web site to submit information to the server.







	



These tags are used to create a layout with a table. The 
 tag defines the entire table, while the 


 and 	 are used to define rows and cells, respectively.



	This is a Cell in Column 1	This is a Cell in Column 2





Continued
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Chapter 1: Getting Started with ASP.NET 3.5 Continued Tag



Description



Example




	



These three tags are used to create numbered or bulleted lists. The 
 and the 
 define the looks of the list (either unordered, with a simple bullet, or ordered, with a number), while the 
	 is used to represent items in the list.



	First item with a bullet
	Second item with a bullet









This tag is used to wrap and influence other parts of the document. It appears as inline, so it adds no additional line break to the page.



This is some normal text while this text appears in red








Just like the  tag, the  is used as a container for other elements. However, the  acts as a block element, which causes an explicit line break after the  tag by default.



This is some text on 1 line
 This text is put directly under the previous text on a new line. 




	First item with a number
	Second item with a number





HTML Attributes In addition to the HTML elements, the previous table also shows you HTML attributes. Attributes contain additional information that changes the way a specific element behaves. For example, with the  tag that is used to display an image, the src attribute defines the source of that image. Similarly, the  tag contains a style attribute that changes the color of the text to red. The value of the style attribute (color: red;) is part of a Cascading Style Sheet (CSS), which is discussed in much more detail in Chapter 3. Just as with the HTML elements, there is a long list of available attributes on the W3C web site: www.w3 .org/TR/html401/index/attributes.html. You don’t need to memorize all these elements and attributes. Most of the time, they are generated for you automatically by VWD. In other cases, where you need to enter them by hand, VWD has some great tools to help you find the right tag or attribute. This tool, called IntelliSense, is discussed later in the book.



The Difference Between HTML and XHTML In addition to HTML, you may also run into the term XHTML. Although the two have very similar names, there are some interesting differences that you need to be aware of. XHTML is a reformulation of HTML in
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Chapter 1: Getting Started with ASP.NET 3.5 XML — eXtensible Markup Language. This is a generic, text- and tag-based language used to describe data and is used as the base language for many other languages, including XHTML. So, XHTML is in fact largely just HTML rewritten with XML rules. These rules are pretty simple, and most of the time VWD will help you get it right or show you a list of errors and suggestions on how to fix them.



Always Close Your Elements In XHTML, all elements must be closed. So when you start a paragraph with , you must use 
 somewhere later in your page to close the paragraph. This is also the case for tags that don’t have their own closing tags, like  or 
 (to enter a line break). In XHTML, these tags are written as self-closing tags, where the closing slash is embedded directly in the tag itself as in [image: ] or 
.



Always Use Lower Case for Your Tag and Attribute Names XML is case sensitive, and XHTML applies that rule by forcing you to write all your tags in lowercase. Although the tags and attributes must be in all lowercase, the actual value doesn’t have to be. So, the previous example that displays the logo image is perfectly valid XHTML, despite the uppercase L in the image name.



Always Enclose Attribute Values in Quotes Whenever you write an attribute in a tag, make sure you wrap its value in quotes. For example, when writing out the  tag and the src attribute, write it like this: [image: ]



and not like this: [image: ]



Note that you could also use single quotes to enclose the attribute value, as in this example: [image: ]



It’s also sometimes necessary to nest single and double quotes. When some special ASP.NET syntax requires the use of double quotes, you should use single quotes to wrap the attribute’s value: ’ />



You’ll see this syntax used a lot more in other chapters in this book. For consistency, this book uses double quotes where possible in all HTML that ends up in the client.



Nest Your Tags Correctly When you write nested tags, make sure that you first close the inner tag you opened last, and then close the outer tag. Consider this correct example that formats a piece of text with both bold and italic fonts: This is some formatted text
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Chapter 1: Getting Started with ASP.NET 3.5 Notice how the  is closed before the  tag. Swapping the order of the closing tags leads to invalid XHTML: This is some formatted text



Always Add a DOCTYPE Declaration to Your Page A DOCTYPE gives the browser information about the kind of HTML it can expect. By default, VWD adds a DOCTYPE for XHTML 1.0 Transitional to your page: 



The DOCTYPE greatly influences the way browsers like Internet Explorer render the page. VWD’s default DOCTYPE of XHTML 1.0 Transitional gives you a good mix between valid markup and pages that render the same in all major browsers. If you want to learn more about XHTML, get a copy of Beginning Web Programming with HTML, XHTML, and CSS, ISBN: 978-0-7645-7078-0. Besides HTML, an ASP.NET web page can contain other markup as well. Most pages will have one or more ASP.NET Server Controls on the page to give it some added functionality. The next section briefly looks at these ASP.NET Server Controls, and you get an in-depth look at them in Chapter 4.



A First Look at ASP.NET Markup To some extent, the markup for ASP.NET Server Controls is similar to that of HTML. It also has the notion of tags and attributes, using the same angle brackets and closing tags as HTML does. However, there are also some differences. For starters, most of the ASP.NET tags start with an asp: prefix. For example, a button in ASP.NET looks like this: 



Note how the tag is self-closed with the trailing slash (/) character, eliminating the need to type a separate closing tag. Another thing you may have noticed is that the tag and attribute names are not necessarily in all lowercase. Because an ASP.NET Server Control lives on the server, it doesn’t have to adhere to the XHTML rules used in the browser at the client. However, when a server control is asked to emit its HTML to a page that is configured to output XHTML, it will do so in XHTML. So, the code for the same button looks like this when rendered in the browser as XHTML: 



Notice how the entire tag and its attributes conform to the XHTML standard. Now that you understand the basics of an ASP.NET page and the HTML that it generates, it’s time to look at VWD again. Knowing how to use the application and its many tools and windows is an important step in building fun, good-looking, and functional web sites.
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Chapter 1: Getting Started with ASP.NET 3.5



A Tour of the IDE VWD is by far the most extensive and feature-rich integrated development environment (IDE) for building ASP.NET web pages. The abbreviation IDE refers to the way all the separate tools you need to build complex web applications are integrated in a single environment. Instead of writing code in a text editor, compiling code at the command line, writing HTML and CSS in a separate application, and managing your database in yet another, VWD allows you to perform all of these tasks, and more, from the same environment. Besides the efficiency this brings because you don’t have to constantly switch tools, this also makes it much easier to learn new areas of VWD, as many of the built-in tools work in the same way.



The Main Development Area To get familiar with the many tools that are packed in VWD’s interface, take a look at Figure 1-8. It shows the same screen you got after you created your first web site in VWD, but now it highlights some of the most important screen elements. If you had a previous version of Visual Studio installed, your screen may look different, as Visual Studio 2008 is able to import settings from older versions.



Main Menu



Toolbar Area



Toolbox



Solution Explorer



Database Explorer



Document Window



Properties Grid



Figure 1-8
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Chapter 1: Getting Started with ASP.NET 3.5 The Main Menu At the top of the application, right below the Windows title bar, you see the main menu. This menu bar contains familiar items you find in many other Windows applications, like the File, Edit, and Help menus as well as menus that are specific to VWD, such as the Website and Debug menus. The menu changes dynamically depending on the task you’re working on, so you’ll see menu items appear and disappear as you work your way through the application.



The Toolbar Area Right below the menu, you see the toolbar area that is capable of showing different toolbars that give you quick access to the most common functions in VWD. In Figure 1-8, only four of the toolbars are enabled, but VWD comes with many other toolbars that you can use in specific task-oriented scenarios. Some toolbars appear automatically when you’re working on a task that requires a particular toolbar’s presence, but you can also enable and disable toolbars to your liking. To enable or disable a toolbar, right-click an existing toolbar or the menu bar and choose the toolbar from the menu that appears.



The Toolbox On the left of the main screen, tucked away at the border of VWD, you see the tab for the Toolbox. If you hover your mouse over the tab, the Toolbox folds out, giving you a chance to see what it contains. If you click the little pin icon in the upper-right corner of the Toolbox (or any of the other panels that have this pin icon), it gets pinned to the IDE so it remains open. Just as with the menu bar and the toolbars, the Toolbox automatically updates itself to show content that is relevant to the task you’re working on. When you’re editing a standard ASPX page, the Toolbox shows the many controls you have available for your page. You can simply drag an item from the Toolbox and drop it on a location of your page where you want it to appear. These controls are discussed in great detail in Chapter 4. The Toolbox contains multiple categories with tools that can be expanded and collapsed as you see fit to make it easier to find the right tool. You can also reorder the items in the list, add and remove items from the Toolbox, and even add your own tools to it. Customizing the IDE is discussed later in this chapter. If the Toolbox is not visible on-screen, press Ctrl+Alt+X to open it or choose Toolbox from the View menu. There are two additional tabs below the Toolbox tab: CSS Properties and Manage Styles. Both are discussed extensively in Chapter 3.



The Solution Explorer At the right of the screen, you see the Solution Explorer. The Solution Explorer is an important window because it gives you an overview of the files that comprise your web site. Instead of placing all your files in one big folder, the Solution Explorer enables you to store files in separate folders, creating a logical and organized site structure. You can use the Solution Explorer to add new files to your site, move existing files around using drag and drop, delete files from the project, and more. Most of the functionality of the Solution Explorer is hidden behind its right-click menu, which changes depending on the item you right-clicked in the explorer window.
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Chapter 1: Getting Started with ASP.NET 3.5 At the top of the Solution Explorer, you see a little toolbar that gives you quick access to some functionality related to your web site, including opening the Properties window for the selected item, refreshing the Solution Explorer window, an option to nest related files, and two buttons that allow you to copy and configure your web site. All of this functionality is discussed later in the book. You can access the Solution Explorer by choosing View ➪ Solution Explorer from the main menu or by pressing Ctrl+Alt+L.



The Database Explorer This window, hidden behind the Solution Explorer in Figure 1-8, enables you to work with your databases. It gives you the tools to create new databases and open existing ones, add new tables and queries to your database, and access other tools that enable you to work with the data in your database. If you have a commercial version of Visual Studio, such as Visual Studio 2008 Professional, this window is called the Server Explorer and may be located at the left of your screen. The Database Explorer is discussed in more detail in the chapters about databases, starting with Chapter 11.



The Properties Grid With the Properties Grid, you can view and edit the properties of many items in Visual Studio, including files in the Solution Explorer, controls on a web page, properties of the page itself, and much more. The window constantly updates itself to reflect the selected item. You can quickly open the Properties Grid by pressing F4. This same shortcut can be used to force the Properties Grid to show the details of a selected item.



The Document Window The Document Window is the main area in the middle of the application. This is where most of the action takes place. You can use the Document Window to work with many different document formats, including ASPX and HTML files, CSS and JavaScript files, code files for VB and C#, XML and text files, and even images. In addition, you can use the same window to manage databases, create copies of your site, and view the pages in your site in the built-in mini-browser, and much more. At the bottom of the Document Window in Figure 1-9, you see three buttons called Design, Split, and Source. These buttons appear automatically when you’re working with a file that contains markup, such as ASPX and HTML pages. They allow you to open the Design View of a page (giving you an idea of how the page will look in the browser), its Markup View (the HTML and other markup), or both at the same time. How this works is explained in more detail in Chapter 2 but for now, it’s important to realize you can switch between Markup View and Design View by clicking the appropriate buttons. The Markup View is also often called the Source View or Code View window. However, in order to avoid confusion, this book uses the term Markup View exclusively. The Document Window is a tabbed window by default, which means it can host multiple documents, each one distinguished by a tab with the file name at the top of the window. The right-click menu of each tab contains some useful shortcuts for working with the file, including saving and closing it and opening the file’s parent folder in Windows Explorer.
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Chapter 1: Getting Started with ASP.NET 3.5 To switch between documents, you can press Ctrl+Tab or you can click the down arrow in the upperright corner of the Document Window, as shown in Figure 1-9. Clicking the down arrow reveals a list of open documents so you can easily select one.



Figure 1-9



Another way to switch documents is to press Ctrl+Tab and then hold the Ctrl key down. On the window that pops ups, you can select a document you want to work with in the right hand column. You can then use the cursor keys to move up and down in the list with open documents and get a live preview of each document. This makes it super easy to select the correct file. On the same dialog box, you see a list with all active tool windows. Clicking one of the windows in the list will show it on-screen, moving in front of other windows if necessary.



The Start Page Whenever you start up VWD, the Start Page is loaded in the Document Window. With the Start Page, you can quickly create new web sites or open existing ones. The Start Page is also used to give you access to some common help topics and shows headlines from the Microsoft web site. The main part of the Start Page is used to display an RSS feed with information from the MSDN Visual Web Developer team. To get a feel of how you can use all these windows, the following Try It Out shows you how to build a simple web page that contains a few ASP.NET Server Controls.
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Chapter 1: Getting Started with ASP.NET 3.5 Try It Out



Designing Your First ASP.NET Web Page



This Try It Out exercise guides you through creating a new web site with a single page that contains a number of ASP.NET Server Controls. You’ll see how to use windows like the Start Page and the Solution Explorer, and how to use the Toolbox and the Properties Grid to add ASP.NET Server Controls to the page and change their looks.



1.



Start VWD. If you don’t see the Start Page, choose View ➪ Other Windows ➪ Start Page from the main menu.



2.



On the Start Page, click Web Site next to the Create label in the Recent Projects area. This triggers the New Web Site dialog box. If you don’t see the link to create a new web on the Start Page, choose File ➪ New Web Site or File ➪ New ➪ Web Site from VWD’s main menu instead. Make sure that ASP.NET Web Site is selected and that File System is chosen in the Location drop-down list. Click OK to create the new site.



3.



Next, right-click the new web site in the Solution Explorer. Make sure you click the uppermost element that says something like C:\..\WebSite2\. It’s the highlighted element in Figure 1-4. From the context menu that appears, choose Add New Item.



4.



In the new window that appears, click Web Form and type ControlsDemo as the name. The ASPX extension is added for you automatically when you click the OK button. You can leave the other settings in the dialog box at their default settings. The page should open in Markup View, showing you the default HTML, like the 






, ,  elements that Visual Web Developer adds there for you automatically when you create a new page.



5.



Switch the page to Design View by clicking the Design button at the bottom of the Document Window.



6.



If the Toolbox isn’t open yet, press Ctrl+Alt+X to open it or hover your mouse over the Toolbox tab to show it and then click the pin icon to make the Toolbox visible at all times. Drag a TextBox and a Button from the Toolbox into the dashed area in the Design View of the page. You should end up with a page that looks similar to Figure 1-10.



Figure 1-10



7.



Right-click the button in Design View and choose Properties. In the Properties Grid, locate the Text property under the Appearance category (shown in Figure 1-11) and change it from Button to Submit Information. As soon as you press Tab or click somewhere outside the Properties Grid, the Design View of the page is updated and shows the new text on the button.
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Chapter 1: Getting Started with ASP.NET 3.5



Figure 1-11



8.



Press Ctrl+F5 to open the page in your default browser. Note that it’s not necessary to explicitly save the changes to your page (although it’s a good idea to do this often anyway using the shortcut Ctrl+S). As soon as you press Ctrl+F5 to run the page, VWD saves all changes to open documents automatically.



If you don’t like this behavior, you can change it in Visual Web Developer’s Options dialog box, accessible from the Tools menu. Make sure that Show All Settings is checked, and then open the Projects and Solutions node and choose Build and Run. In the Before Building list, you can change the way VWD behaves when you open a page in your browser.



9.



Type some text in the text box and then click the button. Note that after the page has reloaded, the text is still displayed in the text box. Other than that, not much has happened because you didn’t write any code for the button yet.



How It Works When you dragged the Button and the TextBox from the Toolbox on the page in Design View, VWD added the corresponding code for you in Markup View automatically. Similarly, when you changed the Text property of the button in the Properties Grid, VWD automatically updated the markup for the control in Markup View. Instead of using the Properties Grid, you could also have typed the text directly between the quotation marks of the Text property in the code window. After changing the Text property, your page should now look like this in Markup View:  



When you press Ctrl+F5 to view the page in the browser, the web server receives the request, the page is processed by the ASP.NET runtime, and the resulting HTML for the page is sent to the browser. Take a look at the resulting HTML for the page using the browser’s View Source command (rerun the page from VWD by pressing Ctrl+F5 if you already closed it). You should see code similar to this:  
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Chapter 1: Getting Started with ASP.NET 3.5 Just as with the earlier example, you can see that the resulting HTML is substantially different from the original ASPX markup. After you type in some text and click the button, the same process is more or less repeated: the web server receives the request, the page is parsed, and the result gets sent back to the browser. When you click the button, you cause a postback to occur, where any information contained in the page — such as the text you typed in the text box — is sent back to the server. ASP.NET reacts to the postback by rendering the page again. However, this time it prepopulates controls, like the TextBox, with the values that were sent to the page. Postbacks are an important concept in ASP.NET, and you’ll see more about them in other chapters, including Chapters 4 and 9.



VWD hosts a lot more windows and tool panels than those you have seen so far. The next section briefly touches upon some of the windows you’ll most frequently use when building ASP.NET web pages. All of the windows mentioned are accessible from the main View menu in VWD.



Informational Windows Besides the windows that are visible by default when you start VWD, there are many more windows available in VWD. You’ll see most of them in action in the remainder of this book, but some are worth highlighting now.



The Error List The Error List, which is accessible from the View menu, gives you a list of the things that are currently somehow broken in your site, including incorrect markup in your ASPX or HTML files and programming errors in VB or C# files. This window can even show you errors in XML and CSS files. The error list shows its messages in three categories — Errors, Warnings, and Messages — that signify the severity of the problem. Figure 1-12 shows the error list for a page that has some problems with its CSS and XHTML.



Figure 1-12



The Output Window When you try to build your site using the Build menu, the Output window tells you whether the build succeeded or not. If the build failed, the Output window will tell you why the build failed. In the commercial versions of Visual Studio, the Output window is used for other information as well, including the status of external plug-in programs. Building web sites is discussed later in this book, including Chapter 18, which deals with deployment of your web site.
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Chapter 1: Getting Started with ASP.NET 3.5 The Bookmark Window You can add a bookmark to many code files in the Document Window by pressing Ctrl+K twice. With this shortcut key you can drop a little breadcrumb in the margin of a code line that you can later pick up using the Bookmark window. This allows you to quickly move around your code, which is especially useful when your site begins to grow.



The Find Results Window The Find and Replace features of VWD are invaluable tools when it comes to managing the content of your site. You will often need to replace some text in the current document or even in the entire site. Find in Files (Ctrl+Shift+F) and Replace in Files (Ctrl+Shift+H) both output their results in the Find Results window, as shown in Figure 1-13.



Figure 1-13



Because having several informational windows open at the same time may take up precious screen space, it’s often a good idea to dock them. This way, only one of them is visible at a time, while you still have quick access to the others. You learn how to customize the IDE, including the docking of windows, next.



Customizing the IDE Although the standard setup of VWD and its tool windows is pretty useful, there’s a fair chance you want to customize the IDE to your likings. You may want to rearrange some of the windows to a location where they are easier to reach, or you may want to open additional windows you frequently use. VWD is fully customizable and allows you to tweak every little detail of the IDE. In the next section, you learn how to perform the most common customization tasks.



Rearranging Windows To give each window the location it deserves, you can drag and drop them in the main IDE. Simply grab a window’s title bar or its bottom tab and drag it in the direction of the new location. Once you start dragging, you’ll see that VWD gives you visual cues as to where the window will end up (see Figure 1-14). If you drag the window over one of the four square indicators at the sides of the indicator, VWD shows a preview of how the window will be docked next to an existing window. Once you drop it, the window will pop to its new location. If you drop the window on the square in the middle of the large indicator, the window will dock with that window, sharing the same screen space. Each window has its own tab, as can be seen with the windows at the bottom of Figure 1-14.
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Chapter 1: Getting Started with ASP.NET 3.5



Figure 1-14



In addition to docking windows with others in the IDE, you can also have floating windows. To change a docked window into a floating one, either drag it away from its current location and drop it somewhere in the IDE without hitting one of the visual cues on the screen or choose Window ➪ Floating from the main menu. To restore a floating panel to its previous docked location, choose Window ➪ Dockable from the main menu and then double-click its title bar.



Modifying the Toolbox The Toolbox can be modified as well. You can reorder the items alphabetically, making them easier to find in the list. To do this, open the Toolbox (press Ctrl+Alt+X), right-click one of the items in a category (such as the TextBox under the Standard category), and choose Sort Items Alphabetically. You can also delete items from the Toolbox by right-clicking them and then choosing Delete from the context menu. Don’t worry about items getting lost forever; you can reset the Toolbox again by choosing Reset Toolbox from the same menu. You can also add your own items to the Toolbox. The most common use for this is code snippets. Simply highlight some text or code in the Document Window and drag it to the Toolbox. You can then rightclick the item and choose Rename Item to give it a more meaningful name that you can easily recognize.
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Chapter 1: Getting Started with ASP.NET 3.5 To avoid cluttering up the Toolbox with your own code snippets, consider creating a separate category for them. You can do this by choosing Add Tab from the Toolbox’s right-click menu. Enter a name and then press Enter, and your Toolbox tab is ready for use. In the next Try It Out exercise, you get the chance to play around with the VWD IDE so you can customize it to your liking.



Try It Out



Customizing the IDE



In this exercise you’ll practice with opening and rearranging the windows in the Visual Web Developer IDE. You’ll also order the items in the Standard category of the Toolbox alphabetically so the controls are easier to find. Don’t be afraid to mess up the IDE. A little later in this chapter, there are instructions on how to reset the IDE to the way it was when you opened it the first time.



1.



If you closed your web site since the previous Try It Out, open it again, or create a new one using the Start Page or the File menu.



2.



From the View menu, choose Error List to open the Error List window. Notice how it gets docked below the Document Window by default.



3.



From the same View menu, choose Task List. By default, it will be docked in the same space as the Error List, with the tabs for both windows next to each other.



4.



Click the tab of the Task List and while holding down your mouse button, drag the Task List away from its location in the direction of the Document Window. Once you release the window, it will appear as a floating window in the IDE. To restore the window, double-click its title bar. Notice how the tab returns to the same tab group, but possibly at a different position. To change the order in which tabs appear in a tab group, drag a tab over the other tabs and release it at the desired location.



5.



If you want, you can repeat the previous steps for other windows that are visible in the IDE by default or for the ones you find under the View menu. Spend some time familiarizing yourself with all the different windows and how you can arrange them on-screen. Since you’ll be working a lot with these windows in the remainder of this book, it’s good to be familiar with their locations.



6.



Next, open the Default.aspx page from the Solution Explorer by double-clicking it. When the page opens, the Toolbox should become visible automatically. If it doesn’t, press Ctrl+Alt+X to open it.



7.



The Standard category should be expanded by default, but if it isn’t, click the plus symbol in the left margin of the Toolbox. Next, right-click somewhere on a control in the Standard category and choose Sort Items Alphabetically. This puts the controls in alphabetical order in the Standard category only. If you want, you can repeat this step for other categories of the Toolbox.



8.



Right-click the Toolbox again and choose Add Tab. Type HTML Fragments as its new name and press Enter. This adds a new category to the Toolbox that behaves just like all the others.



9.



With the Document Window showing the page Default.aspx in Markup View, type  between the opening and closing 
 tag. Note that VWD automatically inserts the closing  for you. You should end up with the code window looking like this:
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Chapter 1: Getting Started with ASP.NET 3.5 10.



Highlight the opening and closing  tags, and then drag the selection from the Markup View window onto the new Toolbox tab you created in step 8. The selection shows up as Text: 

.



11.



Right-click the Toolbox item you just created, choose Rename Item, and type Heading 1 as the name.



12.



Repeat steps 9 through 11, creating headings from h2 through h6. From now on, whenever you need a heading in your document in Markup View, simply place the cursor in the Document Window where you want the heading to appear and then doubleclick the appropriate heading in the Toolbox.



How It Works Most of the steps in this Try It Out are self-explanatory. You started off by opening a few windows that you frequently need when building web applications. You then used the drag-and-drop features of the IDE to rearrange the window layout to your personal preferences. You also rearranged the items in the Toolbox so they are easier to find. You closed the exercise by adding a few HTML fragments to a custom tab in the Toolbox. When you drag any markup to the Toolbox, VWD creates a Toolbox item for it that contains the selected markup. Whenever you need a copy of that markup in your page, simply double-click the item or drag it from the Toolbox into the Markup View window. This is a great time saver for HTML fragments that you frequently use. Besides the Window layout and the Toolbox, VWD allows you to customize a lot more in the IDE. The following section explains how to customize three other important IDE features: the Document Window, toolbars, and keyboard shortcuts.



Customizing the Document Window Visual Web Developer gives you great flexibility with regard to how text is displayed in the Document Window. You can change things like font size, font color, and even the background color of the text. You can access the Font and Colors settings by choosing Tools ➪ Options, making sure that Show All Settings at the bottom of the dialog box is selected, and then choosing Environment ➪ Fonts and Colors. One thing I like to customize in the Document Window is the tab size, which controls the number of spaces that are inserted when indenting code. To change the tab size, choose Tools ➪ Options, and then under Text Editor choose All Languages ➪ Tabs. If you don’t see this option, choose Show All Settings at the bottom first. I usually set both the Tab Size and the Indent Size to 2, leaving the other settings in the Tab panel untouched. With the exception of the Tab Size being set to 2, all screen shots in this book show the default setup of Visual Web Developer.



Customizing Toolbars Toolbars can be customized in three ways: you can show or hide the built-in toolbars, you can add and remove buttons on existing toolbars, and you can create your own toolbars with buttons you often use.
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Chapter 1: Getting Started with ASP.NET 3.5 Enabling and Disabling Toolbars You disable and enable existing toolbars by right-clicking any existing toolbar or the menu bar and then selecting the appropriate item from the list. Once the toolbar is displayed, you can use its drag grip at the left of the toolbar to drag it to a new location. You can drag the toolbars to any location in the IDE, including to the left and right sides of the screen where they’ll dock as vertical bars. You can also create them as floating toolbars and place them anywhere on the screen.



Editing Existing Toolbars If you feel that an existing toolbar is missing an important button or that it contains buttons you rarely use, you can customize the buttons on the toolbar. To do this, right-click any toolbar or the menu bar and choose Customize. Next, make sure the toolbar you want to tweak is enabled by placing a check mark in front of it. Then switch to the Commands tab, choose a category from the list on the left, and then locate the command in the Command list at the right. You can now drag the command from the Customize window onto the toolbar. Removing a button from a toolbar is even easier. With the Customize window still open, right-click the button and choose Delete. While you’re in the Customize dialog box, you may want to enable the Show Shortcut Keys in ScreenTips setting on the Toolbars tab. This way, the toolbars for the button show the associated keyboard shortcut so it’s more likely you’ll memorize and use them. Shortcut keys are often easier to use than their toolbar button or menu counterparts.



Creating Your Own Toolbars Creating your own toolbar is useful if you want to group some functions that you frequently use. To create a new toolbar, open the customize window as explained in the previous section. Click the New button and type a name for the toolbar. When you click OK, the new toolbar is displayed on the screen. You can now start dragging commands to it the same way as when you’re modifying the existing toolbars.



Customizing Keyboard Shortcuts Another setting many developers like to change is keyboard shortcuts. Keyboard shortcuts are a good way to save time because they allow you to perform a task with a simple keyboard command instead of reaching for the mouse and selecting the appropriate item from the menu. To change the keyboard shortcuts, open the Customize dialog box again by right-clicking a toolbar or choosing it from the Tools menu. Next, click the Keyboard button. Locate the command for which you want to change the shortcut in the list with commands. Since this list contains many items, you can filter the list by typing a few letters from the command. For example, typing print in the Show commands containing field gives you a list of all printrelated commands. Next, in the Press shortcut keys field, type a new shortcut. VWD allows you to enter a double shortcut key for a single command. For example, you can bind the command Close All Documents to the command Ctrl+K, Ctrl+O. To perform this command, you need to press both key combinations in rapid succession. Although a double shortcut key may seem like overkill, it greatly increases the number of available shortcut keys.
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Resetting Your Changes Don’t worry if you feel that you have messed up VWD by trying out the numerous customization options. There are many ways to restore VWD to its previous state.



Resetting the Window Layout This setting, accessible from the Window menu, resets all windows to the position they were in when you first started VWD. This command is useful if you misplaced too many windows and ended up with a cluttered IDE.



Resetting the Tool Box If you removed a button from the Toolbox by mistake or even deleted an entire tab, you can reset the Toolbox to its original state by right-clicking the Toolbox and choosing Reset Toolbox. You need to think twice before you use this command because it will also delete all your custom code snippets.



Resetting All Settings To completely revert all VWD settings to the way they were right after installation, choose Import and Export Settings from the Tools menu. Next, choose the Reset All Settings option and click Next. If you want, you can create a backup of the existing settings; otherwise, choose No, Just Reset Settings. Finally, click Finish. This action will cause all settings to be reset to their defaults, including the Windows layout, toolbox and Toolbox customizations, shortcut keys, and everything you may have changed in the VWD Options dialog box. So, use this command only when you’re really sure you want a fresh, new setup of VWD. If you followed along with the previous Try It Out exercises, and then started experimenting with the customization possibilities, your IDE is now probably in one of two states: it either looks exactly the way you want it, or it looks like a complete mess. In the former case, you can skip the next exercise; in the latter case, stay tuned to see how easy it is to clean up the chaos.



Try It Out



Resetting All Settings



The following Try It Out shows you how to reset the IDE to the state it was in when you started VWD for the first time. Make sure you really want to do this before you follow the exercise, as the next exercise will reset all important settings, including Window and Toolbox customizations and all the options you set in the Options dialog box.



1. 2. 3.



Start the Import and Export Settings Wizard by choosing Tools ➪ Import and Export Settings.



4.



Click Finish. The wizard resets all your settings and then displays a message reporting that the settings were successfully reset.



5.



Click Close to exit the wizard. You’ll find that your IDE is now the same as it was the first time you started it.



Choose the Reset All Settings option at the bottom of the screen and click Next. Let VWD create a backup of your current settings by selecting the first item in the dialog box. With this backup, you can always revert to the current setup by running the Import and Export Settings Wizard again.
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Chapter 1: Getting Started with ASP.NET 3.5 How It Works All the changes you make to the IDE are stored in an XML configuration file in your Visual Studio Settings folder, which by default is located in a folder called Visual Studio 2008\Settings under your main Documents folder in Windows. When you choose to reset your settings, VWD overwrites your settings file with a factory default. If you chose to create a backup, an additional backup file with today’s date in it is saved in the same folder. With that backup file, you can restore the settings at a later time. With some basic knowledge about ASP.NET pages and VWD, it’s time for some real action. In the next chapter, you see how to create ASP.NET web sites and web pages in much more detail. You’ll learn how to organize your site in a logical and structured way, how to add the many different types of files to your site and how to use them, and how to connect the pages in your site. However, before you can proceed to the next chapter, there is one more important topic you need to look at: the sample application that comes with this book.



The Sample Application Building web sites is what this book is all about, so it makes a whole lot of sense that this book comes with a complete and functional sample site that is used to showcase many of the capabilities of ASP.NET. The sample site you’ll build in this book is called Planet Wrox, a site that serves as an online community for people interested in music. The site offers the following features to its visitors: ❑



Reviews about CDs and concerts that have been posted on the site by the administrator.



❑



The Gig Pics section, an online photo album where users can share pictures taken at concerts.



❑



The ability to switch between the different graphical themes that the site offers, giving you a chance to change the look and feel of the site without altering the content.



❑



Musical preferences that influence the information you see on the site.



❑



Access to bonus content for users who register for an account.



From an administrative perspective (that is you, as the owner of the site) the site allows you to do the following: ❑



Add and maintain the reviews.



❑



Manage the different musical genres in the system.



❑



Decide which users you allow to access protected content such as special photo albums.



Figure 1-15 shows the Planet Wrox home page. Figure 1-16 shows another page from Planet Wrox, but with a different theme applied. This page allows users to enter their personal information and specify preferences with regard to their favorite musical genres.
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Figure 1-15



Figure 1-16
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Chapter 1: Getting Started with ASP.NET 3.5 You can find an online running example of the site at www.PlanetWrox.com. There you can play around with the site from an end user’s perspective. You can also download the source for the sample application and all other examples from this book from the Wrox web site at http://p2p.wrox.com/. By the end of this book, you’ll be able to build all of the functionality from the sample site (and hopefully even more) in other web sites. Don’t worry if it sounds like an awful lot of complex things. I’ll guide you, step by step, from the beginning of the application all the way to the last feature. As long as you keep having fun doing this, I’m sure you’ll make it all the way.



Practical T ips on V isual Web Developer Most of the chapters in this book end with a short section with useful tips. These are tips that either didn’t fit in anywhere in the text or that encourage you to further explore or test out things. Sometimes they may seem irrelevant or hard to understand at first, but you’ll find that as you make your way through this book and look back at tips from previous chapters, things start to make sense. Don’t worry if you don’t understand certain things completely the first time you see them. Give the idea some thought and revisit the topic a few days later. Hopefully, by letting the ideas sink in a little, things start to make more sense automatically. This applies not only to the Practical Tips section, but to the entire book. ❑



Before you move on to the next chapter, play around with VWD some more. Add a couple of pages to your site, drag and drop some controls from the Toolbox onto your pages, and view them in your browser. That way, you’ll have a better understanding of the tools and the many controls available when you start the next chapter.



❑



Familiarize yourself with the many options to tweak the Visual Web Developer IDE. When building web sites, you spend most of your time in this IDE, so it makes sense to tweak it as much as possible to your liking. Don’t be afraid to mess it up; you can always revert to previous settings.



❑



Take some time to browse through the settings you find in the Options dialog box of VWD (accessible through the Tools ➪ Options menu). Many of the settings are self-explanatory and can really help further tweaking the IDE to your liking.



Summar y This chapter covered a lot of important ground to get you started with ASP.NET 3.5 and VWD. It started off with a brief history of the Microsoft .NET Framework in general and ASP.NET in particular. You then learned how to acquire and install Visual Web Developer 2008 Express Edition. VWD is the most extensive and versatile tool available for creating ASP.NET 3.5 web pages. To enable you to work with it effectively, this chapter showed you how to use and customize the main features of the IDE. In subsequent chapters, you will use and extend this knowledge to work with the many tools found in VWD. It’s important to understand how a page in VWD makes it to your web browser. Some knowledge of the web server that serves the request and how the page is processed to deliver the final HTML in the browser
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Chapter 1: Getting Started with ASP.NET 3.5 is critical in understanding ASP.NET. This chapter gave you a short introduction in the way a web page is requested and served to the browser. In the next chapter, you get a much more detailed explanation of creating web sites.



Exercises 1.



Explain the differences between the markup of a page in VWD and the final HTML page in the browser.



2. 3.



Explain the difference between HTML and XHTML. How are the two related?



4. 5.



What are three of the ways you can reset part or all of the IDE customization settings?



Imagine you have a number of HTML fragments that you expect to use a lot throughout the site. What’s the best way to make these fragments available in VWD?



If you want to change the property of a control on your page, for example the text of a button, which two options do you have available to make the change?
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2 Building an ASP.NET Web Site To create good-looking, functional, and successful web sites, you have to understand a number of important technologies and languages, including HTML, ASP.NET, CSS (Cascading Style Sheets), and JavaScript. This and upcoming chapters provide a solid foundation in these technologies, so you should be comfortable with the most important concepts once you’ve finished this book. Besides these technologies, you also have to understand the Visual Web Developer IDE that was introduced in the previous chapter. You need to know how to create sites, add pages, and manage all the toolbars and windows that Visual Web Developer (VWD) offers you. In addition, you need to know how to build and design web pages in VWD with HTML and server controls. This chapter shows you, in detail, how to create and manage your web sites. It also shows you how to create your ASP.NET web pages and add markup to them, allowing you to create useful web pages that can present information to the user and react to their response. In particular, this chapter examines: ❑



Two different project types for building ASP.NET web sites



❑



The different project templates that are available to jumpstart your site development and how to use them



❑



The numerous different file types available in ASP.NET and what they are used for



❑



Ways to create structured web sites that are easy to manage, now and in the future



❑



How to use the designer tools to created formatted web pages



Although you already created your first ASP.NET web site in the previous chapter, this chapter starts off with another in-depth look at creating a new web site. As there are many choices to make when you start a new site, it’s important to understand all the different options and pick the right one for your scenario.
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Chapter 2: Building an ASP.NET Web Site



Creating Web Sites with VWD 2008 The previous chapter gave you a quick overview of creating a web site in VWD. You simply chose New Web Site from the File menu, selected the standard ASP.NET Web Site template, selected a language, and clicked OK. However, there’s more to the New Web Site dialog box than you saw in the previous chapter. You may have noticed that you can choose from a number of different templates that allow you to create different kind of sites. But before you look at the different templates on which you can base your new web site, you need to know a little more about the different project types that are available in VWD.



Different Project Types Depending on the version of VWD you’re using, you may have the choice between two different project types. If you’re using Visual Web Developer Express Edition you only have one option: Web Site Projects. If you’re using one of the commercial versions of Visual Studio 2008, you also have the option to create a new Web Application Project. Both project types are discussed next.



Web Site Projects Web Site Projects represent a project in VWD for a web site. You create a new Web Site Project by choosing File ➪ New Web Site or File ➪ New ➪ Web Site from Visual Web Developer’s main menu. Web Site Projects were introduced in Visual Studio 2005 and provide some new flexibility in creating and working with web sites. In contrast to web sites built with earlier versions of Visual Studio .NET, a Web Site Project site is simply a Windows folder with a bunch of files and subfolders in it. There is no collective file (known as the project file with a .vbproj or .csproj extension) that keeps track of all the individual files in the web site. You just point VWD to a folder, and it instantly opens it as a web site. This makes it very easy to create copies of the site, move them, or even share them with others, as there are no dependencies with files on your local system. Because of the lack of a central project file, Web Site Projects are usually simply referred to as Web Sites, which is the term I use in the remainder of this book. Besides a lot of positive feedback on this move, Microsoft also received a lot of negative response from developers who complained that Web Site Projects were too limiting for their development environment. Since there is no container file that keeps track of everything in the site, it became much harder to exclude files or folders from the site and work with source control systems — a centralized system that allows developers to work on a project collaboratively and that keeps track of changes in the project automatically. Also, Web Site Projects influenced the way web sites are compiled and deployed, making it harder for developers accustomed to the previous model to apply their knowledge and skills to the new project type. In response to the criticism, Microsoft released the Web Application Projects in May 2006 as an add-on for Visual Studio 2005 standard edition and up. Unfortunately, Web Application Projects are not available for the Visual Web Developer Express Editions, including the new Visual Web Developer 2008. So, if you are working with the free version, you don’t have much to choose: you can only use Web Site Projects.



Web Application Projects With the new Visual Studio 2008 release, Web Application Projects are now fully integrated in the IDE. This makes it easier for developers who work in teams or who need more control over the contents of the site and their compilation and deployment processes to build web sites with Visual Studio.
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Chapter 2: Building an ASP.NET Web Site In Visual Studio 2008, you create a new Web Application Project through the File ➪ New Project dialog box. In that dialog box, expand your preferred programming language (either Visual Basic or Visual C#) and then click the Web category, where you’ll find a number of ASP.NET web application templates. This book uses the Web Site Projects model exclusively, so you can follow along with all the examples, even if you’re using the free Express Edition. Now that you know about the different project types, the next thing to consider is the different web site templates and their options.



Choosing the Right Web Site Template The New Web Site dialog box in VWD contains different web site templates, each one serving a distinct purpose. Figure 2-1 shows the New Web Site dialog box in VWD. You can open this dialog box by choosing File ➪ New Web Site, or File ➪ New ➪ Web Site depending on your version of VWD. The top section of the Templates area shows the ASP.NET web site templates that are installed by default. Each of them is discussed in the next section. The second part, labeled My Templates, contains a link to search for templates online. In addition, when you have created your own templates (which you learn how to do in Chapter 6), or have templates installed from other parties, they show up in this area as well. From the list of available built-in templates, only the ASP.NET Web Site template is used throughout this book. The others are described briefly in the following sections so you know how they can be used.



Figure 2-1



ASP.NET Web Site This template allows you to set up a basic ASP.NET web site. It contains a simple web.config file (an ASP.NET configuration file), one Web Form (called Default.aspx), its Code Behind file, and an empty App_Data folder. The different file types are all discussed later in this chapter, and the App_Data folder is discussed in Chapter 11.
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Chapter 2: Building an ASP.NET Web Site This template is a good starting point for all your ASP.NET web sites.



ASP.NET Web Service The ASP.NET Web Service template is the starting point for new sites that contain web services. A web service allows you to create software on the web server that can be called by other applications located on the same machine, or on computers somewhere in the network or on the Internet. When you create a site based on this template, you get a web service file, an additional code file named after the service, and a web.config file that contains configuration information accessible to the web services. You’ll see how to create and consume a web service from a browser in Chapter 10.



WCF Service The WCF Service template is somewhat similar to the Web Service template in that it allows you to create a web site that contains services that are callable over a network. However, Windows Communication Foundation Services go much further than simple web services and offer you a lot more flexibility. WCF Services are outside the scope of this book, but if you want to learn more about them, pick up the book Professional WCF Programming: .NET Development with the Windows Communication Foundation by Scott Klein (ISBN: 978-0-470-08984-2).



Empty Web Site The empty web site template gives you exactly what its name implies: nothing. All you get is an empty web site as a starting point. The empty web site template is useful if you have a bunch of existing files you want to use to create a new web site. Although it seems you have to make a clear choice up front for the right web site template, this isn’t really the case. Since an ASP.NET web site in VWD is essentially just a reference to a folder, it’s easy to add types from one template to another. For example, it’s perfectly acceptable (and very common) to add a web service file to a standard ASP.NET web site, as you will see in Chapter 10.



Creating and Opening a New Web Site There are a number of different ways to create new and open existing web sites. The choices you have here are largely influenced by the way you access the web site (either from the local or a remote machine), and whether you want to use the built-in web server that ships with VWD or use the web server that comes with Windows. All the examples in this book assume that you open sites from your local hard drive and that you use the built-in web server, as it’s very convenient to develop sites with it. However, Chapter 18 shows you how to use and configure Internet Information Services, or IIS for short, the advanced web server that comes with almost all editions of Windows. IIS is mostly used for production hosting of your web sites, as it’s capable of serving web pages in high-traffic scenarios.



Creating New Web Sites The next Try It Out section guides you through creating the Planet Wrox web site that will be the project you’re working on in this book. All exercises in the remainder of the book assume you have this web site open in VWD, except where stated otherwise. The exercise instructs you to store your web site in a folder
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Chapter 2: Building an ASP.NET Web Site called C:\BegASPNET\Site. Take note of this folder name, because it’s used throughout this book. If you decide to use a different folder, be sure to use your own location whenever you see this folder name in the book.



Try It Out Creating a New ASP.NET 3.5 Web Site 1. Start by creating a folder called BegASPNET in the root of your C drive using Windows Explorer or My Computer. Inside the folder, create another folder called Site. You should end up with a folder called C:\BegASPNET\Site. If you followed the instructions from the “Introduction” of this book and unpacked the source for this book, you already have the BegASPNET folder, which in turn contains the Source and Resources folders.



2.



Start Visual Web Developer 2008 and choose File ➪ New Web Site or File ➪ New ➪ Web Site, depending on your version of VWD.



3. 4.



Make sure that ASP.NET Web Site is selected under the Templates section.



5.



Click the Browse button next to the Location drop-down list, browse to the folder you created in the first step of this exercise, and click Open.



6.



In the Language drop-down list, choose between Visual Basic and Visual C#. All the examples in this book are shown in both programming languages, so you can choose the one you like best. Your final screen should look like the one in Figure 2-2, except for the Language drop-down list, which you may have set to Visual C# instead.



7.



Click OK and VWD creates the new site for you.



Under Location, make sure that File System is selected. The other two options (HTTP and FTP) allow you to open a remote site running IIS with the so-called Front Page Extensions and open a site from an FTP server respectively.



Figure 2-2



How It Works As soon as you click OK, VWD creates a new web site for you. This new web site contains a Web Form, a Code Behind file (Default.aspx and Default.aspx.vb or Default.aspx.cs, depending on the language you chose), a configuration file (called web.config), and an empty App_Data folder. In the Solution Explorer,
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Chapter 2: Building an ASP.NET Web Site your web site now looks like Figure 2-3 (which has Default.aspx expanded so you can see the additional .vb file). Since a web site based on the Web Site Project template is just a simple Windows folder that VWD looks at, the actual folder on disk contains the exact same files. No additional files are used to create the site, as shown in Figure 2-4, which shows a Windows Explorer displaying the files in the folder C:\BegASPNET\Site.



Figure 2-3



Figure 2-4



As you progress through this book, you’ll add new files and folders to the site. Just as with the initial site, these additional files and folders show up in the Solution Explorer and will appear in the Windows folder at C:\BegASPNET\Site as well. Opening web sites based on the Web Site Project template is very similar to creating new ones. In the next section, you get a quick overview of opening existing sites in VWD.



Opening Existing Web Sites Just as with creating new sites, opening an existing site in VWD gives you a few options with regard to the source location of the web site. You can choose to open a site from the local file system, from a local IIS web server, from a remote server using FTP, or from a remote site using the Microsoft FrontPage Server Extensions. Figure 2-5 shows the Open Web Site dialog box in VWD.
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Chapter 2: Building an ASP.NET Web Site



Figure 2-5



All the examples in the book assume that you always open the Planet Wrox web site from the local file system, using the File System button, which is the first button in the left column of the window. Then in the right pane, locate your web site (C:\BegASPNET\Site in this example) and click the Open button. The other three options are relatively straightforward. The site you created in the previous Try It Out is a very bare-bones site since it only contains a single Web Form. To make the site more useful, you’ll need to add files to it. The many file types you have at your disposal and the way they are added to the site are the next topics of discussion.



Wor king with F iles in Your Web Site An ASP.NET 3.5 web site consists of at least a single Web Form (a file with an .aspx extension), but usually it consists of a larger number of files. Many different file types are available in VWD, each offering a distinct functionality. In the next section, you’ll see the most important file types that are used in VWD. In addition, you’ll learn a few different ways to add these files to your site.



The Many File Types of an ASP.NET 3.5 Web Site To give you an idea of how many different files you can use in ASP.NET, Figure 2-6 shows the dialog box that allows you to add new files to the site (accessible by right-clicking your web site in the Solution Explorer and choosing Add New Item or by choosing Website ➪ Add New Item from the main menu).
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Chapter 2: Building an ASP.NET Web Site



Figure 2-6



These files can be grouped in a few different categories. The most important files — the ones you’ll use throughout the examples in this book — are discussed next.



Web Files Web files are specific to web applications and can either be requested by a browser directly, or are used to build up part of the web page that is requested in the browser. The following table lists the various web files and their extensions, and describes how each file is used. File Type



Extension



Description



Web Form and AJAX Web Form



.aspx



These files are the workhorses of any ASP.NET web site. Web Forms represent the pages that your users view in their browser. An AJAX Web Form is similar to a normal Web Form, but it’s been prepared to work with the Ajax controls you’ll learn about in Chapter 10. Web Forms are discussed in full detail later in this chapter.



Master Page and AJAX Master Page



.master



These files allow you to define the global structure and the look and feel of a web site. You’ll see how they can be used in Chapter 6. Just as with AJAX Web Forms, the AJAX Master Page contains some code that is necessary to work with AJAX.



Web User Control



.ascx



Contains page fragments that can be reused in multiple pages in your site. Chapter 8 is entirely devoted to user controls.
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Chapter 2: Building an ASP.NET Web Site File Type



Extension



Description



HTML Page



.htm / .html



Can be used to display static HTML in your web site.



Style Sheet



.css



Contains CSS code that allows you to style and format your web site. You’ll learn more about CSS in the next chapter.



Web Configuration File



.config



Contains global configuration information that is used throughout the site. You’ll see how to use the web.config later in this book.



Site Map



.sitemap



Contains a hierarchical representation of files in your site in an XML format. The Site Map is used for navigation and is discussed in Chapter 7.



JScript File



.js



Contains JavaScript (which Microsoft calls JScript) that can be executed in the client’s browser.



Skin File



.skin



Contains design information for controls in your web site. Skins are discussed in the next chapter.



The next Try It Out shows you how to add a new master page to the site, which is used throughout the book.



Try It Out Adding Files to Your Site 1. If it is not still open, open the Planet Wrox web site you created earlier by choosing File ➪ Open Web Site. Make sure that you open the site from the File System, locate the folder that contains your site (C:\BegASPNET\Site), and click the Open button.



2.



In the Solution Explorer, right-click your site and choose Add New Item. Make sure you click the actual site and not one of the existing files, or you won’t get the correct menu item. Alternatively, you can choose File ➪ New File from Visual Web Developer’s main menu.



3.



In the dialog box that appears, choose Master Page. You can leave the Name set to MasterPage.master. Verify that the Language drop-down list is set to the language you want to use for this site and that Place Code in Separate File is checked. Finally, click the Add button. The master page is added to the site, and is opened automatically for you in the Document Window.



How It Works This simple exercise showed you how to add a new item to your web site in two ways. Although at this stage the site isn’t very exiting yet, the file you added forms the basis for the rest of the book.



41 www.it-ebooks.info



 87593c02.qxd:WroxPro



1/28/08



9:02 AM



Page 42



Chapter 2: Building an ASP.NET Web Site The next sections briefly look at the remainder of the file types. Adding them to the site is identical to how you add web files. The following table describes the various types of code files. File Type



Extension



Description



Web Service



.asmx



Can be called by other systems, including browsers, and can contain code that can be executed on your server. Web Services are covered in Chapter 10.



Class



.cs / .vb



Can contain code to program your web site. Note that Code Behind files (discussed later) also have this extension because they are essentially class files.



Global Application Class



.asax



Can contain code that is fired in response to interesting things that happen in your site, such as the start of the application or when an error occurs somewhere in the site. You’ll see how to use this class later.



Besides the Code Files category, there is one more group of files worth looking into: Data Files.



Data Files Data Files are used to store data that can be used in your site and in other applications. The group consists of the XML files and database files. File Type



Extension



Description



XML File



.xml



Used to store data in XML format. In addition to plain XML files, ASP.NET supports a few more XML-based files, two of which you saw before: web.config and the Site Map.



SQL Server Database



.mdf



Files with an .mdf extension are databases that are used by Microsoft SQL Server.



LINQ to SQL Classes



.dbml



Used to access databases declaratively, without the need to write code. Technically, this is not a data file, as it does not contain the actual data. However, since they are tied to the database so closely, it makes sense to group them under this header. You learn more about LINQ to SQL in Chapter 13.
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Chapter 2: Building an ASP.NET Web Site As you saw in the previous Try It Out, adding a new file of any of these types is really easy. It’s just as easy to add existing files to the site.



Adding Existing Files Not every file you create in your web site has to be brand new. There are cases where it makes sense to reuse files from other projects. For example, you may want to reuse a logo or a CSS file across multiple sites. You can easily add existing files by right-clicking the web site in the Solution Explorer and choosing Add Existing Item. In the dialog box that appears, you can browse for the files, and optionally select multiple files by holding down the Ctrl key. Finally, when you click Add, the files are added to the web site. However, there is an even easier way to add files to the site, which can be a great time saver when you need to add multiple existing files and folders to your site: drag and drop. The following Try It Out shows you how this works.



Try It Out Adding Existing Files to Your Site 1. Right-click your Windows desktop and choose New ➪ Text Document. If you don’t see this option, simply create a new text document using Notepad.



2.



Rename the text file as Styles.css. Make sure the .txt extension is replaced by .css. If you don’t see the initial .txt extension and the icon of the file doesn’t change from a text file to a CSS file (by default this is the same icon as a text file but with a gear symbol on top of it, but you may have software installed that changed the icon for CSS files), Windows is configured to hide extensions for known file types. If that’s the case, open up Windows Explorer and choose Tools ➪ Folder Options in Windows XP or click the Organize button in Windows Vista and then choose Folder and Search Options. In both cases, switch to the View tab and deselect the option labeled Hide Extensions for Known File Types. You now may need to rename the file from Styles.css.txt to Styles.css. When you rename the file from .txt to .css, Windows may give you a warning that the file becomes unusable if you proceed. You can safely answer Yes to this question to continue.



3.



Rearrange VWD so you can see part of the desktop with the CSS file as well. You can use the Restore Down button next to the big red closing X at the top of the window, to get VWD out of full screen mode.



4.



Click the CSS file on the desktop and while holding down the mouse button, drag the file into the Solution Explorer. Make sure you drag the file into the Solution Explorer and not in other parts of VWD, or the file won’t be added. For example, when you drag it into the Document Window, VWD will simply open the file for you, but not add it to the site.



5.



When you release the mouse while over the web site node or an existing file in the Solution Explorer (shown in Figure 2-7), the CSS file will be added to you site.
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Chapter 2: Building an ASP.NET Web Site



Figure 2-7



How It Works What’s important to take away from this Try It Out is that VWD creates a copy of the file when it adds it to the site. So, the original Styles.css file on the desktop is not affected when you make changes to the copy in VWD. This way, it’s easy to drag and drop files out of existing web sites into your new one, without affecting the originals. The same applies to files you add using the Add Existing Item dialog box in VWD.



If you have added files to your web site’s folder outside of VWD, they may not show up right away. You can get a fresh copy of the file list by clicking the Refresh button on the Solution Explorer’s toolbar.



Organizing Your Site Because of the many files that make up your site, it’s often a good idea to group them by function in separate folders. For example, all Style Sheet files could go in a folder called Styles, .js files could go in Scripts, User Controls could go in a Controls folder, and master pages could be stored in a folder called MasterPages. This is a matter of personal preference, but structured and well-organized sites are easier to manage and understand. The next Try It Out explains how you can add new folders to the site and how you move files from one location to another.
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Chapter 2: Building an ASP.NET Web Site Try It Out Organizing Your Web Site 1. Right-click the Planet Wrox site in the Solution Explorer and choose New Folder, as shown in Figure 2-8.



Figure 2-8



2. 3.



Type MasterPages as the new folder name and press Enter. Create two more folders, called Styles and Controls, respectively. These folders will be used in the remainder of this book.



4.



Drag the file MasterPage.master and drop it into the MasterPages folder you just created. This moves the file from the root of the site into the designated folder.



5. 6.



Drag the file Styles.css from the root of the site and drop it into the Styles folder. If everything went well, your Solution Explorer should look like Figure 2-9.



Figure 2-9
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Chapter 2: Building an ASP.NET Web Site If your Solution Explorer looks different from the one shown in Figure 2-9, follow this Try It Out again until your site looks exactly the same, with the same folder structure and files in it. Future Try It Out exercises in this book assume you have the correct folders and files in your web site.



How It Works Structure and organization are important to keep your sites manageable. Although you may be tempted to add all of your files to the root of your project, it’s better not to do this. With a very small site, you may not notice any difference, but as soon as your site begins to grow, you’ll find it becomes a lot harder to manage when it lacks structure. Placing related files in separate folders is the first step to an organized site. Storing files of the same type in a single folder is only one way to optimize your site. In later chapters, you’ll see that separate folders are used to group files with similar functionality as well. For example, all files that are accessible only by an administrator of the site are grouped in a folder called Management.



The drag-and-drop features of VWD make it easy to reorganize your site. Simply pick up one file or multiple files and drop them in their new location. If you continue to apply these kinds of organization practices while expanding your site, you’ll find that tomorrow or six months from now, you won’t have any problems locating the right file when you need it.



Special File Types Some of the files listed in the previous section require that you put them in a special folder as opposed to the optional organizational folder structure proposed in the previous section. The IDE will warn you when you try to add a file outside of its special folder, and will offer to create the folder and put the file there. For example, when you try to add a class file (with a .vb or .cs extension), you get the warning shown in Figure 2-10.



Figure 2-10



When you get this dialog box, always click Yes. Otherwise your file won’t function correctly. You get similar dialog boxes for other file types, including skin and database files. Now that you have a good understanding of the different types of files that make up your web site, it’s time to look at one of them in much more detail: .aspx files, also known as Web Forms.
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Chapter 2: Building an ASP.NET Web Site



Wor king with Web Forms Web Forms, represented by .aspx files are the core of any ASP.NET 3.5 web application. They are the actual pages that users see in their browser when they visit your site. As you saw in the previous chapter, Web Forms can contain a mix of HTML, ASP.NET server controls, client-side JavaScript, CSS, and programming code. To make it easier to see how all this code ends up in the browser, VWD offers a number of different views on your pages.



The Different Views on Web Forms VWD allows you to look at your Web Form from a few different angles. When you have an ASPX or HTML file open in the Document Window, you see three view buttons at the bottom of the window. With these buttons, visible in Figure 2-11, you can switch between the different views. Source View is the default view when you open a page. Source View shows you the raw HTML and other markup for the page, and is very useful if you want to tweak the contents of a page and you have a good idea of what you want to change where. As I explained in the previous chapter, I use the term Markup View rather than Source View to refer to the markup of ASPX and HTML pages. The Design button allows you to switch the Document Window into Design View, which gives you an idea of how the page will end up. When in Design View, you can use the Visual Aids and Formatting Marks submenus from the main View menu to control visual markers like line breaks, borders, and spaces. Both submenus offer a menu item called Show that allows you to turn all the visual aids on or off at once. Turning both off is useful if you want to have an idea of how the page ends up in the browser. You should, however, use Design View only to get an idea of how the page will end up. Although VWD has a great rendering engine that renders the page in Design View pretty well, you should always check your pages in different browsers as well because what you see in VWD is the markup for the page before it gets processed. Server controls on the page may emit HTML that changes the looks of the page in the browser. Therefore, it’s recommended to view the page in the browser as often as possible so you can check if it’s going to look the way you want it.



Figure 2-11
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Chapter 2: Building an ASP.NET Web Site The Split button allows you to look at Design View and Markup View at the same time, as you can see in Figure 2-12.



Figure 2-12



Split View is great if you want to see the code that VWD generates when you add controls to the Design View of your page. The other way around is very useful too: when you make changes to the markup of the page in Markup View, you can see how it ends up in Design View. There are times where Design View becomes out-of-sync with Markup View. If that’s the case, a message appears at the top of Design View. Simply clicking the message or saving the entire page is enough to update the Design window. If you want your pages to open in a different view than Markup View, choose Tools ➪ Options. Then choose the HTML Designer category, and on the General tab, set your preferred view. In addition to the HTML and other markup you see in the Markup View window, a Web Form can also contain code in either C# or Visual Basic .NET. Where this code is placed depends on the type of Web Form you create. The next section explains the two options you have in more detail.



Choosing between Code Behind and Pages with Inline Code Web Forms come in two flavors: either as an .aspx file with a Code Behind file (a file named after the Web Form with an additional .vb or .cs extension) or as .aspx files that have their code embedded, often referred to as Web Forms with inline code. Although you won’t see much code until Chapter 5, it’s important to understand the difference between these type of Web Forms. At first, Web Forms with inline code seem a little easier to understand. Since the code needed to program your web site is part of the very same Web Form, you can clearly see how the code relates to the file. However, as your page gets bigger and you add more functionality to it, it’s often easier if you have the code in a separate file. That way, it’s completely separate from the markup, allowing you to focus on the task at hand.
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Chapter 2: Building an ASP.NET Web Site In the next exercise, you’ll add two files that demonstrate the difference between Code Behind and inline code.



Try It Out



Adding Web Forms with Code to Your Site



The files you’re going to add in this exercise aren’t needed for the final application. To avoid cluttering up the project, you should put them in a separate Demos folder.



1.



In the Solution Explorer, right-click your web site and choose New Folder. Name the folder Demos and press Enter.



2.



Right-click the Demos folder and choose Add New Item. In the dialog box that appears, click the Web Form template and name the file CodeBehind.aspx. Make sure that the check box for Place Code in Separate File is selected, and choose your programming language from the dropdown list. Finally, click the Add button. The page should open in Markup View so you can see the HTML for the page.



3.



At the bottom of the Document Window, click the Design button to switch the page from Markup View into Design View. The page you see has a white background with a small, dashed rectangle at the top of it. The dashed rectangle is the  tag you saw in Markup View.



4.



From the Toolbox, drag a Label control from the Standard category and drop it in the dashed area of the page. Remember, you can open the Toolbox with the shortcut Ctrl+Alt+X if it isn’t open yet. In Design View, your screen should now look like Figure 2-13.



Figure 2-13



5.



Double-click somewhere in the white area below the dashed line of the  tag. VWD switches from Design View into the Code Behind of the file and adds code that fires when the page loads in the browser:



VB.NET Protected Sub Page_Load(ByVal sender As Object, ByVal e As System.EventArgs) _ Handles Me.Load End Sub



C# protected void Page_Load(object sender, EventArgs e) { }



49 www.it-ebooks.info



 87593c02.qxd:WroxPro



1/28/08



9:02 AM



Page 50



Chapter 2: Building an ASP.NET Web Site Although this odd syntax may look a little scary at this point, don’t worry about it too much. In most cases, VWD adds it for you automatically, as you just saw. In later chapters, you’ll see exactly how this code works, but for now it’s important to realize that the code you’re going to place between the lines that start with Protected Sub and End Sub in Visual Basic and between the curly braces in C# will be run when the page is requested in the browser. If you are using Visual Basic, you won’t have the underscore that is visible in this code snippet. I added that here to split the code over two lines. You’ll see why in the How It Works section after this exercise. All code examples you’ll see from now on include a Visual Basic (VB.NET) and a C# version so always pick the one that matches your programming language.



6.



Place your cursor in the open line in the code that VWD created and add the highlighted line of code that assigns today’s date and time to the label, which will eventually show up in the browser:



VB.NET Protected Sub Page_Load(ByVal sender As Object, ByVal e As System.EventArgs) _ Handles Me.Load Label1.Text = “Hello World; the time is now “ & DateTime.Now.ToString() End Sub



C# protected void Page_Load(object sender, EventArgs e) { Label1.Text = “Hello World; the time is now “ + DateTime.Now.ToString(); }



Note that as soon as you type the L for Label1, you get a list with options to choose from. This is part of VWD’s IntelliSense, a great tool that helps you rapidly write code. Instead of typing the whole word Label1, you simply type the letter L or the letters La and then you pick the appropriate item from the list, visible in Figure 2-14.



Figure 2-14
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Chapter 2: Building an ASP.NET Web Site To complete the selected word, you can press Enter or Tab or even the period. In the latter case, you immediately get another list that allows you to pick the word Text simply by typing the first few letters, completing the word by pressing the Tab or Enter key. This feature is a real productivity tool because you can write code with a minimum of keystrokes. IntelliSense is available in many other file types as well, including ASPX, HTML, CSS, JavaScript, and XML. In many cases, the list with options pops up automatically if you begin typing. If it doesn’t, press Ctrl+Spacebar to invoke it. If the list covers some of your code in the code window, press and hold the Ctrl key to make the window transparent.



7.



Right-click the page in the Solution Explorer and choose View in browser. Click Yes if you get a dialog box that asks if you want to save the changes, and then the page will appear in the browser, similar to the browser window you see in Figure 2-15.



Figure 2-15



If you don’t see the message with the date and time appear or you get an error on the page in the browser, make sure you saved the changes to all open pages. To save all pages at once, press Ctrl+Shift+S or click the Save All button on the toolbar (the one with the multiple purple floppy disk symbols). Additionally, make sure you typed the code for the right language. When you created this new page, you chose a programming language that applies to the entire page. You can’t mix languages on a single page, so if you started with a Visual C# page, make sure you entered the C# code snippet from the Try It Out.



8.



Setting up a page with inline code is very similar. Start by adding a new file to the Demos folder. Call it InLine.aspx and make sure you uncheck the Place Code in Separate File option.



9.



Just as you did in steps 3, 4, and 5, switch the page into Design View, drag a label inside the  tag, and then double-click the page somewhere outside the  that now contains the label. Instead of opening a Code Behind file, VWD now switches your page into Markup View, and adds the Page_Load code directly in the page.



10.



On the empty line in the code block that VWD inserted, type the highlighted line you see in step 6 of this exercise. Make sure you use the correct programming language. You should end up with the following code at the top of your .aspx file:



VB.NET 
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Chapter 2: Building an ASP.NET Web Site C# 



11.



Right-click the page in the Solution Explorer and choose View in browser. Alternatively, press Ctrl+F5 to open the page in your browser. You should see the same screen you got in step 7.



How It Works At runtime, pages with inline code behave the same as pages that use Code Behind. In both cases, the ASP.NET runtime sees the Page_Load code and executes any code it finds in it. In the Try It Out, this meant setting the Text of Label1 to today’s date and time. Note that in this example, the C# code looks very similar to the VB.NET code. The code that sets the Label’s text is almost identical in the two languages. One difference is that VB.NET uses an ampersand (&) to glue two pieces of text together, but C# uses the plus (+) character. The other difference is that in C# all code lines must be terminated with a semicolon (;) to indicate the end of a unit of code, but Visual Basic uses the line break. That’s also the reason for the additional underscore you saw in this code snippet from step 6 of the exercise: Protected Sub Page_Load(ByVal sender As Object, ByVal e As System.EventArgs) _ Handles Me.Load Label1.Text = “Hello World; the time is now “ & DateTime.Now.ToString() End Sub



Note that in your page, you won’t see the underscore (_) at the end of the first line of the Visual Basic example. In Visual Basic, you can add this line continuation character to break up long lines over multiple lines without breaking the original meaning of this code. It was added here because the book’s pages are not wide enough to show the entire code statement on a single line. You’ll see more of these underscores in other Visual Basic examples in the remainder of this book. If you decide to manually type the underscore to make your own code more readable, don’t forget to type an additional space before the actual underscore or your code won’t work. In C#, you don’t need this character because the language itself allows you to break long lines simply by pressing Enter. This is because C# uses a semicolon to denote the end of a line instead of a line break in the source. You opened the page in your browser using the right-click View in browser option or by pressing Ctrl+F5. With the View in browser option, you always open the page you right-click. With the Ctrl+F5 shortcut, you open the page that is currently the active document in the Document Window, the page that is currently selected in the Solution Explorer, or the file that has been set as the start page for the web site. Additionally, all open files are saved automatically, and the site is checked for errors before the requested page is opened in the browser. You can assign a page as the start page by right-clicking it in the Solution Explorer and choosing Set As Start Page. If you want to control this behavior at a later stage, right-click the web site in the Solution
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Chapter 2: Building an ASP.NET Web Site Explorer and choose Property Pages. In the Start Options category, you can indicate that you want the currently active page to open, or you can assign a specific page, as show in Figure 2-16.



Figure 2-16



In the previous exercise, you learned how to add a page that contains a simple Label control. Additionally, you saw how to write some code that updates the label with today’s date and time. You can ignore this code for now; it only served to demonstrate the differences between Code Behind and inline code. In Chapter 5, you’ll learn more about programming in Visual Basic and C#. To make compelling pages, you obviously need a lot more content than just a simple Label control that shows today’s date and time. The next section shows you how to add content and HTML to your pages and how to style and format it.



Adding Markup to Your Page There are a number of ways to add HTML and other markup to your pages. First of all, you can simply type it in the Markup View window. However, this isn’t always the best option, because it forces you to type a lot of code by hand. To make it easier to insert new HTML in the page and to apply formatting to it, the Design View window offers a number of helpful tools. These tools include the Formatting toolbar and the menu items Format and Table. For these tools to be active, you need to have the document in Design View. If you’re working in Split View mode, you have to make sure that the Design View part has the focus, or you’ll find that most of the tools are not available.



Inserting and Formatting Text You can type text in both Design View and in Markup View. Simply place the cursor at the desired location and start typing. When you switch to Design View, the Formatting toolbar becomes available, with the options shown in Figure 2-17.
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Font Color Align Text



Block Format



Numbered Lists



Font Name



Hyperlink Bold Underline



Bullets Background Color



Figure 2-17



The drop-down list labeled Block Format enables you to insert HTML tags like  for paragraphs, 
 through 
 for headings, and 

, 
, and 	 tags for lists. You can choose an item from the drop-down list directly to have it inserted in your page, or you can select some text first and choose the appropriate block element from the list to wrap the selected text inside the tags. The drop-down list labeled Font Name allows you to change the font family, and the Font Size drop-down list enables you to change the font size. The remainder of the buttons on the toolbar function exactly the same as in other editing environments. For example, the B button formats your text with a bold font. Similarly, the I and the U buttons italicize and underline your font, respectively. In the next Try It Out, you see how to work with these tools to create the home page of the Planet Wrox web site.



Try It Out



Adding Formatted Text



In this Try It Out, you modify the page Default.aspx that was added automatically to the site when you created it. In Chapter 6, you’ll modify this page once more when you start using master pages.
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1.



Open the page Default.aspx from the root of the site and switch to Design View using the Design button at the bottom of the Document Window.



2.



Make sure the Style Application toolbar is visible. If it isn’t, right-click an existing toolbar, and then select Style Application from the list. When the toolbar is visible, make sure that the Style Application drop-down list on the toolbar is set to Manual, and not to Auto.



3.



Click inside the dashed rectangle until you see the glyph showing that the  element is currently active. At the same time, the tag navigator at the bottom of the code window should highlight the last block with the text  on it, as shown in Figure 2-18.



Figure 2-18
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Type “Hi there visitor and welcome to Planet Wrox” and highlight the text using the mouse. From the Block Format drop-down list (visible in Figure 2-17) choose Heading 1 . Note that a little glyph with the text h1 appears right above the text, to indicate that VWD created a heading for you automatically. Figure 2-19 shows the Design View with the 
 element.



Figure 2-19



5.



Position your cursor at the end of the heading after the word Wrox and press Enter. A new paragraph (indicated by a little glyph with the letter p on it) is inserted for you so you can directly start typing.



6.



Type the text shown in Figure 2-20 (or make up your own) to welcome the visitor to Planet Wrox. Select the text “paying a visit”, click the Foreground Color button on the Formatting toolbar and select a different color in the dialog box that appears. Then select some other text, such as “reviews and concert pictures”, and click the Bold button. When you’re done, your Design View should show something similar to Figure 2-20.



Figure 2-20



The code for the home page should now look more or less similar to the following (the code has been reformatted a bit to fit the space in the book): 
 Hi there visitor and welcome to Planet Wrox
  We're glad you're paying a visit to www.PlanetWrox.com, the coolest music community site on the Internet. 
  Feel free to have a look around; as there are lots of interesting reviews and concert pictures to be found here. 
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Open the page in your browser by pressing Ctrl+F5, or by right-clicking the page in the Solution Explorer and then choosing View in browser.



How It Works When you use the various Formatting toolbar buttons, like Foreground Color, VWD inserts the appropriate HTML and CSS code for you. For example, when you click the B button, VWD inserts a pair of  tags around the selected text. When you click the I button, it adds a pair of  tags to italicize the text. It also inserts a class attribute (shown in the previous code example) that points to a class called style1. The code for this style has been added to the top of your file and looks similar to this: 



Your code may look slightly different if you chose a different color. The code you see here is explained in the next chapter. For now, just remember that this code sets color of the text it is applied to as red. The Style Application that you set at the beginning of this exercise determines where VWD adds your code. In Manual mode, you control the place where the code is added by making a choice in the Target Rule drop-down list, whereas in Auto mode, VWD makes that choice for you. Most of the examples in this book assume you set the mode to Manual. Note that VWD replaced the apostrophe character (‘) in “we’re” in the welcome message with its HTMLcompliant variant: '. Using this kind of code allows you to insert characters in your page that a browser may have trouble displaying, or that have special meaning within HTML itself, like the ampersand character (&), which is written as &. When you type text in Design View, VWD automatically inserts the coded equivalents of relevant characters for you; however, if you type in Markup View directly, you’ll have to do this yourself. Don’t worry if your code looks different from what is shown here. Many settings in VWD influence the code that is generated for you.



So far, the exercises have been concerned with adding and styling text in your page. However, VWD allows you to insert other HTML tags as well, like tables and bullets. The next section shows you how this works.



Adding Tables and Other Markup HTML tables are great if you need to present structured or repeating data, like a list of products in a shopping cart, photos in a photo album, or input controls in a form. There is a lot of debate on the Internet about whether you should use tables to lay out your page as well. For example, if your page contains a header with a logo, a main content area, and a footer at the bottom, you could use a table with three rows to
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Chapter 2: Building an ASP.NET Web Site accomplish this. In general, it’s considered bad practice to use tables for this purpose because they add a lot of extraneous markup to the page and are often difficult to maintain. Besides, quite often the same result can be accomplished using CSS, which you’ll learn about in the next chapter. Despite the disadvantages that tables may bring, they are still an invaluable asset in your HTML toolbox when it comes to displaying tabular or otherwise structured information.



Try It Out



Using the Format and Table Menus



In this exercise, you will learn how to add tables to your page using the Table menu and how to add rows and columns. Additionally, you’ll learn how to add other structured elements such as bulleted lists.



1.



Under the Demos folder, create a new Web Form called TableDemo.aspx. Make sure it uses Code Behind by checking the Place code in separate file option.



2.



Switch the page to Design View, click inside the dashed rectangle that represents the standard  tag in the page, and choose Table ➪ Insert Table. The Insert Table dialog box appears, as shown in Figure 2-21.



Figure 2-21



3.



Set Rows to 3 and leave Columns set to 2. Leave all other settings set to their defaults and click OK. The table gets inserted in the page.



4.



If you see only a single table cell, and not the entire table with three rows and two columns, you need to enable Visual Aid for tables. To do this, choose View ➪ Visual Aids ➪ Visible Borders from the main menu to turn the borders on. Your Design View should now look like Figure 2-22.



57 www.it-ebooks.info



 87593c02.qxd:WroxPro



1/28/08



9:02 AM



Page 58



Chapter 2: Building an ASP.NET Web Site



Figure 2-22



5.



Drag the right border of the very first cell in the table to the left. You’ll see a visual indicator showing the width of the cell. Keep dragging it to the left until it has a width of 200 pixels, as in Figure 2-23.



Figure 2-23



6.



To add more rows or columns to the table, you can right-click an existing cell. From the pop-up menu that appears, choose Insert to add additional rows or columns at different locations. Similarly, you can use the Delete, Select, and Modify options to delete rows or columns, merge cells, and make selections. For this exercise, you don’t need to add additional rows or columns, although it’s okay if you had already done so.



7. 8.



Place your cursor in the first cell of the first row and type the words Bulleted List.



9.



Switch to the Plain Bullets tab, click the picture with the round, solid bullets (see Figure 2-24), and click OK.



Place your cursor in the second cell of the first row and choose Bullets and Numbering from the Format menu.



Figure 2-24
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Type some text, like your favorite musical genre (Punk, Rock, Techno, and so on), and then press Enter. VWD inserts a new bullet for you automatically, so you can continue to add new items to the list. Add two more genres, so you end up with three bullets.



11.



Repeat steps 7 through 10, but this time create a numbered list. First, type Numbered List in the first cell of the second row, then position your cursor in the second cell of the same row, and choose Format ➪ Bullets and Numbering. Switch to the Numbers tab (visible in Figure 2-24 behind the Plain Bullets tab) and click the second picture in the first row, which shows a standard numbered list, and click OK. Type a few items for the list, pressing Enter after each item.



12.



Open the page in the browser by pressing Ctrl+F5. You should see a screen similar to Figure 2-25.



Figure 2-25



How It Works When you visually insert page elements like tables or lists through the available menus, VWD inserts the required markup for you in Markup View. When you insert a table, VWD adds a 
 tag and a number of 

 and 	 tags to define rows and cells, respectively. It also applies a style attribute to the table to control the table’s width. It created another style for the 	 elements when you dragged the column width to be 200 pixels. Similarly, when you insert a list, VWD inserts a 
 tag for numbered or ordered lists and a 
 tag for unordered or bulleted lists. Within these tags, 





	 elements are used to define each item in the list.



Besides the HTML tags you have seen thus far, there is another important tag you need to look at: the  tag, which is used to create links between pages.



Connecting Pages An important part of any web site are the links that connect the pages in your site. Links allow your visitors to go from one page to another, in the same site, or to a completely different site on the Internet. There are a few ways to create links between pages, including: ❑



The HTML  element, explained in this chapter.



❑



Using the  control, discussed in Chapter 7.



❑



Programmatically through code. This is discussed later in the book.
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Chapter 2: Building an ASP.NET Web Site The following exercise shows you how easy it is to link from one page to another.



Try It Out



Linking Pages



In this Try It Out, you’ll modify the page TableDemo.aspx you created earlier by adding text that links to another page. Once you run the page in the browser and click that link, the new page will replace the old one.



1. 2. 3. 4.



Open the page TableDemo.aspx from the Demos folder. If necessary, switch to Design View. In the first cell of the third row, type the text Link. In the second cell of the same row, type the text Go to the Homepage and highlight it with your mouse.



5.



On the Formatting toolbar, click the Convert to HyperLink button. It’s the last button on the toolbar with a green globe on it. If you don’t see this button because it’s obscured by other toolbars, either drag the formatting toolbar to a new location, or choose Format ➪ Convert to Hyperlink to bring up the same dialog box.



6.



In the dialog box that appears, click the Browse button and browse to the Default.aspx page in the root of your site and click OK. Next, click OK again to dismiss the Hyperlink dialog box. The Design View of your page should look similar to the one displayed in Figure 2-26.



Figure 2-26



7.



Switch to Markup View and notice how the HTML for the link has been inserted:



Go to the Homepage



Note that the href attribute points to the page you want to link to.



8.



If you want to change the page being linked to from the code window, click somewhere between the opening and closing quote of the href attribute and press Ctrl+Spacebar. A dialog box pops up that allows you to select another page. Alternatively, you can click the Pick URL option and browse for the new page somewhere in your site.



9.



Right-click the page TableDemo.aspx in the Solution Explorer and choose View in browser. When the page has finished loading, click the Go to the Homepage link. The request is sent to the web server and, as a response, you now get the home page of the web site.
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Chapter 2: Building an ASP.NET Web Site How It Works Links between pages are likely one of the most important elements in a web page, because they allow you to create a connection between a page in your site and another page, whether that page lives in your own site, or on a completely different server somewhere on the Internet. For simple links that should appear somewhere in your page, the HTML  tag with a href attribute set is the easiest to set up. When the user clicks such a link, the browser requests the new page from the server and displays it. Note that you’re not limited to linking to pages in your own site. If you want to link to external pages instead, simply replace the href attribute value with the full address of the page as shown in the following example: Go to the Wrox Homepage



It’s important to include the http:// prefix; otherwise, the browser goes out looking for a file or folder called www.wrox.com on your web site.



You’ll use the things you learned in this chapter about page creation and formatting in the next chapter, which deals with designing your web pages using CSS.



Practical T ips on Wor king with Web Forms Here are some tips for working with Web Forms: ❑



Always try to favor Web Forms with Code Behind over those with inline code. Although at first you may not notice a big difference in working with them, as your site and pages start to grow, you’ll find that it’s easier to work with a page where the code is separated from the markup. Also, when you’re working with a team on a web site, Code Behind allows you to work with more than one person on the same file: one developer can work on the design in the .aspx file, while another developer can add code to the aspx.vb or aspx.cs file.



❑



Spend some time familiarizing yourself with the different menu items of the Format and Table menus. Most of them generate HTML tags that are inserted into your page. Take a look at the HTML tags and attributes that have been generated for you, and try to change them directly in the code, and through the menus and toolbars. This way, you get a good feel for the various tags available and how they behave.



❑



Experiment with links to connect pages in your site. Notice how VWD creates different links depending on the location of the page you are linking to. Chapter 7 deals with linking and the various ways to address pages in your site in much more detail.



Summar y This chapter introduced you to some important topics that help you build maintainable and structured ASP.NET web applications. Understanding the differences between the different project types and templates enables you to kick-start a web project with just the files you need.
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Chapter 2: Building an ASP.NET Web Site The same applies to the different file types you can add to your site. Since each file type serves a specific purpose, it’s important to realize what that purpose is and how you can use the file. You used some of the files in this chapter (a Web Form and its Code Behind class file); the remainder of this book will show you how to use the other file types that are introduced in this chapter. Another important decision you need to make when building web sites is whether you build web pages with Code Behind or with inline code. Fortunately, this decision does not impact the entire site, and you’ll need to reconsider it again for every file you add. So if you started out with inline code but find it harder to work with when your pages and site grow, you can start adding pages with Code Behind from that point. One common activity that you’ll perform when building ASP.NET web pages is adding markup to the page. As you saw in this and the previous chapter, markup comes in a few flavors, including plain HTML and ASP.NET Server Controls. Knowing how to add this markup to your page using the numerous menu options and toolbars that VWD offers is critical in building good-looking web pages. Now that you have a solid understanding of creating and modifying Web Forms, it’s time to look at how you can turn those dull looking black-and-white pages with a few controls into attractive web pages. The next chapter shows you how to work with the many CSS tools found in VWD to create the desired effect.



Exercises 1.



Name three important files in the Web Files category and that you can add to your site. Describe the purpose of each file.



2.



What do you need to do to make a piece of text both bold and italicized in your web page? What will the resulting HTML look like?



3. 4.



Name three different ways to add existing files to an ASP.NET web site in VWD. What are the different views that VWD offers you for your ASPX pages? Does VWD offer other views as well?
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3 Designing Your Web Pages The pages you created in the previous two chapters look pretty plain and dull. That’s because they lack styling information and therefore default to the standard layout that the browser applies. To spruce up your pages, you need a way to change their presentation in the browser. The most common way to do this is by using the Cascading Style Sheets (CSS) language. CSS is the de facto language for formatting and designing information on the Web, including ASP.NET web pages. With CSS you can quickly change the appearance of your web pages, giving them that great look that your design or corporate identity dictates. Although earlier versions of Visual Web Developer lacked good tools for working with CSS, the IDE of Visual Web Developer 2008 has great support for CSS and is able to render pages much closer to how they’ll eventually end up in the browser. The new tools enable you to visually create CSS, making it much easier to style your pages without the need to know or remember every little detail of CSS. In this chapter, you’ll learn more about the following topics: ❑



What CSS is and why you need it



❑



What the CSS language looks like and how to write it.



❑



The different ways to add CSS code to your ASP.NET pages and to external files.



❑



The numerous tools that VWD offers you to quickly write CSS.



To understand the relevance of and need for CSS in your ASP.NET projects, you need to understand the shortcomings of HTML first. The next section gives you a look at the problems that plain HTML presents, and how CSS is able to overcome these issues.



Why Do You Need CSS? In the early days of the Internet, web pages consisted mostly of text and images. The text was formatted using plain HTML, using tags like  to make the text bold, and the  tag to influence the font family, size, and color. Web developers soon realized that they needed more power to format their pages, so CSS was created to address some of HTML’s styling shortcomings.
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Problems of HTML Formatting One of the problems with using HTML for formatting is that it only offers a limited set of options to style your pages. You can use tags like , , and  to change the appearance of text and use attributes like bgcolor to change the background color of HTML elements. You also have a number of attributes at your disposal for changing the way links appear in your page. Obviously, this feature set isn’t rich enough to create the attractive web pages that your users expect and demand. Another problem of HTML with a lot more impact on how you build your web pages is the way the styling information is applied to the page. By design, HTML forces you to embed your formatting in your HTML document, making it harder to reuse or change the design later. Consider the following example:  This is red text, in an Arial type face and slightly larger than the default text 




The problem with this code snippet is that the actual data (the text in the  element) is mixed with the presentation (the formatting of the text with the  tag in this example). Ideally, the two should be separated, so each of them is easier to change without affecting the other. Imagine you used the 
 and  tags as the first paragraph in each of the pages in your web site. Clearly, this code is difficult to maintain. What happens when you decide to change the color of the font from red to dark blue? Or what if your corporate identity dictates a Verdana font instead of Arial? You would need to visit each and every page in your site, making the required changes. Besides maintainability, another problem with HTML formatting is the fact that you can’t easily change the formatting at runtime, in the user’s browser. With the HTML from the previous code snippet, there is no way to let your visitor change things like the font size or color, a common request to help people who are visually impaired. If you want to offer your visitors an alternative version of the page with a larger font size or a different color, you’d need to create a copy of the original page and make the necessary changes. The final problem with HTML formatting is that all the additional markup in your page adds considerably to the size of the page. This makes it slower to download and display as the information needs to be downloaded with each page in your web site. It also makes it harder to maintain your pages as you’d need to scroll through large HTML files to find the content you need. To summarize, formatting with HTML suffers from the following problems: ❑



Its feature set severely limits the formatting possibilities that your pages require.



❑



Data and presentation are mixed within the same file.



❑



HTML doesn’t allow you to easily switch formatting at runtime in the browser.



❑



The required formatting tags and attributes make your pages larger and thus slower to load and display.



Fortunately, CSS allows you to overcome all of these problems.
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How CSS Fixes Formatting Problems CSS is designed to format your web pages in almost every possible way. It offers a rich set of options to change every little aspect of your web page, including fonts (size, color, family, and so on), colors and background colors, borders around HTML elements, positioning of elements in your page, and much more. CSS is widely understood by all major browsers today, so it’s the language for visual presentation of web pages and very popular among web developers. CSS overcomes the problem of mixed data and presentation by allowing you to define all formatting information in external files. Your ASPX or HTML pages can then reference these files and the browser will apply the correct styles for you. With this separation, the HTML document contains what you want to display, while the CSS file defines how you want to display it, enabling you to change or switch one of the two documents, leaving the other unmodified. You’ll see how this works in the next section. In addition, CSS can be placed directly in an HTML or ASPX page, which gives you a chance to add small snippets of CSS exactly where you need them. You should be cautious when placing CSS directly in an HTML or ASPX page, as you can then no longer control style information from a single, central location. Since all CSS code can be placed in a separate file, it’s easy to offer the user a choice between different styles — for example, one with a larger font size. You can create a copy of the external style sheet, make the necessary changes, and then offer this alternative style sheet to the user. You’ll see how this works in Chapter 6 when ASP.NET themes are discussed. Another benefit of a separate style sheet file is the decrease in bandwidth that is required for your site. Style sheets don’t change with each request, so a browser saves a local copy of the style sheet the first time it downloads it. From then on, it uses this cached copy instead of requesting it from the server over and over again. Sometimes this caching can work against you when the browser doesn’t download the latest CSS files with your changes. If you find that the browser is not picking up the changes you made to a CSS file, use Ctrl+F5 in the browser (not VWD) to get a fresh copy from the server. Now that you have seen why CSS is so important, it’s time to find out how it looks and how to use it.



An Introduction to CSS In terms of syntax, CSS is an easy language to learn. Its “grammar” consists of only a few concepts. That makes it relatively easy to get started with. What makes CSS a bit more difficult is the way all major browsers render a page. While virtually every modern desktop browser understands CSS, they all have their quirks when it comes to displaying a page according to the CSS standard. This standard, maintained by the same organization that maintains the HTML standard, the World Wide Web Consortium, or W3C for short, comes in three different versions: 1.0, 2.1, and 3.0. From these three versions, 2.1 is the most applicable today. It contains everything that version 1.0 contained but also adds a lot of possibilities on top of that. It’s also the version that VWD uses and generates by default. Version 3.0 is currently under development and it’s expected to take some time before the major browsers have solid support for it. Before you look at the actual syntax of CSS, it’s a good idea to see an example first. In the next exercise, you’ll write a simple ASPX page that contains some CSS to format the contents of the page. This helps in understanding the CSS language, which is discussed in full detail in the section that follows.
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Chapter 3: Designing Your Web Pages The second item in the list simply contains the letter p and defines the look and feel for all 
 elements in the page. The last item is prefixed with a period (.) followed by the text RightAligned. This item is used to right-align some text in the page.



4.



Scroll down in the page a little until you see the opening 
 tag. Right after this tag, type the following highlighted code:



 Welcome to this CSS Demo page
 CSS makes it super easy to style your pages.
  With very little code, you can quickly change the looks of a page. 
 




Instead of typing in this code directly, you can also use the Formatting Toolbar while in Design View to create elements like  and 
. For now, you’ll need to type class=”RightAligned”, but in later exercises in this chapter you’ll see how you can have the IDE write this code for you.



5.



If you switch to Design View (or Split View), you’ll see that the designer shows your text with the formatting defined in the 



The  
 



You can also drag an existing style sheet from the Solution Explorer directly in the 








 section of a page in Markup View. When you do that, VWD adds the same 
 element.



12.



Finally, save the changes to all open documents (press Ctrl+Shift+S) and then request Default.aspx in your browser. Your screen should look similar to Figure 3-5, which shows the page in Mozilla Firefox.
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Figure 3-5



How It Works The Style Builder makes it easy to select CSS properties and change their values. You don’t need to memorize every little detail about CSS, but instead you can visually create your CSS code. Although the tool can do most of the work for you, it’s still useful if you can read and understand the CSS code. Sometimes, when you need to make minor tweaks to your code, it’s quicker to do it directly in the Document Window, instead of opening the Style Builder. Note that the Header, PageWrapper, MenuWrapper, and Footer have an exact width of 844 pixels. This way, the site fits nicely on screens with a size of 1024 × 768 pixels, a common screen size for many of today’s computers, without being squeezed between the Windows borders. Systems with bigger screens will simply expand the white background at the right of the page. Note also that the MainContent area and the Sidebar are positioned next to each other. This is done with the CSS float property: #MainContent { width: 644px; float: left; } #Sidebar { background-color: Gray; width: 200px; float: left; }



This tells the MainContent to “float” on the left side of the Sidebar, effectively placing the Sidebar to the right of it. The combined width of the two elements adds up to 844 pixels, which is exactly the width of their parent element: the PageWrapper.
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Chapter 3: Designing Your Web Pages To end the float and tell the Footer element to be placed directly under the MainContent and Sidebar elements, the clear property is used to clear any float (left or right) that may be in effect: #Footer { background-color: #C0C0C0; width: 844px; clear: both; }



The gray backgrounds are just temporarily added to the code, so it’s easier to see what  ends up where. In future exercises, you’ll modify the CSS file again to fit the scheme of the Planet Wrox web site. To tell the browser what styles to apply, you link the style sheet in the head of the page: 




This tells the browser to look in the folder Styles for a file called Styles.css and apply all rules in that file to the current document. Once the browser has downloaded the CSS file, it applies all the styles it finds in there to your HTML elements, resulting in the layout shown in Figure 3-5. In this exercise, you saw how to link a style sheet to a page using the 
 tag. There are, however, multiple ways to include style sheets in your web pages.



Adding CSS to Your Pages The most useful way to add CSS styles to your web pages is through the 
 tag that points to an external CSS file, as you saw in the previous exercise. Take a look at the following 
 to see what options you have when embedding a style sheet in your page: 




The href property points to a file within your site, just as you saw in the previous chapter when you created links between two pages. The rel and type attributes tell the browser that the linked file is in fact a cascading style sheet. The media attribute is quite interesting: it allows you to target different devices, including the screen, printer, handheld devices, and even Braille and aural support tools for visually impaired visitors. The default for the media attribute is screen, so it’s OK to omit the attribute if you’re targeting standard desktop browsers. You briefly saw another way to include style sheets at the beginning of this chapter: using embedded  



The final way to apply CSS to your HTML elements is to use inline styles with the style attribute that you saw in the previous chapter. Since the style attribute is already applied to a specific HTML element, you don’t need a selector and you can write the declaration in the attribute directly:  This is white text on a black background 



Choosing among External, Embedded, and Inline Style Sheets Since you have so many options to add style sheets to your site, what’s the best method to use? In general, you should preference external style sheets over embedded styles, which in turn are preferred over inline styles. External style sheets allow you to change the appearance of the entire site through a single file. Make one change to your external style sheet file, and all pages that use this style pick up the change automatically, instead of going through each page in your site and manually making the changes to embedded or inline style sheets. However, it’s perfectly acceptable to use embedded and inline styles as well in certain circumstances. If you want to change the look of a single page, without affecting other pages in your site, an embedded style sheet is your best choice. The same applies to inline styles: if you only want to change the behavior of a single element in a single page, and you’re pretty sure you’re not going to need the same declaration for other HTML elements, use an inline style. An important thing to consider is the way that the various types of style sheets override each other. If you have multiple identical selectors with different property values, the one defined last takes precedence. For example, consider a rule defined in an external style sheet called Styles.css that sets the color of all  tags to green: h1 { color: Green; }



Now imagine you’re attaching this style sheet in a page that also has an embedded rule for the same h1 but that sets a different color: 
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Chapter 3: Designing Your Web Pages With this code, the color of the actual 
 tag in the page will be blue. This is because the embedded style sheet that sets the color to blue is defined later in the page and thus overrides the setting in the external file. This demonstrates the cascading part of cascading style sheets, where one style cascades down to the other. If you turn the styles around like this:  




The heading will be green, as the setting in the external style sheet now overrules that of the embedded style. The same principle applies to inline style sheets. Since they’re defined directly on the HTML elements, their settings take precedence over embedded and external style sheets. There’s a lot more to CSS than what is shown here. To learn more about CSS, pick up a copy of Professional ASP.NET 2.0 Design: CSS, Themes, and Master Pages by Jacob J. Sanford (ISBN: 978-0-470-12448-2) or a copy of Beginning CSS: Cascading Style Sheets for Web Design, Second Edition by Richard York (ISBN: 978-0-470-09697-0). In general, it’s recommended that you attach external files at the top of the 

 section, followed by embedded style sheets. That way, the external file defines the global look of elements, and you can use embedded styles to overrule the external settings. VWD makes it easy to move embedded style sheets to an external CSS file, something you’ll learn how to do in the next section, which discusses the remainder of the CSS tools in VWD.



Wor king with CSS in V isual Web Developer VWD has a number of handy tools on board for working with CSS. Most of them are new in the 2008 release of VWD, as good CSS support was one of the design goals of this latest release. The following tools are at your disposal: ❑



The Style Sheet toolbar, giving you quick access to creating new rules and styles.



❑



The CSS Properties Grid, which enables you to change property values.



❑



The Manage Styles window, enabling you to organize styles in your site, changing them from embedded to external style sheets and vice versa, reorder them, link existing style sheets to a document, and create new inline, embedded, or external style sheets.



❑



The Apply Styles window, which you can use to choose from all available styles in your site and quickly apply them to different elements in your page.



❑



The Style Builder, which you can use to visually create declarations.



❑



The Add Style Rule window, which helps in building more complex selectors.
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Chapter 3: Designing Your Web Pages Although you’ve already seen some of these tools in this chapter, the next sections give you a detailed look at the functionality they offer. You’ll see how to carry out tasks, like creating new styles, modifying existing ones, and applying styles to existing elements. During the explanation, you get a good look at the tools mentioned here.



Creating New Styles in External Style Sheets In an earlier Try It Out, you manually added selectors to the CSS file and then used the Style Builder to write the rules. However, you can also use the VWD tools to write the selectors for you. In the next Try It Out, you’ll see how to use the Add Style Rule window to create a new rule in an external file. You’ll then use the Style Builder to modify the rule.



Try It Out



Creating New Styles in an Existing Style Sheet



In this exercise, you’ll create a new style that affects all the links in the MainContent area. By using combined selectors, you can target the links in the content area only, leaving the others unmodified.



1. 2. 3.



Start by opening the file Styles.css from the Styles folder. Scroll down in the file and position your cursor at the end, right below the #Footer rule. Make sure the Style Sheet toolbar is visible and then click the first button, labeled Add Style Rule, or choose Styles ➪ Add Style Rule from the main menu. The dialog box shown in Figure 3-6 appears.



Figure 3-6



With this dialog box you can visually create a combined selector. In the left section of the dialog box, you can enter Type, Class, and ID selectors. Select the last option, labeled Element ID, and then in its text box type MainContent. Click the button with the right arrow in the middle of the screen to add the selector to the Style rule hierarchy.



4.



Next, select the Element radio button at the top of the dialog box and then from its drop-down list, choose a (for links) and click the arrow button once more. Your screen should now show a preview of the selector in the Style rule preview box, as in Figure 3-7.
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Figure 3-7 If you don’t see the hash symbol (#) in front of MainContent in the Style rule hierarchy box, make sure you selected Element ID and not Element in step 3 of this exercise.



5.



Click OK to add the selector to your style sheet file. You should end up with the following empty rule:



#MainContent a { }



84



6. 7.



Right-click between the curly braces of the rule you just inserted and choose Build Style.



8.



In the text-decoration section at the right of the dialog box, place a check mark for the underline option. The Style dialog box should now look like the one shown in Figure 3-8.



In the Font Category, change the color property to #008000 by clicking the arrow of the dropdown list box, and then clicking the green square on the top row.



Figure 3-8
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Click OK to dismiss the dialog box. Back in the CSS file, select the entire rule set you just created (including #MainContent a and both curly braces), copy it to the clipboard, and then paste it again twice below the original rule set.



10.



Rename the first selector you just pasted from #MainContent a to #MainContent a:visited. This style is used for links that the user has already visited.



11.



Right-click the new rule you just created and choose Build Style. In the Font category, change the color from green to red by typing #FF0000 in the color text box, and then click OK.



12.



Change the third selector in the file from #MainContent a to #MainContent a:hover. This style is applied to links when the user hovers over them with the mouse.



13.



Once again, right-click the new style you just created and choose Build Style. In the Font category, change the color from green to orange by typing #FFA500 in the color text box. Click OK to close the Modify Style dialog box. You should end up with the following three rules in your CSS file below the styles that were already present:



#MainContent a { color: #008000; text-decoration: underline; } #MainContent a:visited { color: #FF0000; text-decoration: underline; } #MainContent a:hover { color: #FFA500; text-decoration: underline; }



14.



Save and close the Styles.css file as you’re done with it for now.



How It Works You started off by creating a new rule using the Add Style Rule dialog box. Quite often, you’ll find it easier and quicker to type the rule directly in the code editor. However, when you’re creating complex grouped rules, the Add Style Rule dialog box can help you understand and create the hierarchy of the rule. The Modify Style dialog box is an excellent tool for creating new CSS declarations. Instead of memorizing all the different CSS properties and values, you can simply point and click them together in an organized dialog box. All the different CSS properties are grouped under logical categories, making it easy to find and change them. The :hover and :visited parts on the a selector are probably new to you. These selectors are called pseudo class selectors. The a:visited selector is only applied for links that you have already visited in your browser. The a:hover selector is only applied to the  tag when the user hovers the mouse over the link. In the next Try It Out you’ll see the effect of these two selectors in the browser.
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Chapter 3: Designing Your Web Pages With the style sheet created, the next thing you need to do is attach this style sheet to your document. There are a number of ways to do this, including typing in the code by hand or dropping the file in Markup or in Design View. The next Try It Out exercise shows you a third option: using the Manage Styles dialog box.



Try It Out



Attaching Your New Style Sheet to Your Document



In this exercise, you’ll remove and reattach the style sheet called Styles.css to your Default.aspx page so you’ll see another alternative to attaching a style sheet file to an ASPX page. You’ll then add some text and links to this page so you can see the behavior of rule sets you created earlier.



1.



Switch the page Default.aspx into Markup View and remove the 
 element from the  section that you added earlier in this chapter. Then switch to Design View and make sure the Manage Styles window is open. If it isn’t, click somewhere in the Document Window to activate the Design View and then choose View ➪ Manage Styles from the main menu. The window shown in Figure 3-9 appears.



Figure 3-9



The Manage Styles window gives you an overview of all external and embedded style sheets that apply to the current document. Notice how VWD sees that the current document already contains an embedded style: style1 that you created in the previous chapter.



2.



Click the Attach Style Sheet link in the Manage Styles window, browse to your Styles folder in the root of the site, and select the Styles.css file. Click OK and the style sheet is inserted in your page again:



 
 



3.



When you attach the style sheet, the Manage Styles window (shown in Figure 3-10) is updated and now shows your newly attached style sheet.



4.



With the page Default.aspx still open in Design View, select the text “look around” in the paragraph. If you typed something else in the earlier Try It Out, select that text instead. At this stage, all that’s important is that you have some text to turn into a link.



5.



On the Formatting toolbar, click the Convert to Hyperlink button (with the globe and link symbol on it), click the Browse button in the dialog box that appears, and select Default.aspx in the root of the site. This way, the link points to the same page it’s defined in, which is fine for this exercise. Click OK twice to dismiss the dialog boxes.
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Figure 3-10



6.



Save the changes to all open documents (choose File ➪ Save All from the main menu or press Ctrl+Shift+S) and then request Default.aspx in your browser by pressing Ctrl+F5. You should see the page appear with the “look around” link underlined, as shown in Figure 3-11.



Figure 3-11



7. 8.



Hover your mouse over the “look around” link; note that it turns to orange. Click the “look around” link, and the page will reload. The link has now turned to red. If the link was already red the first time you visited it, don’t worry. You probably opened the page in your browser before, which caused the browser to mark the link as visited. The browser keeps track
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Chapter 3: Designing Your Web Pages of the pages you visit and then applies the correct style to new and visited links. If you want to see the desired behavior in Internet Explorer, open up the Internet Options by choosing Tools ➪ Internet Options. Then on the General tab, click the Delete button. In the dialog box that pops up, click the Delete History button. This clears your entire browsing history, so when you reload the page now by pressing Ctrl+F5 in your browser, the link should turn to green. Other browsers have similar options to clear the browser’s history. For example, Firefox allows you to clear the history using the Tools ➪ Clear Private Data menu option. If you don’t have this menu item, choose Tools ➪ Options and then switch to the Privacy tab, where you can delete the history as well. Alternatively, you can open the page in a different browser. To select an alternate browser, rightclick the page in VWD and choose Browse With from the context menu. If your alternate browser is listed there already, select it from the list and then click Browse. Optionally you can make this browser your default, by clicking the Set as Default button. If your browser is not listed, click the Add button and then the ellipses next to the Program name box to search for your favorite browser. When the browser is displayed in the list, click it to select it and then click Browse to open the page in that browser. The page should now appear in your alternate browser.



How It Works The Manage Styles window gives you a quick overview of style sheets that are active for the current page, either as an external and attached style sheet, or as an embedded style sheet in the  section of the page. It’s a very useful window to attach new styles to the current document, and to move styles from one location to another, which you’ll see how to do in the next section. When you opened the page in the browser, the updated style sheet is downloaded and the browser then applies the #MainContent a:visited selector to all links to pages you visited before. When you hover your mouse over a link, the selector #MainContent a:hover is applied, causing the link to turn orange.



Useful as external style sheets may be, there are times where you really want to use embedded or inline styles instead. Creating and managing those styles, explained in the next section, is just as easy.



Creating Embedded and Inline Style Sheets When you’re working with a page in Design View, you often need to make minor tweaks to part of the page, like styling a piece of text, aligning an image, or applying a border to an element. At this stage, you need to make a decision about whether to create an inline, an embedded, or an external style sheet. As you saw earlier, you should opt for external or embedded style sheets if you envision you’re going to reuse a style later. VWD doesn’t care much, though. It allows you to create styles at all three levels. Even better, it allows you to easily upgrade an embedded style to an external one, or copy inline style information to a different location, giving you great flexibility and the option to change your mind later. In the next exercise, you’ll see how to create inline and embedded style sheets. You’ll see later how to move those styles to an external style sheet, enabling other pages to reuse the same styles.
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Chapter 3: Designing Your Web Pages Try It Out



Creating Embedded and Inline Styles in a Page



In this Try It Out, you’ll add a style rule to the  element of the page, to remove the default margin that a browser draws around the heading. In addition, you’ll style the first paragraph using a class, giving it a different look to make it stand out from the other paragraphs on the page.



1. 2.



Go back to VWD and make sure that the page Default.aspx is open in Design View. Click once on the h1 element to select it and then choose Format ➪ New Style. The New Style dialog box appears (visible in Figure 3-12), which is pretty similar to the Modify Style dialog box you saw earlier.



Figure 3-12



3.



At the top of the screen, open the Selector drop-down list and choose (inline style). It’s the first item in the list. This ensures that the new style is applied as an inline style to the 
 element.



4.



Switch to the Box category, shown in Figure 3-13. This dialog box has a handy diagram that shows you where CSS properties like padding, border, and margin end up. In the middle you see a blue rectangle that represents your element like 
 or 
. Around it, you see another rectangle that represents the padding. Around that, the border is applied. Finally, at the outer sides of the diagram you see margin that is applied outside the border of an element.
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Figure 3-13



By default, browsers draw some white space above or below an  element. To give each browser the same settings, you can reset the padding to 0 and then apply a little bit of margin at the bottom of the heading, which creates some distance to the elements following it. To do this, set padding to 0 in the top box. By leaving the Same for all option selected, VWD creates a shorthand declaration for you. Then uncheck Same for all for the margin section, enter 0 for the top, right, and left boxes and enter 10 for the bottom text box. Leave all drop-down lists set to px and click OK. You end up with the following 
 element with an inline style in Markup View: 
 Hi there visitor and welcome to Planet Wrox 




5.



Next, in Design View, click the first paragraph by clicking on it. A small glyph appears to indicate you selected a  element, as visible in Figure 3-14. Also make sure the Tag Selector at the bottom of the Document Window highlights the 
 element, and not something else. If you don’t see the glyph, you need to select Block Selection from the View ➪ Visual Aids menu in VWD.



6.



With the paragraph still selected, choose Format ➪ New Style. This time, instead of creating an inline style, type the text .Introduction in the Selector box that is visible in Figure 3-15. Don’t forget the dot (.) in front of the selector’s name.



90 www.it-ebooks.info



 87593c03.qxd:WroxPro



1/25/08



9:26 AM



Page 91



Chapter 3: Designing Your Web Pages



Figure 3-14



Figure 3-15



7.



At the top of the screen, select the check box for Apply new style to document selection. With this setting on, the new class you’re about to create is applied to the 
 tag.



8.



From the font-style drop-down list, choose italic. Your New Style dialog box should now look like Figure 3-15.
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Finally, click OK. Note that the entire paragraph is now displayed with an italic font. With the 
 tag still selected, open the CSS Properties dialog box (see Figure 3-16) by choosing View ➪ CSS Properties. This dialog box gives you an overview of all the CSS properties and shows which ones are currently active for your page.



Figure 3-16



This dialog box shows a list of applied rules in the top half of the dialog box. The bottom half of the dialog box is used to show the CSS properties for those rules. In Figure 3-16 you see the rules that are applicable to the .Introduction selector. Properties that appear in blue and bold have their value set while others appear in a normal font. If you don’t see these styles, click the third button on the toolbar of the CSS Properties dialog box, which moves the properties that are set up in the list.



11.



In the CSS Properties list in the bottom half, locate the Color property and set it to a dark blue color, like #003399. To achieve this, open the drop-down list for the property value and choose a color from the color picker. If the color you’re looking for is not available, click the More Colors button to bring up the extended color picker, shown in Figure 3-17.



Figure 3-17
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Chapter 3: Designing Your Web Pages Instead of using the color picker, you can also type in a value in the Properties Grid directly. This is how all properties work in the CSS Properties Grid: They let you enter values directly or allow you to visually change the value using an arrow or a button with ellipses at the end of the property’s value box. Figure 3-18 shows the different options you have for the font-style property in a convenient drop-down list.



Figure 3-18



Take special note of the three buttons at the top of the window, as they house some useful functionality. The first two buttons allow you to switch between categorized mode and alphabetical mode, making it easier to find the right property. The third button enables you to display the selected properties at the top of the list (as is the case in Figure 3-18) or at their default location in the list.



12.



Finally, save all changes and open Default.aspx in your browser (see Figure 3-19). You’ll see that the first paragraph is now displayed with a blue and italic font except for the link in the text, which should be green. Additionally, if you followed all the instructions from the previous chapter, the text “paying a visit” is red, set by the embedded CSS class.



Figure 3-19
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Switch back to VWD and look at your page in Markup View. In the 
 section of the page, you should see the following embedded style sheet:



.Introduction { font-style: italic; color: #003399; }  
 



How It Works The numerous tools that VWD offers make it easy to write CSS for your web site. You don’t need to hand code anything, or remember all the different properties that the CSS standard supports. Instead, you can simply choose them from different lists on the CSS Properties Grid. This grid allows you to enter values manually but also offers handy tools to select colors, files, and items from drop-down lists. All changes you make in the Properties Grid are applied to the relevant style sheet, whether you’re working with an inline, embedded, or external style sheet. At the same time, the Design View is updated to reflect the new CSS options you have set. When you look at the  element, you can see that VWD created an inline style with a padding set to 0px to affect all four sides at once and a margin set to 0px 0px 10px 0px to control all four sides individually.



Once you have created a bunch of useful and reusable styles, you need a way to apply your existing styles to other pages or HTML elements. You’ll see how this works next.



Applying Styles If you have some experience with Microsoft Word, you may be used to the Styles dialog box, which lists all available styles and allows you to apply them to selected portions of text. This way, you can quickly apply identical formatting to blocks of text. This works similarly in VWD. With the Apply Styles panel — accessible by choosing View ➪ Apply Styles from the main menu — you can easily apply style rules to elements in the page.



Try It Out



Applying Styles



In this exercise, you’ll reuse the .Introduction class and apply it to the second paragraph of the page as well. That way, both paragraphs end up looking the same.



1.



Still in Default.aspx, make sure you’re in Design View and then select the second paragraph of the page by clicking it. Ensure that the Tag Selector at the bottom of the Document Window shows that the 
 tag is selected, and not another tag like  that may be part of the 
 element. If you have only one paragraph of text, create a new one first (by pressing Enter after the first paragraph in Design View), enter some text and then select that paragraph.



94 www.it-ebooks.info



 87593c03.qxd:WroxPro



1/25/08



9:26 AM



Page 95



Chapter 3: Designing Your Web Pages 2.



Open the Apply Styles dialog box by choosing View ➪ Apply Styles. This window shows all the selectors it finds in the current page and any attached style sheet. If you don’t see all the styles shown in Figure 3-20, click the Options button and choose Show All Styles.



Figure 3-20 To help you find the right style, VWD uses a number of different visual cues. First of all, the Apply Styles dialog box uses red, green, and yellow dots to represent ID selectors, class selectors, and inline styles respectively. Figure 3-20 only shows red and green dots (you’ll just have to trust me) because the 
 element doesn’t have any inline styles applied. However, if you select the 
 element, an inline style appears. If you do try this out, make sure you select the 
 element again afterward. Furthermore, styles that are currently used in the page are surrounded by an additional circle, as is the case with all selectors in Figure 3-20.



3.



Click the Introduction class in the dialog box, and VWD adds a class attribute to the 
 tag:




 Feel free to have a look around; as there are lots of interesting reviews and concert pictures to be found here. 




If you want to apply multiple classes, hold down the Ctrl key while clicking one of the other classes in the list. This applies a list of classes separated by a space to the element’s class attribute. You can follow the same steps to apply the selected style in Markup View as well.



4.



Using the Clear Styles button, you can quickly remove existing classes and inline styles from a tag. Consider the HTML fragment you saw in the previous chapter when you used the Formatting toolbar to format text in the page. If you used the Foreground Color button, you ended up with code similar to this:



We're glad you are paying a visit



To remove the class attribute, select the  tag in the tag selector, or simply click the  tag in Markup View and then click Clear Styles in the Apply Styles dialog box, which you can see at the top of Figure 3-20. You’ll end up with this HTML: We're glad you are paying a visit
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Chapter 3: Designing Your Web Pages Because an empty  around the text has no use, VWD removes it for you as well. Removing style attributes from HTML elements works the same way.



How It Works Once again, VWD is able to keep all relevant windows in sync: the Design View, Markup View, and the various CSS design tools. When you apply a class from the Apply Styles window, VWD adds the requested class to the selected HTML element in Markup View. It then also updates the Design View window. Similarly, when you remove a selector or a declaration from an embedded style in Design View, both the Design View and the CSS Tools windows are updated.



The final CSS functionality you need to look at in this chapter is located on the Manage Styles and Apply Styles windows. Besides helping you attach CSS files to your documents, these windows enable you to easily manage your styles.



Managing Styles Especially since it’s so easy to add new inline and embedded styles, your pages may quickly become messy. To achieve reusability, you should move as much of your inline and embedded styles as possible to an external style sheet. This is exactly what the Apply Styles and Manage Styles windows allow you to do.



Try It Out



Managing Styles



Earlier in this chapter, you modified the  element and applied padding and margins to the heading. However, Default.aspx is not the only page that could benefit from this style, so it makes sense to move it to the Styles.css file. Similarly, the Introduction class seems reusable enough to include it in the Styles.css file so other pages can access it. This Try It Out shows you how to move styles around in your site.



1. 2.



Make sure that Default.aspx is still open and switch to Markup View if necessary. Locate the 
 tag and click it once. VWD makes the tag bold to indicate it’s the active tag, as shown in Figure 3-21.



Figure 3-21



3.



Open the Apply Styles window by choosing View ➪ Apply Styles from the main menu. Alternatively, if you have the window docked with other windows, simply click its tab to make it active. At the bottom of the Apply Styles window, you’ll see an inline style appear (see Figure 3-22).
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Figure 3-22



4.



Right-click Inline Style and choose New Style Copy. The New Style dialog box appears, allowing you to create a new style based on the current selection. At the top of the window, choose h1 from the Selector drop-down list, and from the Define in drop-down list choose Existing style sheet. From the URL drop-down list, choose Styles/Styles.css. If that item isn’t available, click the Browse button to locate and select it. Your dialog box should end up like Figure 3-23.



Figure 3-23



5.



Click OK to dismiss the dialog box. VWD creates a copy of the h1 style and places it in the file Styles.css. Notice that VWD creates a new selector for h1 in the Styles.css file instead of adding the padding and margin info to the existing selector. If you want, you could combine the two selectors into one manually.
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In the Apply Styles dialog box, right-click Inline Style again, and this time choose Remove Inline Style from the context menu. This removes the style attribute from the h1 element.



7.



Close the Apply Styles dialog box and open the Manage Styles window. Under the Current Page item, locate the .Introduction selector, visible in Figure 3-24.



Figure 3-24



8.



Click the .Introduction selector once, and then drag it into the area for Styles.css, for example dropping it after the h1 selector. Note that VWD draws lines between the selectors as you hover over them to indicate the point where the selector will end up. Figure 3-24 shows how the .Introduction selector is dragged from the current page into Styles.css, between the h1 and #PageWrapper selectors.



9.



Once you drop the selector in the Styles.css section of the Manage Styles window, the associated style is removed from your current page, and then inserted in Styles.css. Since that CSS file is included in your current page using the 
 element, you won’t see a difference in Design View. You can remove the empty 



All submenus have the class ctl00_Menu1_0 when the page loads, making them hidden because the selector sets visibility to hidden and the display property to none. When you hover your mouse over one of the main menu items, the submenu becomes visible. This is done with some JavaScript that is attached to the 
	 tags of the menu like this: 	



If you search the source of the page for the JavaScript that hides or shows the menu, you won’t find any. So where is the JavaScript function that is used to show and hide the relevant menu items? The answer is in the cryptic 



This  




7.



Save all the changes by pressing Ctrl+Shift+S and then request the page Contact.aspx in your browser. Note that you can’t submit the form if you haven’t at least entered one of the two phone numbers. Also note that the ValidationSummary control shows a list of all the problems with the data entered in the form. The client-side JavaScript function ValidatePhoneNumbers now ensures that you enter at least one phone number before you can submit the page back to the server. Figure 9-8 shows how the page ends up in Mozilla Firefox.



Figure 9-8
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Go back to VWD and click the ValidationSummary control in Design View. On the Properties Grid, change ShowMessageBox to True and ShowSummary to False. Also, set its HeaderText property to: Please correct the following errors before you press the Send button.



9.



Open the page in the browser again and click the Send button once more. Note that you now get a client-side alert instead of the inline list with errors, shown in Figure 9-9. The list of errors is preceded with the HeaderText of the ValidationSummary.



Figure 9-9



How It Works When you added the CustomValidator control, you set up two event handlers: one for the client, and one for the server-side validation check, both in bold in the following snippet: *



If you’re using VB.NET, you won’t see the OnServerValidate attribute as that is set up in the Code Behind using the Handles keyword. The JavaScript function ValidatePhoneNumbers you set in the ClientValidationFunction is triggered at the client when you click the Send button. This function you defined in the markup section of the user control contains two references to the text boxes for the phone numbers: var txtPhoneHome = document.getElementById(‘’); var txtPhoneBusiness = document.getElementById(‘’);



Note that the txtPhoneBusiness.ClientID code is wrapped in a server-side  block. This code runs at the server, and then returns the ClientID of the control to the server. If you look at the HTML for the Contact page in the browser, you find the following code: function ValidatePhoneNumbers(source, args) { var txtPhoneHome = document.getElementById(‘ctl00_cpMainContent_ContactForm1_txtPhoneHome’); var txtPhoneBusiness = document.getElementById(‘ctl00_cpMainContent_ContactForm1_txtPhoneBusiness’); if (txtPhoneHome.value != ‘’ || txtPhoneBusiness.value != ‘’)
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Chapter 9: Validating User Input Here you can see how the server-side ClientID properties of the controls have been transformed into their client id properties. This is a much better solution than hard-coding the id attributes of the text boxes in the final HTML, as they can easily be changed by the ASP.NET runtime. You saw how and why this happened in the previous chapter. The code then calls the JavaScript function getElementById on the document object to get a reference to the text box in JavaScript. It then examines the value properties of these two text box controls. If one of them is not an empty string, the validation succeeds. But how does the ValidatePhoneNumbers method report back to the validation mechanism that the validation succeeded or not? When the ASP.NET validation mechanism calls the ValidatePhoneNumbers method it passes two arguments: source, which is a reference to the actual CustomValidator in the HTML, and args. The args object exposes an IsValid property that allows you to determine whether the validation succeeded or not: if (txtPhoneHome.value != ‘’ || txtPhoneBusiness.value != ‘’) { args.IsValid = true; } else { args.IsValid = false; }



With this code, if both text boxes are empty, IsValid is set to false, so validation won’t succeed, stopping the form from being submitted. If one of the text boxes contains a value, IsValid is set to true. In this example, the source argument is not used, but you could use it to highlight or otherwise change the validation control based on whether it’s valid or not. At the server, the CustomValidator control calls the server-side validation method, which performs the same check:



VB.NET If txtPhoneHome.Text IsNot String.Empty Or txtPhoneBusiness.Text IsNot String.Empty Then args.IsValid = True Else args.IsValid = False End If



C# if (txtPhoneHome.Text != string.Empty || txtPhoneBusiness.Text != string.Empty) { args.IsValid = true; } else { args.IsValid = false; }
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Chapter 9: Validating User Input By checking the data at the client and at the server, you ensure your system only accepts valid data. Even when the browser doesn’t support JavaScript (possibly because the user turned it off deliberately) your data is still checked at the server. However, it’s important to realize that you still need to check whether the page is valid before you work with the data submitted to it. You do this by checking the IsValid property of the page:



VB.NET If Page.IsValid Then ‘ OK to proceed End if



C# if (Page.IsValid) { // OK to proceed }



The IsValid property returns True when all the controls in the page or in the active ValidationGroup are valid. By checking the IsValid property on the server before you work with the data, you can be sure that the data is valid according to your validation controls, even if the user turned off JavaScript in the browser, and sent the form to the server without any client-side checks. You see the IsValid property used again later in this chapter, when sending e-mail is discussed.



Processing Data at the Ser ver The information that a user inputs on your Web Forms is typically not the only data that makes your web site an interactive, data-driven system. In most web sites, you have information coming from other data sources as well, such as databases, text, XML files, and web services. In addition, there is also data going out of your system. You may want to send an e-mail to the owner of the web site whenever someone posted information through the contact page or you may want to notify people whenever you add a new feature or review to the web site. For these scenarios, it’s important to understand how ASP.NET 3.5 allows you to send e-mail. This is discussed in the next section.



Sending E-mail from Your Web Site Writing code that sends e-mail from an ASP.NET page is pretty straightforward. Inside the System.Net.Mail namespace you find a number of objects that make it very easy to create and send e-mail messages. These objects allow you to create new messages; add addressees in the To, CC, and Bcc fields; add attachments; and, of course, send the messages. The following table describes four objects that you typically work with when sending e-mail from a .NET application.
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Description



MailMessage



This class represents the message you’re going to send. It has properties such as Subject and Body to set the message contents; To, CC, and Bcc properties to set the addressees; and an Attachments collection to attach files to the message.



MailAddress



This class represents a sender or receiver address used in the e-mail. It has a few constructor overloads that allow you to set the e-mail address and display name.



Attachment



This class represents files you can attach to a MailMessage. When you construct an Attachment instance, you can pass in the name of the file you want to send. You then add the attachment to the MailMessage using the Add method of its Attachments collection.



SmtpClient



This class is used to send the actual message. By default, an instance of this class checks the web.config file for settings such as the SMTP server and a user name and password that is used for sending e-mail.



Configuring Your Web Site for Sending E-mail Although the code to send e-mail is pretty easy, configuring your application and network can often be a bit trickier. The machine you are using to send e-mail must be able to access an SMTP server, either locally available in your network or over the Internet. In most cases, you should use the SMTP server that you also use in your e-mail client (for example, Microsoft Outlook). Contact your network administrator or your ISP if you are unsure about your SMTP server. When you have the address of the SMTP server, you can configure it globally in the web.config file in the  element. When you are using the SMTP server from your ISP, the configuration setting looks like this:   ”>     



The  element must be added as a direct child of the web.config file’s root element . Within  you add a  element, which in turn contains an  element. Finally, the  element has a host attribute that points to your SMTP server. The  element accepts an optional from attribute that lets you set the name and e-mail address of the sender in the format Name . Because the < and > characters in XML have special meaning, you need to escape them with < and >. When you send e-mail programmatically, you can override this From address as you’ll see in the next Try It Out exercise.
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Chapter 9: Validating User Input If your ISP requires you to authenticate before you can send the e-mail, you can also add user name and password attributes:   



Refer to the online MSDN documentation for more information about the different settings that the  element takes.



Creating E-mail Messages To create and send an e-mail message, you need to carry out four steps. First, you need to create an instance of the MailMessage class. You then configure the message by adding a body and a subject. The next step is to provide information about the sender and receivers of the message, and finally you need to create an instance of the SmtpClient class to send the message. The following exercise shows you how to code these four steps.



Try It Out



Sending E-mail Messages



In this exercise, you create a simple page in the Demos folder. The code in this page creates an e-mail message that is sent when the page loads. In a later exercise you modify the contact form so it can send the user’s response by e-mail.



1.



Under the Demos folder create a new file called Email.aspx. Make sure it’s based on your own base page template so that it has the right master page and inherits from BasePage automatically. Change the page’s Title to E-mail Demo.



2.



Switch to the Code Behind by pressing F7 and at the top of the file, before the class definition, add the following statement to make the classes in the System.Net.Mail namespace available to your code:



VB.NET Imports System.Net.Mail



C# using System.Net.Mail;



3.



Add the following code to a Page_Load handler. If you’re using VB.NET you need to set up the handler first using the two drop-down lists at the top of the Document Window:



VB.NET Protected Sub Page_Load(ByVal sender As Object, ByVal e As System.EventArgs) _ Handles Me.Load Dim myMessage As MailMessage = New MailMessage() myMessage.Subject = “Test Message” myMessage.Body = “Hello world, from Planet Wrox”
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Chapter 9: Validating User Input myMessage.From = New MailAddress(“you@yourprovider.com”, “Sender Name Here”) myMessage.To.Add(New MailAddress(“you@yourprovider.com”, “Receiver Name Here”)) Dim mySmtpClient As SmtpClient = New SmtpClient() mySmtpClient.Send(myMessage) End Sub



C# protected void Page_Load(object sender, EventArgs e) { MailMessage myMessage = new MailMessage(); myMessage.Subject = “Test Message”; myMessage.Body = “Hello world, from Planet Wrox”; myMessage.From = new MailAddress(“you@yourprovider.com”, “Sender Name Here”); myMessage.To.Add(new MailAddress(“you@yourprovider.com”, “Receiver Name Here”)); SmtpClient mySmtpClient = new SmtpClient(); mySmtpClient.Send(myMessage); }



Change the e-mail addresses and names in the two lines that set the From and To addresses to your own. If you have only one e-mail address, you can use the same address for the sender and the receiver.



4.



Open web.config and scroll all the way down. Right before the closing  tag, add the following settings:



  ”>     



Don’t forget to change smtp.yourprovider.com to the name of your SMTP server. Also, be sure to enter your name and e-mail address in the from attribute. If necessary, add the userName and password attributes to the  element as shown earlier.



5.



Save all changes and then request the page Email.aspx in your browser by pressing Ctrl+F5. After a while, you should receive an e-mail message at the address you specified in step 3 of this exercise.



If you get an error, there are a couple of things you can check. First, make sure you entered the right SMTP server in web.config. You may need to talk to your Internet provider or network administrator to get the right address and optionally a user name and password. Also make sure that the mail server you are using actually allows you to send messages. Finally, if you get an error such as “The SMTP server requires a secure connection or the client was not authenticated,” your provider may require you to use



310 www.it-ebooks.info



 87593c09.qxd:WroxPro



8/13/08



9:43 PM



Page 311



Chapter 9: Validating User Input a secure connection. If that’s the case, check the user name and password in web.config or try setting the EnableSsl property of the mySmtpClient object to True in code like this:



VB.NET mySmtpClient.EnableSsl = True



C# mySmtpClient.EnableSsl = true;



How It Works You added the following Imports or using statement to the Code Behind file:



VB.NET Imports System.Net.Mail



C# using System.Net.Mail;



This statement is used to make the classes in this namespace available in your code without prefixing them with their full namespace. This allows you, for example, to create a MailMessage instance like this:



VB.NET Dim myMessage As MailMessage = New MailMessage()



C# MailMessage myMessage = new MailMessage();



Without the Imports or using statement, you would need this longer code instead:



VB.NET Dim myMessage As System.Net.Mail.MailMessage = New System.Net.Mail.MailMessage()



C# System.Net.Mail.MailMessage myMessage = new System.Net.Mail.MailMessage();



After the Imports / using statement, the code creates a new MailMessage object and sets its Subject and Body properties. The code then assigns addresses for the sender and recipient of the e-mail message:



VB.NET myMessage.From = New MailAddress(“you@yourprovider.com”, “Sender Name Here”) myMessage.To.Add(New MailAddress(“you@yourprovider.com”, “Receiver Name Here”))
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Chapter 9: Validating User Input C# myMessage.From = new MailAddress(“you@yourprovider.com”, “Sender Name Here”); myMessage.To.Add(new MailAddress(“you@yourprovider.com”, “Receiver Name Here”));



The From property of the MailMessage is of type MailAddress, so you can assign a new MailAddress directly. The constructor of the MailMessage class accepts the e-mail address and friendly name as strings so you can create and assign the From address with a single line of code. The To property of the MailMessage class is a collection, so you cannot assign a MailAddress directly. Instead, you need to use the Add method to assign an address. This also allows you to add multiple recipients by calling To.Add multiple times, each time passing in a different MailAddress instance. You use the CC and Bcc properties in a similar way to assign e-mail addresses to the carbon copy and blind carbon copy fields of an e-mail message. The final two lines of the code send out the actual message:



VB.NET Dim mySmtpClient As SmtpClient = New SmtpClient() mySmtpClient.Send(myMessage)



C# SmtpClient mySmtpClient = new SmtpClient(); mySmtpClient.Send(myMessage);



When the Send method is called, the SmtpClient scans the web.config file for a configured SMTP server. It then contacts that server and delivers the message. Besides the validation controls you have seen so far, ASP.NET comes with another validation mechanism, which is discussed next.



Understanding Request Validation By design, an ASP.NET page throws an exception whenever one of the controls on a page contains content that looks like HTML tags. For example, you see the error shown in Figure 9-10 when you enter Hello World
 or  as the contents for the name text box in the contact form.



Figure 9-10
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Chapter 9: Validating User Input The ASP.NET runtime does this to prevent users from entering HTML or JavaScript that can potentially mess with the design or workings of your web site. If you’re sure you want to allow your users to enter HTML, you can disable request validation by setting the ValidateRequest attribute in the @ Page directive to False: 



With this setting set to False, users can enter HTML without causing an error. Just make sure you really want to allow users to enter HTML when you set ValidateRequest to False. In the previous Try It Out exercise, the body text for the e-mail message is hardcoded. This isn’t always the best solution as it means you need to scan and change your code whenever you want to change the text. It’s often better to use a text-based template instead. You see how this works in the next section.



Reading from Text Files The .NET Framework comes with a few handy classes and methods that make working with files very easy. For example, the File class located in the System.IO namespace allows you to read to and write from files, create and delete files, and move files around. This class only contains static methods, which means you don’t have to create an instance of the class first. Instead, you directly call methods on the File class. For example, to read the complete contents of a text file, you can use the following code:



VB.NET Dim myContents As String = System.IO.File.ReadAllText(“C:\MyFile.txt”)



C# string myContents = System.IO.File.ReadAllText(@”C:\MyFile.txt”);



In this example, the file name in C# is prefixed with an @ symbol, to avoid the need to prefix each backslash (\) with an additional backslash. In C#, the backslash has a special meaning, so to use it in a string you normally need to prefix it with another backslash. Using the @ symbol tells the compiler that it should take each backslash it finds as a literal, ignoring the special meaning of the character. The following table lists the most common methods of the File class that allow you to work with files. Property



Value



AppendAllText



This property appends a specified string to a text file. If the file does not exist, it’s created first.



Copy



This property copies a file from one location to another.



Delete



This property deletes the specified file from disk.



Exists



This property checks if the specified file exists on disk.



Move



This property moves the specified file to a different location.



WriteAllText



This property writes the contents of a string to a newly created file. If the target file already exists, it gets overwritten.
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Chapter 9: Validating User Input You can use these methods for all kinds of purposes. For example, when a user has uploaded a file, you can use the Move method to move it to a different folder. Additionally, when you want to get rid of uploaded files that you don’t need anymore, you use the Delete method. The ReadAllText method is useful to read the complete contents of a text file. For example, when sending text by e-mail, you could store the body text of the e-mail in a text file. When you’re about to send the e-mail, you call ReadAllText and assign the contents that this method returns to the body of the e-mail. You see how this works in the following Try It Out.



Try It Out



Sending Mail from the ContactForm User Control



This exercise shows you how to use e-mail to send the user data from the contact form to your own inbox. As the body of the e-mail message, the code reads in a text file that contains placeholders. These placeholders are filled with the actual user data from the form and then sent by e-mail.



1.



Start by creating a new text file to the App_Data folder in your web site. If you don’t have the App_Data folder anymore, right-click the web site and choose Add ASP.NET Folder ➪ App_Data. Create the text file by right-clicking the App_Data folder and choosing Add New Item. Name the text file ContactForm.txt.



2.



Enter the following text in the text file, including the placeholders wrapped in a pair of double hash symbols:



Hi there, A user has left the following feedback at the site: Name: E-mail address: Home phone: Business phone: Comments:



3.



##Name## ##Email## ##HomePhone## ##BusinessPhone## ##Comments##



Open the Code Behind of the ContactForm.ascx user control and import the following namespace at the top of the file:



VB.NET Imports System.Net.Mail Partial Class Controls_ContactForm Inherits System.Web.UI.UserControl



C# using System.Net.Mail; public partial class Controls_ContactForm : System.Web.UI.UserControl



4.



Switch to Markup View and add runat=”server” and id=”FormTable” attributes to the table with the server controls. This way you can hide the entire table when the form has been submitted. To do this, locate the opening table tag and modify it like this:
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Chapter 9: Validating User Input 5.



Scroll down to the end of the file and right after the closing 

 tag, add a label called lblMessage. Set its Text property to Message Sent. Hide the label by setting the Visible property to false:



 



6.



Switch the control into Design View and then set ShowSummary of the ValidationSummary back to True and ShowMessageBox to False. Next, double-click the Send button. Inside the event handler that VWD adds for you, add the following code:



VB.NET Protected Sub btnSend_Click(sender As Object, e As EventArgs) Handles btnSend.Click If Page.IsValid Then Dim fileName As String = Server.MapPath(“~/App_Data/ContactForm.txt”) Dim mailBody As String = System.IO.File.ReadAllText(fileName) mailBody mailBody mailBody mailBody mailBody



= = = = =



mailBody.Replace(“##Name##”, txtName.Text) mailBody.Replace(“##Email##”, txtEmailAddress.Text) mailBody.Replace(“##HomePhone##”, txtPhoneHome.Text) mailBody.Replace(“##BusinessPhone##”, txtPhoneBusiness.Text) mailBody.Replace(“##Comments##”, txtComments.Text)



Dim myMessage As MailMessage = New MailMessage() myMessage.Subject = “Response from web site” myMessage.Body = mailBody myMessage.From = New MailAddress(“you@yourprovider.com”, “Sender Name Here”) myMessage.To.Add(New MailAddress(“you@yourprovider.com”, “Receiver Name Here”)) Dim mySmtpClient As SmtpClient = New SmtpClient() mySmtpClient.Send(myMessage) lblMessage.Visible = True FormTable.Visible = False End If End Sub



C# protected void btnSend_Click(object sender, EventArgs e) { if (Page.IsValid) { string fileName = Server.MapPath(“~/App_Data/ContactForm.txt”); string mailBody = System.IO.File.ReadAllText(fileName); mailBody mailBody mailBody mailBody mailBody



= = = = =



mailBody.Replace(“##Name##”, txtName.Text); mailBody.Replace(“##Email##”, txtEmailAddress.Text); mailBody.Replace(“##HomePhone##”, txtPhoneHome.Text); mailBody.Replace(“##BusinessPhone##”, txtPhoneBusiness.Text); mailBody.Replace(“##Comments##”, txtComments.Text);
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Chapter 9: Validating User Input MailMessage myMessage = new MailMessage(); myMessage.Subject = “Response from web site”; myMessage.Body = mailBody; myMessage.From = new MailAddress(“you@yourprovider.com”, “Sender Name Here”); myMessage.To.Add(new MailAddress(“you@yourprovider.com”, “Receiver Name Here”)); SmtpClient mySmtpClient = new SmtpClient(); mySmtpClient.Send(myMessage); lblMessage.Visible = true; FormTable.Visible = false; } }



Again, make sure you replace the e-mail addresses for the From and To properties of the MailMessage with your own.



7.



Save all your changes and once again request Contact.aspx in the browser. Enter your details and click the Send button. You’ll see the text Message Sent appear.



8.



Check the e-mail account you sent the e-mail to and after a while, you should receive an e-mail message, similar to Figure 9-11.



Figure 9-11



How It Works The mail-sending part of this exercise is pretty similar to the demo page you created earlier. What’s different, however, is where the body text for the mail message comes from. Instead of hardcoding the body in the Code Behind of the ContactForm control, you moved the text to a separate file. This file in turn
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Chapter 9: Validating User Input contains a few placeholders that are replaced at runtime with the user’s details. To read in the entire file at once, you use the following code:



VB.NET Dim fileName As String = Server.MapPath(“~/App_Data/ContactForm.txt”) Dim mailBody As String = System.IO.File.ReadAllText(fileName)



C# string fileName = Server.MapPath(“~/App_Data/ContactForm.txt”); string mailBody = System.IO.File.ReadAllText(fileName);



The first line uses Server.MapPath to translate a virtual path into its physical counterpart. By using the virtual path, it’s easier to move your site to a different location as it doesn’t depend on any hardcoded paths. Server.MapPath(“~/App_Data/ContactForm.txt”) returns a physical path such as C:\BegASPNET\ Site\App_Data\ContactForm.txt. This path is then fed to the ReadAllText method of the File class, which opens the file and returns its contents, which are then assigned to the mailBody variable. The code then uses a number of calls to the Replace method to replace the static placeholders in the message body with the details the user entered in the contact form. The return value of the Replace method — the new text with the replaced strings — is reassigned to the mailBody variable. After the final call to Replace, the mailBody no longer contains the placeholders, but the user’s details instead:



VB.NET mailBody = mailBody.Replace(“##Name##”, txtName.Text) ... mailBody = mailBody.Replace(“##Comments##”, txtComments.Text)



C# mailBody = mailBody.Replace(“##Name##”, txtName.Text); ... mailBody = mailBody.Replace(“##Comments##”, txtComments.Text);



The Replace method is case sensitive, so if you find that some placeholders are not replaced correctly, make sure you use the same capitalization in the code and in the message body. The placeholders are wrapped in a pair of double hash symbols (##). The hash symbols are arbitrarily chosen, but help to identify the placeholders, minimizing the risk that you accidentally replace some text that is supposed to be in the actual message. Once the message body is set up, it’s assigned to the MailMessage object, which is then sent using the SmtpClient, identical to what you saw in an earlier exercise. When you filled in your details in the contact form and clicked the Send button, you may have noticed some page flicker, as the page submits to the server and is then reloaded with the success message. This page flicker can easily be minimized or completely removed using Ajax technologies, which are discussed in the next chapter.
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Practical T ips on Validating Data The following list provides some practical tips on validating data. ❑



Always validate all user input. Whenever you have a public web site on the Internet, you lose the ability to control its users. To stop malicious users from entering bogus data in your system, always validate your users’ input using the ASP.NET validation controls.



❑



Always provide useful error messages in your validation controls. Either assign the error message to the ErrorMessage property and leave the Text empty, or use a ValidationSummary control to show a list of error messages.



❑



Consider using the CssClass attribute of the validation controls to move the style definitions for the error messages to a separate CSS file. If you do use the CssClass, don’t forget to clear the ForeColor property of the validator or the error message still appears in red.



❑



Whenever you are writing code that sends an e-mail message, consider moving the body of the e-mail to a separate text file. As you saw, reading in the file only takes a single line of code, and it makes your application much easier to maintain. Instead of wading through your code to find the body text, you simply change the template in the App_Data folder and the code picks up the changes automatically.



❑



When storing data in text or XML files, always store them in the App_Data folder that is designed specifically for this purpose. This way, all your data files are nicely packed together. More importantly, by default the web server blocks access to the files in this folder so a visitor to your site cannot directly request them.



Summar y User input is an important aspect of most interactive web sites. It comes from different sources in your web site: the contact form you created in this chapter, the query string, and other sources. To stop users from entering invalid or even dangerous content into your system, it’s important to validate all input before you work with it. The validation controls that ASP.NET supports make it easy to validate all data coming from form controls, such as TextBox, DropDownList, Calendar, and so on. The RequiredFieldValidator helps to ensure that a user has filled in a required field. The RangeValidator, CompareValidator, and RegularExpressionValidator are used to check the contents of the data against settings you define at design time. The CustomValidator allows you to write validation code that is not covered by the built-in validation controls, giving you maximum flexibility. The ValidationSummary control is used to give feedback about the errors that your users made while entering data. It can display these errors as a simple bulleted list in the page, or as a JavaScript alert window. The biggest benefit of the validation controls is that they work at the client and at the server, enabling you to create responsive forms where a user gets immediate feedback about any errors they may have made, without the need for a full postback. At the same time, the data is validated at the server, ensuring that data coming from clients that don’t support JavaScript is valid as well.
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Chapter 9: Validating User Input To store the information that users submit to your site, you have a couple of options. The data can be stored in a database or a text file or sent by e-mail. The latter option is particularly useful for contact forms, so you get an immediate alert when someone leaves a comment at your web site. Sending e-mail is a breeze with the classes in the System.Net.Mail namespace. These classes allow you to create an e-mail message, add subject, body, sender, and recipient information, and then send the message using the SmtpClient class. To make the e-mail message easy to maintain, you’re advised to store its contents in a separate text file, and not directly in the code. If you later decide to change the message, all you need to change is this single text file. Reading the file is done with the static methods on the System.IO.File class. This class allows you to do more with files than reading alone; you can also use its methods to create, copy, move, and delete files in your web site. By adding placeholders in your text messages, you can easily fill them in the code that sends out the e-mail. By calling the Replace method on the body string, you can embed the information entered by the user in the message before you send it.



Exercises 1.



To make the ContactForm.ascx user control even more reusable, you can create a string property such as PageDescription on it that allows you to set the name of the page that uses the control. You then add this string to the declaration of the control in the containing page. Finally, you can add the description to the subject of the message that you send. This way, you can see from what page the contact form was called. What code do you need to write to make this happen?



2.



Why is it so important that you check the value of the IsValid property of the Page when processing data? What can happen if you forget to make this check?



3.



What’s the difference in behavior between the To and the From property of the MailMessage class?



4.



When you use a CustomValidator, you can write validation code at the client and at the server. How do you tell the ASP.NET runtime what client-side validation method to call during the validation process?



5.



How do you tell the validation mechanism that validation succeeded or failed in your CustomValidator routines?
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10 ASP.NET AJAX Without a doubt, the biggest hype in web development in the past few years is Ajax. Although the technologies that drive Ajax have been around for quite some time, it wasn’t until the beginning of 2005 that it got an official name. Ajax, which stands for Asynchronous JavaScript And Xml, allows your client-side web pages to exchange data with the server through asynchronous calls. Probably the most popular feature driven by Ajax is the flicker-free page that allows you to perform a postback to the server without refreshing the entire page. To enhance your web site with Ajax features you can choose among different Ajax frameworks. Many of these frameworks offer you a set of features and tools including a client-side JavaScript framework to enable Ajax in the browser, JavaScript code for communication with the server, and server controls to integrate with your ASP.NET pages. Although there are a number of different Ajax frameworks available for ASP.NET, the most obvious one is Microsoft ASP.NET AJAX, as it comes with the .NET 3.5 Framework and Visual Web Developer. Microsoft ASP.NET AJAX gives you a lot more than flicker-free postbacks alone. In addition to the controls that make flicker-free pages possible, Microsoft ASP.NET AJAX gives you a few more server controls to create rich, interactive, and responsive user interfaces. In addition to the server control–based part of Ajax, the ASP.NET AJAX Framework also comes with a rich client-side framework. This framework enables your JavaScript to communicate with the server by means of Web Services. It also allows you to access the entire client-side page using an intuitive code model that works the same, regardless of the browser you’re targeting. In previous versions of ASP.NET and Visual Web Developer, Ajax was available as a separate download and add-on. Fortunately, Ajax is now fully integrated in VWD and ASP.NET, making it easy to get started with it. This chapter looks at the following Ajax-related topics: ❑



Using the UpdatePanel control to avoid page flicker



❑



Understanding the ScriptManager control that enables the Ajax functionality
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Using the UpdateProgress control to notify users about progress of the Ajax operation



❑



Using triggers and the Timer control to trigger the update of UpdatePanel controls



❑



Creating Web Services that are accessible by your client-side script



By the end of the chapter, you should have a good understanding of the various server controls that the ASP.NET AJAX Framework has to offer. In addition, you should have a basic understanding of creating Web Services in the ASP.NET world and how you can call them from client-side JavaScript code using the client-side Ajax Framework.



Introducing Ajax The concepts behind Ajax have been around for many years. Browsers since Internet Explorer 5 have shipped with the XMLHttpRequest object that allowed you to make calls to the server from JavaScript to send and receive data. However, people also used other techniques to emulate the behavior of what is now called Ajax, including Macromedia Flash, iframe elements, or hidden frames. However, when the term Ajax was introduced, things really took off. In an attempt to stay ahead of the curve, Microsoft started building ASP.NET AJAX, the Ajax Framework that is now fully integrated in ASP.NET and Visual Web Developer 2008. This framework offers a number of benefits that you as a web developer can take advantage of to create responsive applications. In particular, ASP.NET AJAX enables you to: ❑



Create flicker-free pages that allow you to refresh portions of the page without a full reload and without affecting other parts of the page.



❑



Provide feedback to your users during these page refreshes.



❑



Update sections of a page and call server-side code on a scheduled basis.



❑



Access server-side Web Services and work with the data they return.



❑



Use the rich, client-side programming framework to access and modify elements in your page, and get access to a code model and type system that looks similar to that of the .NET Framework.



In the remainder of this chapter, you see how to use the ASP.NET AJAX Framework to create rich and interactive web applications. Note that Ajax itself is a broad subject that cannot be fully covered in a single chapter. If you want to learn more about ASP.NET AJAX, check out Professional ASP.NET 2.0 Ajax, by Matt Gibbs and Dan Wahlin (ISBN: 978-0-470-10962-5). Although the book covers the ASP.NET 2.0 Framework, many concepts carry over to ASP.NET 3.5 Ajax. Alternatively, pick up a copy of ASP.NET AJAX Programmer's Reference: With ASP.NET 2.0 or ASP.NET 3.5 by Dr. Shahram Khosravi (ISBN: 978-0470-10998-4). The nice thing about ASP.NET AJAX is that it is very easy to get started with. Creating a flicker-free page is a matter of dragging and dropping a few controls from the Toolbox into your page. When you understand the basics of the Ajax Framework, you can extend your knowledge by looking at more advanced topics like calling Web Services and using the rich client-side framework to interact with the page.
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Using ASP.NET AJAX in Your Projects Prior versions of VWD and ASP.NET AJAX required you to modify the web.config file manually to enable Ajax for your ASP.NET application. If you worked with Ajax before in ASP.NET projects, you’ll be happy to learn that this is no longer required. Whenever you create a new web site using the File ➪ New Web Site dialog box, it’s already Ajax-enabled, meaning that you can start using Ajax right away. The Toolbox now contains an additional category with the available Ajax controls that you can use in your pages right from the start.



Creating Flicker-Free Pages To avoid full postbacks in your ASPX pages and update only part of the page, you can use the UpdatePanel server control. For this control to operate correctly, you also need a ScriptManager control. If you’re going to use Ajax functionality in many of your ASPX pages, you can place the ScriptManager in the master page, so it’s available in all pages that are based on this master. You’ll find these and other Ajax-related server controls in the AJAX Extensions category of the Toolbox, shown in Figure 10-1. Near the end of this chapter you get a closer look at the ScriptManager control, discovering what it does and what it is used for.



Figure 10-1



If you don’t see the ScriptManager and UpdatePanel controls in the Toolbox, right-click the AJAX Extensions category of the Toolbox and select Choose Items. Then select the two controls from the list on the .NET Framework Components tab. The following two sections introduce you to the UpdatePanel and ScriptManager controls. After that you see how to make use of these controls in your pages. Later sections introduce you to the UpdateProgress, Timer, and ScriptManagerProxy controls.



The UpdatePanel Control The UpdatePanel control is a key component in creating flicker-free pages. In its most basic application, you simply wrap the control around content you want to update, add a ScriptManager to the page, and you’re done. Whenever one of the controls within the UpdatePanel causes a postback to the server, only the content within that UpdatePanel is refreshed. To see what problems the UpdatePanel control solves and how it behaves in a client page, the following Try It Out shows you a simple example that uses the panel to avoid page flicker during postbacks.
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Adding an UpdatePanel to a Page



In this exercise, you add a Label and a Button control to a page. Whenever you click the button in the browser, the Text property of the Label is updated with the current date and time at the server. To avoid the page flicker typically associated with postbacks, you then wrap the controls in an UpdatePanel to see how that control affects the behavior.



1. 2.



Open the Planet Wrox project from its location at C:\BegASPNET\Site in VWD.



3.



Switch the new page into Design View and drag a Label control and a Button control from the Toolbox into the cpMainContent placeholder. If the ContentPlaceHolder suddenly gets as small as the Label, simply drop the Button on top of the Label. The Button is then placed before the Label but if you now drag the Label on top of the Button again, the two change places. Alternatively, you can click the Label once to select it, then press the right arrow key once to position the cursor next to the Label. If you then press Enter a few times you can create some room in the ContentPlaceHolder.



4.



Use the Properties Grid to clear the Text property of the Label control. To do this, right-click the Text property in the Properties Grid and choose Reset. You should end up with this markup:



In the Demos folder, create a new file called UpdatePanel.aspx. Make sure it’s based on the central base page you created previously and that it uses your programming language. Give the page a Title of UpdatePanel Demo.



   



5.



Double-click the grey and read-only area of the page in Design View to set up a handler for its Load event and add the following code to the handler that VWD added for you:



VB.NET Protected Sub Page_Load(ByVal sender As Object, ByVal e As System.EventArgs) _ Handles Me.Load Label1.Text = System.DateTime.Now.ToString() End Sub



C# protected void Page_Load(object sender, EventArgs e) { Label1.Text = System.DateTime.Now.ToString(); }



6.



Save all your changes and press Ctrl+F5 to open the page in your browser. The Label displays the current date and time. Click the Button control a few times. Note that each time you click the button, the page flickers and is then redrawn, displaying the updated date and time.
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Close your browser and go back into VWD and switch the page UpdatePanel.aspx to Markup View. From the AJAX Extensions category of the Toolbox, drag an UpdatePanel into the code, right before the Label control you added in step 3.



8.



Between the opening and closing tags of the UpdatePanel, add a  element. Note that IntelliSense kicks in as soon as you type the opening bracket, making it easy to complete the element. Next, cut both the closing  and the closing  tags and paste them below the button you created in step 3. You should end up with this markup:



     



9.



Right before the opening tag of the UpdatePanel, drag a ScriptManager from the AJAX Extensions category of the Toolbox:



  



10.



Save your changes and then request the page in the browser again. Click the button a few times to update the label with the current date and time. Note that there is no page flicker now. It’s as if only the label is updated on the page.



How It Works By wrapping the content in an UpdatePanel you define a region in your page that you want to refresh without affecting the entire page. In the previous example, the Button control inside the UpdatePanel caused a postback and thus a refresh of the region. Only the part of the page that is wrapped in the UpdatePanel is refreshed, causing a flicker-free reload of the page. It’s also possible to update a region from controls that are placed outside the UpdatePanel as you’ll see later. The ScriptManager you placed in the master page is a requirement for most Ajax functionality to operate correctly. It serves as the bridge between the client page and the Ajax Framework and takes care of things like registering the correct JavaScript files that are used in the browser. You’ll see both controls in more detail in the following sections.



A Closer Look at the UpdatePanel The UpdatePanel and its content is the only part of the page that is updated when you press a button (as discussed in the previous exercise). This is the default behavior of an UpdatePanel, where only its inner contents are refreshed by other server controls defined within the  element. However, the UpdatePanel can do more than this. The following table lists some of the important properties of the UpdatePanel that allow you to influence its behavior.
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Value



ChildrenAsTriggers



This property determines whether controls located within the UpdatePanel can cause a refresh of the UpdatePanel. The default value is True, as you have seen in the previous exercise. When you set this value to False, you have to set the UpdateMode to Conditional. Note that controls defined within the UpdatePanel still cause a postback to the server with this set to False; they just don’t update the panel anymore automatically.



Triggers



The Triggers collection contains PostBackTrigger and AsyncPostBackTrigger elements. The first is useful if you want to force a complete page refresh, whereas the latter is useful if you want to update an UpdatePanel with a control that is defined outside the panel.



RenderMode



This property can be set to Block or Inline to indicate whether the UpdatePanel renders itself as a  or  element.



UpdateMode



This property determines whether the control is always refreshed (the UpdateMode is set to Always) or only under certain conditions, for example, when one of controls defined in the  element is causing a postback (the UpdateMode is set to Conditional).



ContentTemplate



Although not visible in the Properties Grid for the UpdatePanel, the  is an important property of the UpdatePanel. It’s the container in which you place controls as children of the UpdatePanel. If you forget this required ContentTemplate, VWD gives you a warning.



As demonstrated in the previous exercise, UpdatePanel is capable of refreshing parts of a page. Controls that are defined either inside the UpdatePanel or outside of it can cause a refresh of the UpdatePanel. However, in order to function, the UpdatePanel needs a ScriptManager control that manages the clientside JavaScript, among other things.



The ScriptManager Control The ScriptManager control serves as the bridge between the client page and the server. It manages script resources (the JavaScript files used at the client), takes care of partial-page updates as shown earlier and handles interaction with your web site for things like Web Services and the ASP.NET application services like membership, roles, and profile. Chapters 15 and 16 dig deeper into these services from a server perspective. For an in-depth look at accessing these services from client-side code using Microsoft ASP.NET AJAX, refer to Professional ASP.NET 2.0 Ajax by Matt Gibbs and Dan Wahlin. You usually place the ScriptManager control directly in a content page if you think you need Ajax capabilities on only a handful of pages. You briefly saw how this worked in the previous Try It Out exercise.
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Chapter 10: ASP.NET AJAX However, you can also place the ScriptManager in a master page so it becomes available throughout the entire site. You’ll do this in a later exercise in this chapter. The ScriptManager class has a number of properties of which most are used in advanced scenarios. In many situations, like updating sections of a page using the UpdatePanel as you just saw, you don’t need to change any of the properties of the ScriptManager class. In other scenarios, you may need to change or set some of its properties. The following table lists some of the more common properties of the ScriptManager control. Property



Value



AllowCustomErrorsRedirect



This property determines whether errors that occur during an Ajax operation cause the customized error page to be loaded. The default is True; with a setting of False the error is shown as a JavaScript alert window in the browser or is hidden from the client when debugging is disabled. Note that if you haven’t configured any customized error page, the error is always shown as a JavaScript alert, regardless of the value of this setting. Chapter 17 discusses more about setting up customized error pages and debugging your application.



AsyncPostBackErrorMessage



When you’re not using customized error pages, this property allows you to customize the error message that users see when an Ajax error occurs. It allows you to hide the dirty details from the user and instead present them a more friendly error message.



EnablePageMethods



This property determines whether client code is allowed to call methods defined in the page. You see how this works later.



EnablePartialRendering



This property determines whether the ScriptManager supports the partial rendering of the page using UpdatePanel controls. You should leave this setting to True, unless you want to block the partial updates for the entire page.



Scripts



The  child element of the ScriptManager control enables you to add additional JavaScript files that must be downloaded by the client at runtime.



Services



The  element allows you to define Web Services that are accessible by your client side pages. You’ll see how to use Web Services in the second half of this chapter.



Although the UpdatePanel and the ScriptManager together are all you need to create flicker-free pages, ASP.NET AJAX offers more to enhance the user’s experience in an Ajax-enabled web site. One way to improve the user’s experience is by using the UpdateProgress control, discussed next. Another option is to use the Timer control, which is discussed later in this chapter.
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Providing Feedback to Users Despite the visual problems that postbacks usually cause, they have one big advantage: the user can see something is happening. The UpdatePanel makes this a little more difficult. Users have no visual cue that something is happening until it has happened. To tell your users to hold on for a few seconds while their request is being processed, you can use the UpdateProgress control.



The UpdateProgress Control You connect the UpdateProgress control to an UpdatePanel using the AssociatedUpdatePanelID property. Its contents, defined in the  element, are then displayed whenever the associated UpdatePanel is busy refreshing. You usually put text like “Please wait” or an animated image in this template to let the user know something is happening, although any other markup is acceptable as well. In addition to the AssociatedUpdatePanelID and  properties, the UpdateProgress control features the following properties you typically use: Property



Value



DisplayAfter



This property determines the time in milliseconds that the control waits before it displays its contents. This is useful when the refresh period is so short, that a notification message would be overkill. The default is 500 milliseconds, which is half a second.



DynamicLayout



This property determines whether the control takes up screen real estate when hidden. This again maps directly to the CSS display: none; or visibility: hidden; properties that you have seen before.



In the following exercise, you see how to combine the UpdatePanel, the ScriptManager, and the UpdateProgress to make the ContactForm user control flicker-free.



Try It Out



Flicker-free Pages — Putting It All Together



In this exercise, you modify the user control ContactForm.ascx that you created earlier, wrapping the entire control in an UpdatePanel so the page doesn’t perform a full postback when you enter a message and click the Send button. To help users understand the page is busy when the message is being sent, you add an UpdateProgress panel to the control. Inside this control you place an animated GIF image that is available in the code download from this book. Alternatively, you can go to www.ajaxload.info and create your own animated image.



1.



Open the user control ContactForm.ascx from the Controls folder and in Markup View wrap the entire 
 element and the Label at the bottom of the control in an UpdatePanel with a . You can do this by typing the code directly in Markup View, or by dragging the control from the AJAX Extensions category of the Toolbox. You should end up with the following code:



  
 ....
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2.



Save the changes to the control and then open the file MasterPage.master from the MasterPages folder. Between the opening  tag and the  for the PageWrapper, add a ScriptManager control by dragging it from the Toolbox into the source of the page. You should end up with this code:






   



3. 4.



Save the changes to the master page and then close it. Open the UpdatePanel.aspx page you created in an earlier Try It Out and remove the ScriptManager element. Since this control is now declared in the master page, you can no longer redefine it in pages that are based on that master. Save the changes and close the page.



5.



Open the Contact.aspx page from the About folder in your browser and then fill in the contact form. Note that as soon as you click the Send button, the form disappears and is replaced with the label stating that the message is sent. Just as with the earlier example, you’ll notice no page flicker when the page reloads and displays the text Message Sent.



6.



To keep the user updated on the progress while the message is delivered to the mail server, you should add an UpdateProgress control to the page. Inside this control, you add an animated image and some text informing the user the message is being sent. To add the image, locate the folder where you extracted the files that come with this book (at C:\BegASPNET\Resources) with Windows Explorer. Open the Chapter 10 folder and then the Monochrome folder. Drag the file PleaseWait.gif from Windows Explorer into the Images folder of the Monochrome theme under App_Themes. Repeat this process, but now drag PleaseWait.gif from the DarkGrey folder into its respective theme’s Images folder. Figure 10-2 shows how both images should end up.



Figure 10-2
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Open the Monochrome.css file, scroll all the way down to the end, and add the following rule:



.PleaseWait { height: 32px; width: 500px; background-image: url(Images/PleaseWait.gif); background-repeat: no-repeat; padding-left: 40px; line-height: 32px; }



8. 9. 10.



Copy the exact same rule into the DarkGrey.css file for the DarkGrey theme. Switch back to the ContactForm.ascx user control and below the closing tag of the UpdatePanel at the end of the file, drag an UpdateProgress control. Set its AssociatedUpdatePanelID to UpdatePanel1. Between the  tags create a , and within this template, create a  element with its class attribute set to PleaseWait, the CSS class you created in step 7. Inside the  element, type some text to inform your users that they should hold on for a while. You should end up with this code:



    Please Wait... 
  



11.



To emulate a long delay while sending out the message so you can see the UpdateProgress control, add the following line of code to the Code Behind of the control, just after the lines that change the visibility of the controls in the method that sends out the e-mail:



VB.NET lblMessage.Visible = True FormTable.Visible = False System.Threading.Thread.Sleep(5000)



C# lblMessage.Visible = true; FormTable.Visible = false; System.Threading.Thread.Sleep(5000);



12.



Save all your changes and open the page Contact.aspx from the About folder once again. Fill in the required details and click the Send button. Shortly after you press the button, you should see the UpdateProgress control appear that displays text and an animated image below the form, shown in Figure 10-3.
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Figure 10-3



How It Works With the UpdatePanel in the user control, everything that falls within the ContentTemplate of the UpdatePanel will be updated upon postback, without affecting other parts of the page. This way, you can hide the form with the server controls and replace it with the Message sent label without causing any page flicker. To inform the user that his or her message is being sent, you also added an UpdateProgress control to the site. By default, this control will be shown when the update of the Ajax UpdatePanel it is attached to takes longer than 500 milliseconds (half a second) to refresh. The  element for the control contained a simple  element with its class set to PleaseWait. You added the following CSS rule to the two CSS files for the themes: .PleaseWait { height: 32px; width: 500px; background-image: url(Images/PleaseWait.gif); background-repeat: no-repeat; padding-left: 40px; line-height: 32px; }



This code first sets the dimensions of the Update message to be 500 pixels wide and 32 pixels high. This is enough to roughly span the width of the content block, giving you enough room for a longer message. The code then adds the animated image as a background image. To prevent the image from being repeated in the background, the repeat property is set to no-repeat. Then the left padding is set to 40 pixels. This moves the text in the  to the right, so it appears next to the animated image. Finally, the lineheight of the text is set to 32 pixels, the same height as the entire . This centers the entire text block vertically within the  element. Finally, you added the following line of code to the handler that sends the message: System.Threading.Thread.Sleep(5000);
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Chapter 10: ASP.NET AJAX This code halts the execution of the page for 5 seconds (the number you pass to the Sleep method is expressed in milliseconds) so you can get a good look at the message in the UpdateProgress control. In production code, you should remove this line, as it slows down the page considerably without adding any value to the page. In addition to user-triggered page updates as you saw with the Send button, you can also trigger page refreshes programmatically at a specified interval, as discussed in the following section.



Using the Timer Control The Timer control that you find in the AJAX Extensions category of the Toolbox is great for executing server-side code on a repetitive basis. For example, you can use it to update the contents of an UpdatePanel every 5 seconds. The contents of this UpdatePanel could come from a variety of sources, such as a database to show new content added to the site, the membership services to display the number of users that are currently online, or even external Web Services with information like stock quotes or the lowest prices for specific products your users may be interested in. The Timer control is pretty simple to use. At a specified interval, the control fires its Tick event. Inside an event handler for this event you can execute any code you see fit. If you hook up the Timer to the UpdatePanel using its Triggers collection, you can update a single region of a page whenever the Timer control ticks — that is, when it fires its Tick event. In addition to the standard properties that most controls have, such as ID and EnableViewState, the control has two properties you’re likely to use, as shown in the following table. Property



Value



Enabled



This property determines whether the Timer control currently ticks. When Enabled is True, the control raises its Tick event at the interval specified in the Interval property. When Enabled is False, the control does nothing and raises no events.



Interval



This property determines the interval in milliseconds between the Tick events that the control raises. For example, if you want the control to fire an event every minute, set this property to 60,000.



To see the Timer control at work, the following exercise shows you how to create a page that is continuously updated without a full postback. You could use the same principles to show any type of dynamic data you like.



Try It Out



Using the Timer Control in an ASPX Page



In this exercise, you see how to use the Timer control to update a region of the page. The Timer will tick every 5 seconds and then update a label. Besides the Timer, the page also has a regular button that when clicked allows you to refresh the screen on demand. This is a common scenario with automatically updating data, as it allows your users to force a refresh if they don’t want to wait for the next automatic update.
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Create a new page under the Demos folder based on your custom template and call it Timer.aspx. Give the page a Title of Timer Demo.



2.



From the page UpdatePanel.aspx you created earlier, copy the markup of the entire UpdatePanel control and then paste it within the Content control for the cpMainContent block of the Timer.aspx page you just created. Remove the button from the ContentTemplate. Finally, add three line breaks (
 elements) after the UpdatePanel to create some room. You should end up with this code:



      


 



3.



Still in Markup View, drag a Timer control from the AJAX Extensions category of the Toolbox right below the UpdatePanel and the line breaks.



4.



Drag a Button control below the Timer. Make sure both the Timer and the Button end up outside the UpdatePanel control by checking that the code looks like this:



 


   



5.



Switch to Design View, bring up the Properties Grid for the Timer control and set its Interval property to 5000 so it ticks every 5 seconds.



6.



Switch the Properties Grid to the Events category. Double-click the Tick event, shown in Figure 10-4.



Figure 10-4
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In the Code Behind, create a method (a Sub in VB.NET; a void method in C#) called UpdateLabel that sets the Text of Label1 equal to the current date and time. From the event handler that was inserted by VWD for you in the previous step, call this new method. You should end up with the following code:



VB.NET Protected Sub Timer1_Tick(ByVal sender As Object, ByVal e As System.EventArgs) _ Handles Timer1.Tick UpdateLabel() End Sub Private Sub UpdateLabel() Label1.Text = DateTime.Now.ToString() End Sub



C# protected void Timer1_Tick(object sender, EventArgs e) { UpdateLabel(); } private void UpdateLabel() { Label1.Text = System.DateTime.Now.ToString(); }



8.



Go back into Design View, and double-click the Button to set up its Click handler. Inside this handler, call the same UpdateLabel method:



VB.NET Protected Sub Button1_Click(ByVal sender As Object, ByVal e As System.EventArgs) _ Handles Button1.Click UpdateLabel() End Sub



C# protected void Button1_Click(object sender, EventArgs e) { UpdateLabel(); }



9. 10.



Return to Design View once more and select the UpdatePanel. Then open its Properties Grid (F4) and click the button with the ellipses for the Triggers property, shown in Figure 10-5. In the dialog box that follows, click the Add button to insert a new AsyncPostBack trigger. Set its ControlID to Timer1 and the EventName to Tick by choosing the right items from the drop-down lists of the Properties Grid. Repeat this step, but now add a trigger on Button1 for its Click event. When you’re done, your dialog box should look like Figure 10-6.
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Figure 10-5



Figure 10-6



11.



Click OK to dismiss the dialog box and switch back to Markup View and verify that your code looks like this:
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Chapter 10: ASP.NET AJAX If you’re using VB.NET, you won’t see the handler code for OnTick and OnClick. Instead, Visual Basic uses the Handles keyword to hook up the methods to the events in the code behind.



12.



Save all your changes and then request Timer.aspx in your browser. Note that the label is updated with the current date and time every 5 seconds. When you click the button, you’ll see that the Label control is updated immediately, instead of waiting for the next Tick event on the Timer control to occur.



How It Works In this exercise, you added a Timer control and a Button control outside the UpdatePanel that you copied from an earlier page. The Timer control has its Interval property set to 5000 which means it ticks every 5 seconds. When the Timer controls raises its Tick event, the code in the Code Behind of the Timer.aspx page runs the UpdateLabel method:



VB.NET Protected Sub Timer1_Tick(ByVal sender As Object, ByVal e As System.EventArgs) _ Handles Timer1.Tick UpdateLabel() End Sub



C# protected void Timer1_Tick(object sender, EventArgs e) { UpdateLabel(); }



The UpdateLabel method in turn updates the Label inside the UpdatePanel by setting its Text property to the current date and time. To have the Timer control update only the contents of the UpdatePanel and not cause a complete refresh of the page, it’s important to register it in the  element of the UpdatePanel, like this:    



This code registers both the Timer and the Button control as controls that can force a partial update on the UpdatePanel. Because of the Interval of 5,000 milliseconds on the Timer control, it automatically updates your screen every 5 seconds. If you can’t wait that long, you can also click the Button you added to the page. When the button is clicked, it causes a postback to the server where the Button control’s Click handler calls the same UpdateLabel method. Since the Button control is registered as a trigger for the UpdatePanel, the Label is updated without fully reloading the page. If you want to use the Button control to update the entire page and ignore the Ajax partial-page updates, simply remove the AsyncPostBackTrigger from the  element. Then, when you click the Button control, a normal postback occurs and the entire page is updated.
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Chapter 10: ASP.NET AJAX This scenario with an auto-updating panel and the ability to refresh the content with a button click is quite common. The auto-refreshing panel is a non-intrusive way to feed the user the most up to date information from the server. At the same time, if users want to refresh the data at any moment they choose, all they need to do is click a button. From a coding perspective, there isn’t much difference. In both cases, it all comes down to calling a single method: UpdateLabel.



The Trigger control concludes the discussion of the server-side controls that the ASP.NET AJAX Framework has to offer. What’s left is a discussion of using Web Services in your Ajax-enabled web pages and an introduction of the client-side JavaScript framework that you have at your disposal. During the discussion of Web Services and the client framework, you also see how to use the ScriptManagerProxy, the final control in the Ajax Extensions category of the Toolbox.



Using Web Ser vices in Ajax Web Sites The ability to call Web Services from any Ajax-enabled ASP.NET web site is a great addition to your web development toolkit. Being able to call arbitrary Web Services accessible over the Internet means it’s now much easier to access data at the client from other sources, such as your own web site, or external web sites that enable you to access their data through public Web Services, such as Google Search, Google Maps, Amazon, and Microsoft’s Virtual Earth. Before you can create and consume Web Services in your own application, it’s important to understand what a Web Service is, and how you define one in your ASP.NET project.



What Are Web Services? Web Services are essentially methods that you can call over the Internet and that can optionally return data to the calling code. This makes them ideal for exchanging data between different systems. Because Web Services are based on solid and well-understood standards, they make it easy to exchange data between different types of platforms. For example, with a Web Service it’s easy to exchange data between an ASP.NET web site running on Microsoft Windows and a PHP-based site running on Linux. But at the same time, it’s also possible to exchange data between an ASP.NET web site and a client browser using JavaScript. The Web Services in the Planet Wrox project will only be used to have a client page in the browser talk to the server and exchange data. So, in this site, both the server and the client are in the same web project — one executes at the client (the JavaScript that calls the web server), the other lives at the server (the Web Service itself). From a security point of view, this is the easiest solution as both parts trust each other. If you want your client-side pages to talk to a Web Service on a different domain, you need to set up security in the browser to allow this. Additionally, you can also use Web Services to have two servers or other applications (desktop applications for example) communicate with each other. In that case, one application (a Windows desktop application, a PHP or classic ASP web application, or even another ASP.NET Web Service) interacts with an ASP.NET Web Service over the network to exchange data. Both these scenarios fall outside the scope of this chapter though.
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Chapter 10: ASP.NET AJAX The Web Services you will create in the Planet Wrox projects look similar to ordinary methods you have created already. What’s different is that you need to decorate each method with a WebMethod attribute. An attribute is like a little tag or label that you can stick on code, like methods, properties, and so on to mark that piece of code as something special. Other code interacting with the attributed code can then see what attributes that code contains and make decisions based on that information. Don’t worry about that too much as you don’t have to read those attributes yourself when working with Web Services. All you need to do is stick the attribute on a method to turn it into a WebMethod and you’re good to go. For example, to change a standard method that returns a string into a WebMethod, you would apply the following attribute:



VB.NET  _ Public Function HelloWorld(ByVal yourName As String) As String Return String.Format(“Hello {0}”, yourName) End Function



C# [WebMethod] public string HelloWorld(string yourName) { return string.Format(“Hello {0}”, yourName); }



Note that in the VB.NET example, angle brackets are used to wrap the attribute. In addition, the code uses an underscore ( _ ) as the line-continuation character. In C# you use square brackets and you can place the attribute on its own line. With this attribute in place, you signal to the ASP.NET runtime that you really want to expose this method as a Web Method. This also allows you to create other methods in the same class that are not exposed as Web Services automatically, giving you flexibility in determining what to open up for the outside world. Besides the WebMethod attribute to mark the method as a Web Method, you generally place this method in a file with an .asmx extension and inside a class that inherits from System.Web.Services.WebService. You’ll see how this works in the following section.



Creating Web Services Creating Web Services with VWD is very easy. Just as with all the other document types, VWD comes with a template for a Web Service. You add a Web Service to the site using the Add New Item dialog box. You can then modify the service and test it out in a web browser using the standard test page that the ASP.NET runtime creates for you automatically. When the Web Service functions correctly, you can use it from your client-side JavaScript code, as you will see after the following exercise.



Try It Out



Creating a Web Service



In this exercise you will create a simple Hello World Web Service. This service accepts your name as an input parameter and returns a friendly, personalized greeting. There’s not much real world usage for
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Chapter 10: ASP.NET AJAX this exact Web Service. However, because of the simplicity in the service itself, it’s easier for you to focus on the underlying concepts.



1.



Create a new folder called WebServices in the root of your site to group all Web Services in the site in a single folder.



2.



Next, right-click this new folder and choose Add New Item. Click the Web Service item, call the service NameService.asmx, and make sure that your preferred programming language and Place Code in Separate File are selected, as shown in Figure 10-7.



3.



Click Add to add the service to the site. Notice how the .asmx file is added to the WebServices folder while the Code Behind file is placed in the site’s App_Code folder shown in Figure 10-8.



Figure 10-7



Figure 10-8
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Chapter 10: ASP.NET AJAX 4.



Open the NameService file in the App_Code folder and change the code for the HelloWorld method so it accepts a string and returns a personalized greeting. You should end up with code like this:



VB.NET  _ Public Function HelloWorld(ByVal yourName As String) As String Return String.Format(“Hello {0}”, yourName) End Function



C# [WebMethod] public string HelloWorld(string yourName) { return string.Format(“Hello {0}”, yourName); }



5.



Save all your changes, right-click NameService.asmx in the Solution Explorer, and choose View in Browser. Once the browser is done loading, you get a page that lists all the public Web Services defined in the NameService.asmx service. In this exercise, you should only see HelloWorld, shown in Figure 10-9.



Figure 10-9



6.



Click the HelloWorld link and you’ll be taken to a page where you can test out the service. Type your name in the yourName field and then click Invoke. A new window opens (see Figure 10-10), showing the XML that has been returned by the Web Service.



Figure 10-10
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Chapter 10: ASP.NET AJAX How It Works Web Services are essentially methods that can be called over the network, like the Internet or your local network. They are designed to enable applications to communicate and exchange data with each other. The underlying message format is XML, as you can see in Figure 10-10 that displays the result of the HelloWorld method. When you add a Web Service to your projects, not all methods in this file become web-callable methods automatically. To expose a method as a service, you need to apply the WebMethod attribute:



VB.NET  _ Public Function HelloWorld(ByVal yourName As String) As String



C# [WebMethod] public string HelloWorld(string yourName)



With this attribute, the method is visible for the outside world, and can thus be accessed by external systems. When you open an .asmx file in the browser, you automatically get a test page that lets you try out your services. In the case of the HelloWorld service, you submitted your name and clicked the Invoke button to send this name as a parameter to the service. The service responded by adding your name to the welcome message and then returned it as a string using String.Format:



VB.NET Public Function HelloWorld(ByVal yourName As String) As String Return String.Format(“Hello {0}”, yourName) End Function



C# public string HelloWorld(string yourName) { return string.Format(“Hello {0}”, yourName); }



As a first argument, the String.Format method takes a string that can contain numeric placeholders wrapped in a pair of curly braces ({}). Then for each numeric value, you supply a string value as subsequent parameters. In the previous example there is only one placeholder, but you can easily extend the call to the Format method with more parameters. For example, if you wanted to format a string with a first and last name, you’d use this code:



VB.NET Return String.Format(“Hello {0} {1}”, firstName, lastName)



C# return string.Format(“Hello {0} {1}”, firstName, lastName);



341 www.it-ebooks.info



 87593c10_6.qxd



1/25/08



9:54 AM



Page 342



Chapter 10: ASP.NET AJAX The String.Format method is great to make your strings much more readable. Instead of messy string concatenation using & or +, you simply define placeholders in the string, and then supply the values at runtime. Finally, the Web Service method returns the welcome message as a string. The Web Service runtime then takes care of sending this return value to the calling code; the test page in this example shows the return value as a raw XML string.



Although this is a trivial example, the concepts you have seen here also work for complex Web Services that exchange extensive data that goes beyond simple strings. Obviously, the test page is only used to test whether your service operates correctly. In real Web Services the data is usually consumed by other code, like a web application or client-side JavaScript. You’ll see how the latter works in the following section.



Using Web Services in Your Ajax Web Site Before ASP.NET AJAX, calling Web Services from a client browser and working with the data they return involved writing a lot of code; especially if you wanted it to work in all major browsers like Internet Explorer and Firefox. Fortunately, the Ajax Framework shields you from all the complexity and code that is needed to consume a Web Service. All you need to do is add an attribute to the Web Service to mark it as a service that can be called by a script. Then you register the service in the ScriptManager and write a few lines of JavaScript to invoke the service and receive its return value. This only works for services that are defined within your own web site as you’ll see next. If you want to call services that are not on the same domain as the page that calls them, you need to write additional code. This falls outside the scope of this book, but Professional ASP.NET 3.5: in C# and VB (ISBN: 978-0470187579) shows you more about calling external web services. In the following section you’ll see how to configure your Web Services so they can be called by clientside script. In the Try It Out that follows you see how to use this knowledge and call a Web Service from a client page.



Configuring the Web Service Earlier you saw how to mark a method as a Web Method by adding an attribute. This exposes the method to the outside world. To make a Web Service visible by client-side script also, you need to add an attribute to the service class. If you look at the NameService class in the App_Code, you see that the template already added the attribute for you, but commented it out:



VB.NET ‘  _



C# // [System.Web.Script.Services.ScriptService]



Simply remove the comment tags to expose the entire service as a client-script service.
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Chapter 10: ASP.NET AJAX Configuring the ScriptManager Recall from an earlier section in this chapter that the ScriptManager control is a required component in almost all Ajax-related operations. It registers client-side JavaScript files (those used by the Ajax framework and optionally your own), takes care of partial-page updates with the UpdatePanel, and handles interaction with the Web Services you have defined in your web site. You can add a ScriptManager to an individual page or to the master page so it becomes available throughout your site. After you add the ScriptManager, the next thing you need to do is tell the ScriptManager that you want to expose your Web Service to a client script. There are two ways to do this: ❑



In the ScriptManager in the master page



❑



In a content page that uses the Web Service, using the ScriptManagerProxy class



When you are going to use the Web Service in all or in most pages, you’re best off declaring the Web Service in the master page’s ScriptManager. You do this by giving the ScriptManager control a  element that in turn contains a ServiceReference control that points to your public service. For example, to make the NameService.asmx service you created available in all pages in your site, you’d add the following highlighted code to the master page:     



By referencing the service in the master page, it becomes available to all pages based on that master. This also means that each page will download the JavaScript files needed to run this service. This is a waste of bandwidth and resources if your page is not using the Web Service at all. So, for services that you use on only a few pages, you’re better off referencing the service in the page itself. On a normal page that doesn’t use a master page with its own ScriptManager you can simply add a ScriptManager to the Web Form directly. However, if you are using a master page that has its own ScriptManager (as is the case with the pages in the Planet Wrox web site) you need to use a ScriptManagerProxy control. Since you can only have one ScriptManager in a page, you can’t add another one in a content page that uses your master page with the ScriptManager. Therefore you need the ScriptManagerProxy to serve as a bridge between the content page and the ScriptManager in the master page, giving you great flexibility as to where you register your services. When you have the ScriptManagerProxy in place, you add the exact same  element to it as you saw with the ScriptManager itself:     



The ScriptManagerProxy control makes it easy to register Web Services and JavaScript files that are used in just a few content pages only.
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Chapter 10: ASP.NET AJAX The following exercise demonstrates how to register and access your Web Service from client-side code using the ScriptManagerProxy.



Try It Out



Calling Web Services from Client Code



In this exercise you register your Web Service in a ScriptManagerProxy control so it becomes available in one page only. In addition, you modify the service so its methods are accessible by script. Finally, you write some client-side JavaScript code that accesses the service and then displays its return value.



1.



The first thing you need to do is add the ScriptService attribute to your service class to mark it as callable by client-side script. To do this, open the file NameService.vb or NameService.cs from the App_Code folder and uncomment the line that defines the attribute. You should end up with this code:



VB.NET  _  _  _  _ Public Class NameService Inherits System.Web.Services.WebService



C# [System.Web.Script.Services.ScriptService] public class NameService : System.Web.Services.WebService {



2.



While you’re at it, change the Namespace property of the WebService attribute. By default, the namespace looks like this:



VB.NET  _



C# [WebService(Namespace = “http://tempuri.org/”)]



Although this name is fine during development of your Web Services, it should really reflect the unique name of your service once you put it in a production environment. If you have your own domain name, you can change the namespace to something like http://www.yourdomain.com/. If you don’t have your own domain, don’t worry about it. Even with the Namespace set to the default value of http://tempuri.org/, things will work fine.



3.



The next step is creating a page that uses the service and then registers it using a ScriptManagerProxy control. Add a new page in the Demos folder and call it WebServices.aspx. Make sure you base this page on your central BasePage template, so it has the correct master page set and inherits from the BasePage class in the App_Code
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Chapter 10: ASP.NET AJAX folder and then give it a Title like Web Services Demo. Once you add the page, drag a ScriptManagerProxy control from the Toolbox into the markup of the cpMainContent placeholder.



4.



Within the ScriptManagerProxy element, add a  element that in turn contains a ServiceReference with its Path set to the NameService you created earlier. Note that IntelliSense helps you pick the right file as soon as you type Path=” by showing you a list with files. Click Pick URL at the bottom of the list and browse to the service file in the WebServices folder. You should end up with this code in the WebServices.aspx page:



      



5.



Right below the closing tag of the , add an Input (Text) and an Input (Button) by dragging them from the HTML category of the Toolbox. By using plain HTML elements and not ASP.NET Server Controls, you can see that the code you are going to write really executes at the client. Set the id of the text box to txtYourName and the id of the button to btnSayHello. Set the value of the button to Say Hello. You should end up with this markup:



  



6.



Below these two lines, add a client-side JavaScript block with the following code:



 



7.



Save all your changes by pressing Ctrl+Shift+S, and then request the page WebServices.aspx in your browser. Enter your name and then click the Say Hello button. If everything turned out well, you should be greeted with a message from the Web Service, repeating your name. Figure 10-11 shows the alert window in Mozilla Firefox.
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Chapter 10: ASP.NET AJAX



Figure 10-11 If you get an error instead of this message box, or you see a small yellow triangle in the bottom-left corner of the screen, make sure you typed the JavaScript exactly as in the code snippet. JavaScript is case sensitive, so make sure you get all the capitalization right. Also make sure that the JavaScript block you added in step 6 comes after the input box and button that you defined earlier. Finally, make sure that the path to your Web Service matches the actual path of your .asmx service file.



How It Works The Web Service you used in this example is almost identical to the one you used in the test page in an earlier exercise. The only difference is the ScriptService attribute that marks the service as accessible by client-side script code. To expose the service to the client-side script in your application, you need to register it. You can do this in the  element of the  in the master page. The downside of registering the Web Service in the master page is that its client JavaScript is referenced in each and every page in your site. For a service you only use once or twice, it’s much better to add a ScriptManagerProxy to the specific page(s) and register the service there:     



All you need to do is refer to the service by setting the Path property. Just as with other server-side URLs you have seen in this book so far, you can use the tilde (~) syntax to refer to the application’s root. Once you have registered the service it becomes available in your client-side code. Note that IntelliSense in VWD is smart enough to discover the Web Services you have defined and registered. As soon as you type NameService followed by a dot in a client-side script block, IntelliSense kicks in again and shows the public methods it has found. Figure 10-12 shows the HelloWorld method highlighted in the IntelliSense list.



Figure 10-12
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Chapter 10: ASP.NET AJAX This makes it extremely easy to find the correct services you have defined in your site. This is a huge improvement over previous versions of Visual Studio that only had a fixed number of JavaScript-related items in the IntelliSense list. With Visual Web Developer 2008, IntelliSense is now actually able to look at your code and fill the IntelliSense list with the right variable names, methods, services, and so on that it finds in your code. To see how the actual page works, and access the Web Service, take a look at the code in the 
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