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Abstract This project aims to investigate new interaction styles in teaching computer programming. There is often little overlap between text-based and visual programming languages. The intended outcome of this project is the design and implementation of a new programming language with focus on novel interaction techniques, which combines the benefits of different existing languages. Evaluating the HCI in current novice programming systems (Scratch, Alice, Greenfoot) has led us to propose new heuristics for these kinds of tools. Cognitive models of viscous interactions in block-based and textbased languages have also been compared. Early prototypes have been created, with some preliminary evaluations being used to refine the ideas. 1. Introduction This PhD concerns the development of a new beginners’ programming language, tentatively aimed at students beginning to program in early secondary school, beginning around age 12. The project is in its first year. There are various novice programming tools used real-world teaching, but the three major systems in this user space are Scratch, Alice and Greenfoot. Scratch and Alice are not true “visual languages” (not that they claim to be), but provide a drag-and-drop interface for building a program in “blocks”. Informally, programming editors can be sketched along two axes: the balance of mouse and keyboard input, and the perpendicular axis from textual to graphical presentation. The proposal here is for a tool that fits somewhere in the upper-left quadrant of that graph, where we have the speed and flexibility of text (or text-like) input, but the student benefits from the editor visualising the structure of the program and providing passive feedback as code is written (Figure 1). Evaluating the HCI in current novice programming systems (including Scratch, Alice and Greenfoot) has led us to propose new heuristics for these kinds of tools. Cognitive models have been constructed which explore the differences between block-based and text-based languages, and these have, in turn, fed into the development of the heuristics. With these in mind, we have also begun to design early prototypes of notations, and to form high-level ideas about the language’s underlying model, though this is unlikely to be radically different from mainstream object-oriented models. 2. Background There are a range of languages and environments used in novice programming. As well as Scratch, Alice, and so on, mainstream languages like Java, Visual Basic and Python are sometimes used – albeit in a novice environment like Greenfoot. Greenfoot is a beginners’ environment for Java, a mainstream textual language. Greenfoot programs are entered as text from the keyboard, whereas block programs are usually controlled with the mouse. Scratch and Alice provide such a drag-anddrop interface for building a program Lego-like “blocks”. There are less common interactions as well – Kodu (Anderson et al.) is a system that uses an Xbox 360 controller to enter the program.
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Programmer input Figure 1 – Input vs. presentation 2.1. Interaction in novice systems Pane & Myers (1996) documented 29 heuristics, grouped under eight of Nielsen’s (1994) more general heuristics, as categories. Pane & Myers’ heuristics are based on novice programming studies up until 1996. The intervening years have seen a number of new systems. Tools like Scratch or Alice are markedly different in interface terms to the examples Pane & Myers had to draw on. Non-text, entry-level programming is also opening up for mobile platforms (Google’s App Inventor) and games consoles (Anderson et al.). The interactions used by a games console and its controller seem very different to those we would use when typing a BASIC or Pascal program. Ko, Myers & Aung (2004) identified six learning barriers in programming – design barriers, understanding barriers, etc. – and proposed, as part of their solution, some broad heuristics. They too note that Pane & Myers’ heuristics cover some, but not all, of the known problems. They begin to propose some simple heuristics, derived from their user study, but believing these are still too general, end up in proposing heuristics for a specific scenario (their “factory” metaphor). 2.2. Error prevention Research in programming education shows the extent to which “trivial mechanics” of syntax – braces, semicolons, etc. – interfere with students’ learning of higher-level programming concepts. Syntax errors occur frequently in novice programs, as seen in Robins, Haden & Garner (2006). Maloney et al. (2010) observe that a child playing with plastic Lego bricks will not encounter error messages – either the blocks fit together, or they don’t. A design following the engineering principle of “Poka Yoke” (error-proofing) can only be manipulated in a certain way (Shingō, 1986). Scratch, Alice and similar languages very tightly constrain the programmer’s ability to introduce syntax errors. However, a programmer who edits a text program might – legitimately – introduce temporary syntax errors as the program passes through various intermediate states. Jadud (2006) noted how some students moved to a different part of the program when they encountered an error, leaving what they were working on incomplete. Birnbaum and Goldman (2005) show that the program does not need to be in a run-ready state after every intermediate edit. In preventing errors, the block-based languages make editing an existing program more viscous. 2.3. Viscosity As part of this PhD’s new work, semi-automated Cog Tool models (John, Prevas, Salvucci, & Koedinger, 2004) have been used to compare the viscosity of adding, modifying, moving and deleting code in text-based and block-based teaching languages. Figure 2 shows the reduced viscosity in Java PPIG, University of York, 2011
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(with Greenfoot), compared to Alice and to Scratch. In particular, the block-based languages are more viscous when it comes to modifying the contents of a statement, and moving a statement or block from one part of the program to another. In the radar diagrams, a smaller area is less viscous. Points across the four axes represent the viscosity in the four tasks above – lower values mean that the task is less viscous.



Figure 2 – Greenfoot and block languages 3. New heuristics Since this project is still in its first year, one of the largest outputs so far has been a provisional set of heuristics for evaluating novice programming tools. The thirteen heuristics are in four subsets - those that apply to the “feel” of the system, the mental model, program presentation, and code interaction (Figure 3). 3.1. Rationale Pane & Myers’ (1996) described heuristics for evaluating novice programming systems. One drawback of Pane & Myers heuristics is simply their length. Because they are organised along Nielsen’s system, the categorisation is not always clear-cut, and there is some duplication between categories. Having initially attempted to evaluate Scratch, Alice and Greenfoot with existing heuristics, we found it hard to say clearly where a given problem lay amongst the categories. Some appear to fit more than one heuristic, while others do not seem to have a natural home and must be “shoe-horned” into Nielsen’s scheme. The new heuristics build on previous heuristics, the literature on novice programming, cognitive dimensions of programming generally, and new evaluations of novice tools. 3.2. Discussion Several iterations of the heuristics have been looked at, resulting in the following thirteen: 1 2 3 4 5 6 7 8 9 10 11 12 13



The system should be engaging to the right audience-level of learners The system should be non-threatening in its approach and feel The system’s language and model should avoid redundancy The system’s underlying model should use abstractions appropriate for the given learners a. The model and the language should ensure [internal] consistency with themselves b. The user interface should be consistent, as with any usability The user interface should present salient information with good visibility The user interface should use secondary notations, but carefully The user interface should maintain simplicity and clarity in its presentation a. For reading and comprehension, the presentation should use human-centric syntax b. For entry and modification, the interaction should take into account human-centric syntax The interaction should allow user freedom in the order of doing things The system should minimize viscosity at the level of editing individual statements The system should avoid errors, or use soft fails The system should provide timely and constructive feedback
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These heuristics were demonstrated with evaluations of Scratch, Java and Visual Basic, as summarized in a paper we hope to complete shortly. Viscosity, for example, can be seen when trying to move a statement block in Scratch. Cryptic symbols like braces { } and semicolons ; are not what we would consider “human-centric” when they are used as delimiters in Java programs. Text-based languages often have broadly similar secondary notations, where font style and colour are used to emphasise particular keywords or identifiers. Scope is sometimes highlighted in these languages. The Greenfoot/BlueJ code editor uses background “boxes” of colour to show scope. In some editors, emphasis would be placed on bracket or brace pairs, to make scope easier to see.



Figure 3 – Heuristics in four sets In addition to a preliminary paper regarding the heuristics, the next step would seem to be a wider validation with other evaluators – the method used by Sears (1997), for example. Separately, we have begun to map relationships between the heuristics in our sample systems. It has been suggested that we produce a version of the heuristics as HCI patterns, and we have already produced a draft of the heuristics phrased as questions, based on specific examples from real systems. 4. Towards a new system -1. Prototypes 2. Deciding language structures 3. Next few steps? 5. Acknowledgements My supervisor is Michael Kölling at the University of Kent. Sally Fincher suggested using patterns, and approaches to validation. Michael Kölling sketched the first version of the graph in Figure 1.
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