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Abstract. The wide availability of on-board cameras in mobile devices and the increasing demand for higher capacity have recently sparked many new color barcode designs. Unfortunately, color barcodes are much more prone to errors than black and white barcodes, due to the chromatic distortions introduced in the printing and scanning process. This is a severe limitation: the higher the expected error rate, the more redundancy is needed for error correction (in order to avoid failures in barcode reading), and thus the lower the actual capacity achieved. Motivated by this, we design, engineer and experiment algorithms for decoding color barcodes with high accuracy. Besides tackling the general trade-off between error correction and data density, we address challenges that are specific to mobile scenarios and that make the problem much more complicated in practice. In particular, correcting chromatic distortions for barcode pictures taken from phone cameras appears to be a great challenge, since pictures taken from phone cameras present a very large variation in light conditions. We propose a new barcode decoding algorithm based on graph drawing methods, which is able to run in few seconds even on low-end computer architectures and to achieve nonetheless high accuracy in the recognition phase. The main idea of our algorithm is to perform color classification using force-directed graph drawing methods: barcode elements which are very close in color will attract each other, while elements that are very far will repulse each other. Keywords: Graph Drawing; Color Barcodes; Color classification.
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Introduction



Barcodes are optical machine-readable representations of data, capable of storing digital information. They are currently deployed in many scenarios and are typically printed and scanned by several devices, including desktop scanners and mobile devices. This process is often modeled by a noisy printing and scanning (print-scan) channel. Due to the noise, interference and distortion introduced by this channel, a scanned barcode image may be corrupted, and thus algorithms for ?
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decoding barcodes must necessarily be able to cope with errors. This is accomplished by adding redundancy, which is a viable method to increase reliability in a noisy channel at the price of a reduction of the information rate. In such a scenario, the trade-off between reliability and data density of barcodes is a significant design consideration: the larger is the expected number of errors to be tolerated, the larger is the amount of redundancy needed in the barcode, and the smaller is the resulting barcode data density. In order to increase the data density, several 2-dimensional (2D) barcodes have been introduced, such as the Aztec and QR (Quick Response) codes, which are gaining enormous popularity in a wide range of applications. In many cases, 2D barcodes are captured with digital cameras embedded in smartphones and portable devices, which are inherently capable of capturing color information. Both the wide availability of on-board cameras in mobile devices and the increasing demand for higher density barcodes have thus motivated the need for 2D color barcodes [2, 3, 5, 7]. Color barcodes generate each module of the data area with a color selected from 2k different colors (e.g., 4-color barcodes encode 2 bits per module and 8-color barcodes encode 3 bits per module), where a module (or cell) is the atomic information unit of a 2D barcode. In theory, the data density of a color barcode with 4 (respectively 8) colors can be twice (respectively three times) larger than the data density of the corresponding black and white barcode. In practice, the actual data density of color barcodes is substantially limited by the redundancy added for error correction, due to distortions introduced by the print-scan channel. In particular, colors are more sensitive to chromatic distortions, and thus the error rate of color barcodes may be significantly larger than the error rate of black and white barcodes, all other conditions being equal (i.e., with all barcodes being generated, printed and scanned under same conditions, such as module size, amount of redundancy, printing and scanning resolution and devices). The larger error rates typical in color barcodes could be mitigated by the use of a larger amount of redundancy in the coding. Unfortunately, this approach reduces correspondingly the data density potentially offered by color barcodes, thus weakening substantially their benefits. In this paper we investigate the applicability of 2D color barcodes to mobile applications. Besides addressing the general trade-off between error correction and data density, there are challenges that are specific to mobile scenarios and that make the problem much more complicated than in traditional desktop environments. Indeed, traditional desktop scanners operate typically under homogeneous light-controlled conditions, while mobile phone cameras induce a strongly non-uniform illumination to the barcode to be decoded, thus introducing more noise and distortion in their print-scan channel. This would motivate the need for more sophisticated decoding algorithms. Unfortunately, in mobile devices computational resources and performance are critical issues, which makes the usage of more sophisticated algorithms largely unpractical. In other words, the main challenge here is to design simple decoding algorithms, which can be implemented and run in few seconds on a low-end computer architecture (such as a smartphone), but are still capable of achieving high decoding accuracy: this is



particularly important to decrease the error rates and to consequently reduce the redundancy needed for error correction, so as to fully exploit the full potential in data density offered by the usage of colors. The main contributions of this paper are the following. First, we perform a thorough experimental study of several known color classifiers and clusterers, in order to identify the most promising approaches for decoding color barcodes in mobile scenarios. Our experiments show that simpler methods are much faster in practice, but appear not to be effective in decoding accuracy (in terms of error rates). On the opposite side, more sophisticated methods are more effective in accuracy, but require higher computational costs and decoding times, and thus are not practical enough to be implemented on low-end computing platforms. Motivated by this, we design and engineer a new decoding algorithm which seems to take the best of the two worlds: i.e., it is fast and efficient as simple methods, but at the same time it has a decoding accuracy similar to the more sophisticated methods. Interestingly enough, our algorithm provides a new and intriguing application of graph drawing methods. For the sake of homogeneity, we report here experiments performed on the same color barcode scheme, i.e., HCC2D [5]. However, we stress that most of the conclusions that can be drawn from our experiments are about color classification, and thus depend only on chromatic issues, rather than on the particular barcode considered. As a result, the main findings of this paper can be extended in general to any color barcode.
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Experimental Setup



Test Environment. Our codes were mostly written in Java, compiled with JDK 1.7. For performance issues, some critical functions (e.g., image processing) were written in C and compiled with gcc 4.7.3 with optimization flags -O2. All the experiments reported in this paper were run on a low-end PC, equipped with a 1.73 GHz Intel dual core processor, 32KB L1-Cache, 256 KB L2 cache, 3MB L3-cache, 2 GB RAM, running OS Linux Debian 6.0. All our software implementations could not be ported to and timed accurately in mobile devices, such as a smartphone, and thus as a first approximation we took the performance on a low-end PC as a proxy of the performance a modern smartphone. Data Sets. Our data set consists of 100 different color barcode (HCC2D) scans collected from real-life applications. Those scans were pictures acquired from the on-board cameras of different mobile phones, mainly from the Google Nexus family. Pictures were taken from different angles, under a large variety of light conditions and at various distances (with the only constraint that the distance between the device and the barcode allowed the camera’s autofocus to work properly). In particular, each barcode used 4 colors and contained a total of 21,609 (147 × 147) color cells, each of size 4 × 4 printer dots. In the HCC2D barcode design, 512 color cells are used for representing 128 color palettes, which are used to display the reference colors in several parts of the barcode, and 1,377 cells are used for control purposes (i.e., for internal orientation calibration and self-alignment markers). The remaining 19,720 color cells (4,930 bytes) are used



for data, which included also the space needed for error correction. Each barcode underwent a real printing and scanning process (i.e., barcodes were not distorted artificially) and the printing resolution was set to 600 dpi. Metrics Used. We define the number of byte errors as the number of incorrectly received bytes (altered due to noise, interference, distortion or synchronization errors in the print-scan channel). We measure errors in the print-scan channel with the byte error rate (ByER), defined as the number of byte errors divided by the total number of bytes available for data in the barcode. ByER may be expressed as a percentage.
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Color Classification in Desktop and Mobile Scenarios



In previous work [8], we performed a thorough experimental study of algorithms for decoding color barcodes in desktop scenarios, i.e., when barcodes were printed and scanned on low-cost color laser multifunction printers/scanners. In particular, we evaluated the practical performance of several state-of-theart methods for color classification in this framework. The algorithms considered were chosen so as to be representative of general methods, and included minimum distance classifiers based on the Euclidean distance in the color space (Euclidean), clustering based on k-means (K-means) and on the Louvain method [1] (Louvain), decision trees based on Logistic Model Trees (LMT), probabilistic classifiers (Naive Bayes) and algorithms based on support vector machines (SVM). Note that the last three methods (LMT, Naive Bayes and SVM) require an initial preprocessing phase of supervised learning through training examples. We refer the interested reader to [8] for a description of those methods and of the experiments performed in a desktop environment. We only report here that the main experimental findings of [8] showed that the impact of different color classifiers on the error rate achieved in decoding can be quite significant. In particular, the use of more complicated techniques, such as support vector machines, did not seem to pay off, as they did not achieve better accuracy in classifying color barcode cells. The lowest error rates were indeed obtained with K-means (ByER of 4.54% on average) and Naive Bayes (ByER of 6.21% on average). From the computational viewpoint, K-means seemed to be the method of choice, since it was faster in practice than Naive Bayes (and it did not required supervised learning). We start by illustrating here the results of the same experiment as in [8], but this time on the color barcodes acquired from mobile devices described in Section 2 rather than on the barcodes acquired with desktop scanners. We expect different outcomes in this experiment, since the two data sets (barcodes from desktop scanners and from mobile devices) have rather different underlying characteristics: in particular, since desktop scanners have controlled light intensity, while pictures taken from phone cameras present a much larger variation in light conditions, we expect that it would be more difficult to decode successfully barcodes acquired from mobile devices. The results of this experiment are illustrated in Figures 1(a) and 1(b), which show respectively the Box-and-Whisker plots for



(a) Effectiveness



(b) Efficiency



Fig. 1. Box-and-Whisker plot for (a) ByER data and (b) computational time related to barcode reading by mobile phones. (Viewed better in color).



the byte error rates and the running times of the different methods in this new scenario. We recall here that Box-and-Whisker plots depict the smallest observation (sample minimum), lower quartile (Q1), median (Q2), upper quartile (Q3), largest observation (sample maximum), and the mean. The running times of the Louvain method are not included in Figure 1(b), since they were much higher (several tens of seconds) than the other methods. The first striking difference with the experiments for desktop scanners was that in the new data set K-means was no longer the most effective algorithm: in the new experiment K-means was able to decode successfully only 68% of barcodes acquired from mobile devices, and its accuracy degraded sharply for the remaining 32% of barcodes. Most of those barcodes were suffering from strongly non-uniform illumination conditions, a problem which seems to occur frequently with mobile phone cameras. To show this phenomenon, Figure 2 illustrates the differences in quality when acquiring the same barcode with a desktop scanner or with the on-board camera of a mobile device. Out of the 21, 609 cells of this barcode, 5, 610 were black, 5, 082 cyan, 5, 216 magenta and 5, 701 white, which yields that out of the approximately 4.66 · 108 (ordered) cell pairs, 1.16 · 108 are of the same color, and 3.50 · 108 are of different colors. If we consider the chromatic distances between cell pairs, in this sample at least ideally 1.16 · 108 cell pairs will have distance equal to 0, and 3.50 · 108 pairs will have distance strictly larger than 0. In particular, there will be 6 different groups with Euclidean distance larger than 0, one for each (unordered) pair with different colors. This situation is illustrated in Figure 2(a). In practice, however, there will be chromatic distortions, and consequently we expect that the chromatic distances between color cells can be quite different from their theoretical values: in particular, two cell pairs of the same color might have distances larger than 0, while two cell pairs of different colors might get much closer in distance. Figures 2(b) and 2(c) illustrate the chromatic distances between color cells when the same barcode is acquired by a desktop scanner (Figure 2(b)) or by the on-board camera of a smartphone (Figure 2(c)). As it can be seen from those figures, it is much easier to recognize colors when the barcode is acquired by a desktop scan: one could just simply assume that



(a) Digital File (no print-scan channel)



(b) Desktop Scan



(c) Mobile Scan



Fig. 2. Frequency plots (millions of occurrences) of Euclidean distances in ideal, desktop and mobile scenarios. (Viewed better in color).



any two color cells encode the same color if their chromatic distance is below a certain threshold, and they encode different colors otherwise. On the opposite, deciding whether two cells encode the same color or not becomes a much more difficult task when the chromatic distances are distributed as in Figure 2(c). Turning back to the running times of the different algorithms (Figure 1(b)), the simpler methods (Euclidean and K-means) were able to run in order of seconds on a low-end computing architecture, while the remaining methods were too slow or too difficult to implement efficiently and required an initial preprocessing for supervised learning. This raises an interesting challenge, since there does not seem to be an efficient and effective method for mobile applications. Indeed, efficient methods (such as Euclidean and K-means) appear not to be effective (in terms of decoding accuracy and error rates) while the more effective methods (such as LMT, Naive Bayes and SVM) do not seem to be practical enough to be implemented on low-end computing platforms. Ideally, we would like to design methods that can take the best of the two worlds: i.e., simple and efficient as Euclidean and K-means, but at the same time effective as LMT.
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Force-directed Graph Drawing Algorithms



Towards this end, we experimented with many other algorithms for color classification. For lack of space, we do not report here all the result of our experiments, but we only mention that relatively promising results were obtained with force-



directed graph drawing algorithms, which are mainly used to draw graphs in an aesthetically pleasing way. Their main objective is to position the nodes of a graph in a given space, by assigning forces among the set of edges and the set of nodes, based on their relative positions, and then using these forces either to simulate the motion of the edges and nodes or to minimize some particular energy value. In particular, the algorithm by Fruchterman and Reingold [4]) resulted to be among the most effective approaches in our framework. In order to exploit graph drawing algorithms in our settings, we build a graph from a color barcode: this graph is referred to as a barcode graph and is defined as follows. For each color cell in a barcode there is a node in the barcode graph, and thus a barcode graph contains 21,609 nodes. The barcode graph is a complete graph: there is an edge between any pair of nodes, with its cost being proportional to the chromatic distance between the two corresponding color cells, for a total of more than 246 million edges. The smaller the cost of a given edge, the more likely is that the two barcode cells at its endpoints share the same color, and thus the attraction / repulsion forces between nodes in the barcode graphs can be set according to the edge costs. Clearly, the barcode graph is very large, and several heuristics could be applied to reduce its size (such as considering edges only within certain thresholds of their cost). Unfortunately, force-directed algorithms tend to be slow in practice: in our experiments, they required more than 20 seconds to process even very small barcode graphs, such as graphs corresponding only to smaller portions of a given barcode (e.g., 30×30 color cells, corresponding to graphs with hundred nodes and thousand edges). To circumvent this problem, we tried to combine the effectiveness of a forcedirected algorithm with the efficiency of simpler methods (such as Euclidean) by designing a 2-phase algorithm which intuitively works as follows. In the first phase, we use Euclidean to decode the color cells which are apparently easy to classify. Since it plays a role in our algorithm, we now describe in detail this method. Given a barcode, Euclidean first computes reference black, cyan, magenta and white colors by averaging the chromatic components of cells contained in the color palettes. Each color cell is then classified according to its shortest (Euclidean) distance to the reference colors. In the second phase, we apply a force-directed algorithm only to the remaining color cells that still need to be classified. If we succeed in classifying a large majority of the color cells (say 90-95%) during the first phase, then the barcode graph produced in the second phase may be small enough to be handled efficiently by the force-directed algorithm. The trade-off between the first and the second phase is a significant tuning parameter that will be addressed in more details later. We call this algorithm Hybrid Force-Directed: we next describe how to implement its two phases in more detail. 4.1



First Phase



At the beginning of the first phase, we try to evaluate the quality of the barcode image under processing. Intuitively speaking, if we realize that we are processing an “easy” barcode image, we could try to decode large portions of its color cells



Fig. 3. Palette Score and Euclidean ByER. (Viewed better in color).



with simple methods, such as Euclidean. Conversely, “hard” barcode images might require the use of more sophisticated methods for many of its color cells. How can we decide whether the barcode image under consideration is easy or hard to decode? For which color cells do we decide to stop using simple methods and start using more sophisticated algorithms? This is a difficult task, since color cells may reveal to be easy or hard to be classified depending on several factors (e.g., chromatic distortions or light variations) which may occur under different variations in barcode images and even within the very same barcode image. We do this as follows. At the beginning, we let all color palettes in the barcode (for which we know the true colors) classify each other according to their chromatic distances. Next, we assign a score to each color cell of a palette, reflecting how many color cells in the other palettes were classified correctly in this process. We can then compute a palette score for the entire barcode image, which takes into account the single scores obtained by the color cells in all the palettes. This score is normalized and ranges from 0 to 1, with higher scores reflecting better reciprocal classifications among the color cells in the palettes. In our experiments, the following simple definition of score revealed to be effective. Let c be a color cell of a palette and T (c) ∪ F (c) a partition of the set of color cells in all palettes, where T (c) contains all color cells with the same color as c and F (c) contains all color cells having color different from c. The score of c is the fraction of color cells ct ∈ T (c) such that the Euclidean distance d(ct , c) ≤ mincf ∈F (c) {d(cf , c)}. The palette score for the entire barcode image is then the average of scores obtained by the color cells in all the palettes. Since color palettes are replicated in different parts of the barcode area, they are supposedly distorted in the same way as the other color cells in the barcode: thus, we expect “easy” barcode images to have higher palette scores, and “hard” barcode images to have lower palette scores. This intuition was confirmed by our experiments. In particular, we report in Figure 3 the results of an experiment which compares the distribution of palette scores to the distribution of byte error rates (ByER) of the Euclidean method for the barcodes in our data set. As it can be seen from the figure, there is strong inverse correlation between the two



distributions: the higher is the palette score of a barcode, and the lower is the byte error rate achieved by Euclidean. A Spearman correlation of -0.79 between the two distributions confirms that the palette score provides a good indication on whether the simple Euclidean method is able to decode successfully a given barcode image. We thus use the palette score to decide when to stop the first phase: all the color cells that have not been classified by Euclidean (and are expected to be harder to be classified) are passed to the second phase. 4.2



Second Phase



In the second phase, we analyze the color cells that were not classified before. In our experiments, few color cells survived to the second phase: the resulting barcode graph had typically much less than a thousand nodes, and it was substantially sparse, which made it possible to apply a force-directed method effectively. With this approach, cells which are very close in the color space will attract each other, and cells that are very far in the color space will repulse each other. To take into account also the effects of color cells that were classified before, we add 4 super-nodes: each super-node represents all the color cells that were already classified with a given color during the first phase. We connect the super-nodes to the color cells that are left in this phase, and set their edge costs suitably by taking into account both chromatic distances and sizes of super-nodes (total number of cells that were already classified with that color). In particular, in this phase we use as a fast force-directed method OpenOrd [6], which is based on the Fruchterman-Reingold algorithm. OpenOrd allows the ability to control node clustering by ignoring, or cutting, the long edges. This can be done by varying the edge-cut parameter from 0 (no cutting) to 1. The iterations of OpenOrd are controlled via a simulated annealing type schedule consisting of five different phases (liquid, expansion, cool-down, crunch, and simmer). In our experiments we found that the best results were achieved with edge-cut set to 0.8, and when the schedule spent 25% of its time in each of the first three phases, 10% in the crunch phase, and 15% in the simmer phase. Figure 4 depicts the layout of a barcode graph with 1,056 nodes, obtained after 300 iterations of OpenOrd. Note that in this particular case, one supernode (cyan) is of small degree, since most of the cyan color cells were already classified during the first phase. Finally, we use the layout produced by OpenOrd to produce four different clusters corresponding to the four colors. To do that, we try to select four different centers of mass in the layout graph and use them to identify the clusters. Among all the methods we experimented for the selection of the centers of mass, one of the most effective was based on PageRank: we picked nodes with the highest PageRanks in the layout graph, and computed the four centers of mass according to those nodes.
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Experimental Results



In this section we report the results of our experimental study on the algorithm Hybrid Force-Directed described in Section 4. In particular, we are



Fig. 4. The result of the OpenOrd Layout algorithm on a color barcode graph with 1,056 nodes. The 4 super-nodes are highlighted in the layout. (Viewed better in color).



interested in comparing the new algorithm to the best methods resulting from our experiments: i.e., Euclidean for efficiency and LMT for effectiveness. This is reported in Figure 5, which shows the Box-and-Whisker plots for the byte error rates and the running times of the three algorithms. As it can be seen from this figure, Hybrid Force-Directed seems a good trade-off between the simpler (Euclidean) and the more complicated (LMT) methods. In particular, Figure 5(a) shows that Hybrid Force-Directed has accuracy in detection (measured in byte error rate) closer to LMT than to Euclidean. As far as the running times of the three different algorithms are concerned, as shown in Figure 5(b), Euclidean is the simplest and fastest method, and it is capable of classifying each color barcode in our data set in a few milliseconds. Hybrid Force-Directed was also fast (of the order of 1 second), while LMT classifier had a higher computational overhead, as it required almost 4 seconds on average. In summary, one can argue that Hybrid Force-Directed can be as effective for our problem as a machine learning method (such as LMT), but is simpler and more efficient in practice, so that it can be successfully deployed on low-end computing architectures. To give more details on the accuracies obtainable with the different methods, and on the implication of this aspect on the achievable data density, we illustrate



(a) Effectiveness



(b) Efficiency



Fig. 5. Box-and-Whisker plot for (a) ByER data and (b) computational time related to Euclidean, our Hybrid Force-Directed and LMT. (Viewed better in color).



Fig. 6. Percentiles for ByER data related to the Euclidean classifier, our Hybrid ForceDirected algorithm and the LMT method. (Viewed better in color).



in Figure 6 the percentiles of ByER distributions (i.e., values below which specific percentages of the data are found). In particular, we can read the percentile plot as follows. Consider the 90-th percentile (the value below which 90% of the cases fall) for ByER of Hybrid Force-Directed: this is highlighted in the figure, and has value 0.1202. This means that 90 barcodes out of 100 would be decoded if the symbols were robust to ByER up to 12.02%. If Hybrid Force-Directed is used for color classification, we may state that P rob(ByER < 12.02%) ≈ 90%, even if this is just an estimation of the probability on the basis of ByER data collected in our experiments. If we wish to correct those errors, then we need twice as many redundant symbols. In other words, in order to achieve a success rate of 90%, the redundancy rate (RR) should be approximately 24.04%, which will reduce the data rate (DR) to about 75.96% of the overall capacity. Because color barcodes of our experiments are capable of storing 4,930 bytes/inch2 (data



Table 1. Performance as function of success rate for barcode reading. Tolerable Data Data Tolerable Data Data Tolerable Data Data ER Rate Density ER Rate Density ER Rate Density 2 2 (ByER) (DR) B/inch (ByER) (DR) B/inch (ByER) (DR) B/inch2 85% Success Rate 90% Success Rate 95% Success Rate Euclidean Hybrid FD LMT



0.1210 0.1050 0.0841



0.7580 0.7900 0.8318



3,736.94 3,894.70 4,100.77



0.1545 0.1202 0.1195



0.6910 3,406.63 0.7596 3,744.83 0.7610 3,751.73



0.1667 0.1536 0.1364



0.6666 0.6928 0.7272



3,286.34 3,415.50 3,585.10



plus redundancy), to achieve a success rate of 90%, we can obtain an effective data density of at most 3,744 bytes/inch2 . Table 1 shows the trade-off between data density and reliability (in terms of success rate) for the tree methods that can be inferred from Figure 6. In this table, the error rates that can be tolerated to achieve the target success rates are illustrated for three different levels (85%, 90% and 95%), along with the corresponding data rate (DR), which is expressed as ratio of data bytes to overall bytes (data plus redundancy bytes), and data density. As it can be seen from Table 1, to achieve a success rate of 90%, we can obtain an effective data density of at most 3,406 bytes/inch2 with Euclidean, 3,744 bytes/inch2 with Hybrid Force-Directed, and 3,751 bytes/inch2 with LMT. In other terms, Hybrid Force-Directed is able to achieve the same data density as LMT, which improves by roughly 10% the data density of Euclidean, while still maintaining reasonable decoding times.
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