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Object Design Atul Gupta p



Recap (Design) • System Design – Design goals – Subsystem Decomposition – Subsystem y Refinement • • • • • •



Concurrency Hardware/Software Mapping Persistent Data Management Global Resource Handling and Access Control Software Control Boundary Conditions



• Object Design



Object Design: Completing the Puzzle • The pieces found during object design are: – New solution objects j – Off-the-self-components and their adjustments – Design Patterns – Specification S ifi ti off subsystem b t iinterfaces t f and d classes



Application domain vs. solution domain objects • Application objects (also called domain objects) represent concepts of the domain that are relevant t the to th system t – They are identified by the application domain specialists and by the end users



• Solution objects represent concepts that do not have a counterpart in the application domain domain, – They are identified by the developers – Examples: p Persistent data stores,, connection objects, j , user interface objects, data structures, middleware



Application Domain vs Solution Domain Objects Requirements Analysis (Language of Application Domain)



Object Design (Language of Solution Domain) Incident Report



Incident Report



Text box



Menu



Scrollbar



Implementation of Application Domain Classes • New objects are often f needed during object design: – The use of design patterns introduces new classes – The implementation of algorithms may necessitate objects to hold values (Data Structures) – New low-level operations may be needed during the decomposition of high-level operations



• Example: The eraseArea() operation in a drawing program. – Conceptually very simple – Implementation • • • •



getArea() represented by pixels repair () cleans up objects partially covered by the erased area redraw() draws objects uncovered by the erasure draw() paints pixels in background color not covered by other objects



Object Design Activities Select Subsystem



Specification



Reuse



Identifying missing attributes & operations



Identifying components



Specifying visibility Adjusting components Specifying types & signatures Identifying patterns Specifying constraints



Specifying exceptions



Adjusting patterns



Object Design Activities (ctd) Check Use Cases



Restructuring



Optimization



Revisiting inheritance



Optimizing access paths



Collapsing classes



Caching complex computations



Realizing associations



Delaying complex computations



Design Activities 1. Reuse: Identification of existing solutions – – –



Use of inheritance Off-the-shelf components and additional solution j objects Design patterns



Component/ Object Design



2. Interface specification –



D Describes ib precisely i l each h class l iinterface t f



3. Component/Object model restructuring –



Transforms the object j design g model to improve p its understandability and extensibility



4. Component/Object model optimization –



Mapping M i Models to Code



Transforms the object design model to address performance criteria such as response time or memory utilization.



Component Selection • Select S l t existing i ti – off-the-shelf class libraries – frameworks f k or – components



• Adj Adjustt the th class l libraries, lib i fframework k or components – Change the API if you have the source code code. – Use the adapter or bridge pattern if you don’t have access



• Create a new Component (Architecture Driven Design) es g )



Reuse •



Main goal: – Reuse knowledge from previous experience to current problem – Reuse functionality already available – Save resources



•



Composition (also called Black Box Reuse) – New functionality is obtained by aggregation – The new object j with more functionality y is an aggregation gg g of existing g components p



•



Inheritance (also called White-box Reuse) – New functionality is obtained by inheritance.



•



Four ways to get new functionality: – – – –



Implementation inheritance Interface inheritance Delegation Aggregation



The use of inheritance • Inheritance is used to achieve two different ff goals – Description of Taxonomies – Interface Specification



• Identification of taxonomies – Used during g requirements q analysis. y – Activity: identify application domain objects that are hierarchically related – Goal: G l make k the th analysis l i model d l more understandable d t d bl



• Service specification – Used during object design – Activity: identify solution domain objects to enhance reuse – Goal: increase reusability, y enhance modifiabilityy and extensibilityy



Metamodel for Inheritance • Inheritance is used during analysis and object design Inheritance



Object Design



Analysis activity Taxonomy



Inheritance detected by specialization



Inheritance detected by generalization



Inheritance for Reuse



Specification Inheritance



Implementation I l i Inheritance



Implementation Inheritance •



A very similar i il class l iis already l d iimplemented l d that h d does almost l the h same as the desired class implementation. ™



™



Example: I have a List class, I need a Stack class. How about subclassing b l i th the St Stack k class l from the List class and providing three methods, Push() and Pop() Top()? Pop(),



List Add () Remove() “Alreadyy implemented” Stack Push () Pop () Top ()



Problems with implementation inheritance. Example?



Implementation Inheritance vs. Interface Inheritance • Implementation inheritance – Also called class inheritance – Goal: G l E Extend d an applications’ li i ’ ffunctionality i li b by reusing i functionality in parent class – Inherit from an existing class with some or all operations already implemented



• Interface inheritance – Also called subtyping – Inherit from an abstract class with all operations specified, but not yet implemented



Delegation • As alternative to Implementation Inheritance • Delegation is a way of making composition (or association) i ti ) as powerful f l for f reuse as inheritance i h it • In Delegation two objects are involved in handling a request – A receiving object delegates operations to its delegate. – The developer can make sure that the receiving object does not allow the client to misuse the delegate object Client



calls



Receiver



Delegates to



D l Delegate t



Delegation or Implementation Inheritance ? • •



Inheritance: Extending a Base class by a new operation or overwriting an operation. Delegation: Catching an operation and sending it to another object. Which of the following models is better for implementing a stack?



List +Add() +Remove()



Stack



Stack



+Push() +Pop() +Top()



+Push() +Pop() p() +Top()



List Remove() Add()



Delegation vs. Implementation I h it Inheritance • Delegation – Pro: • Flexibility: Any object can be replaced at run time by another one (as long as it has the same type)



– Con: • Inefficiency: Redirection; Objects are encapsulated.



• Inheritance I h it – Pro: • Straightforward to use, Efficient • Supported by many programming languages



– Con: • Inheritance exposes a subclass to the details of its parent class • Dependency: Any change in the parent class implementation forces the subclass to change (which requires recompilation of both)



Lecture on Design Patterns ?



Many design patterns use a combination of inheritance and delegation



Interface Client



>



ServiceProvider1 service()



Interface Client



>



ServiceProvider1 service()



ServiceProvider2 service()



Interface Client



>



> ServiceProviderIF service()



ServiceProvider1



ServiceProvider2



service()



service()



Factory Method • When the classes in an hierarchy are to be instantiated contextuallyy • a factory method can be defined as a method in a class that – – Selects an appropriate class from a class hierarchy based on the application context and other influencing factors – Instantiates the selected class and returns it as an instance of the parent class type



Factory Method



Factory Method: An Example • A Message Logger - incoming message could be logged gg to different output p media,, in different formats.



Factory Method: The Logger



Factory Method: The Logger



Factory Method: The Logger



A naïve implementation p



Factory Method: The Logger



Factory y Method implementation p



Object Interactions



Design Patterns: Classification • • • •



Creational Structure Behavioral Concurrency



Creational DP Provide an interface for creating families of related or Abstract factory dependent objects without specifying their concrete classes. Define an interface for creating an object, but let Factory method subclasses decide which class to instantiate. Factory Method lets a class defer instantiation to subclasses. Builder



Separate the construction of a complex object from its representation so that the same construction process can create different representations. representations



Prototype



Specify the kinds of objects to create using a prototypical instance, and create new objects by copying this prototype. t t



Singleton



Ensure a class has only one instance, and provide a global point of access to itit.



Structural DP Adapter or Wrapper



Convert the interface of a class into another interface clients expect. Adapter lets classes work together that couldn't otherwise because of incompatible interfaces.



Bridge



Decouple an abstraction from its implementation so that the two can vary independently.



Composite



Compose objects into tree structures to represent part-whole part whole hierarchies. Composite lets clients treat individual objects and compositions of objects uniformly.



Decorator



Attach additional responsibilities p to an object j dynamically y y keeping p g the same interface. Decorators provide a flexible alternative to subclassing for extending functionality.



Facade



Provide a unified interface to a set of interfaces in a subsystem. Facade defines a higher-level interface that makes the subsystem easier to use.



Flyweight



Use sharing to support large numbers of fine-grained objects efficiently.



Proxy



Provide a surrogate or placeholder for another object to control access to it.



Behavioral DP (1) Chain of responsibility



Command



Interpreter It t Iterator



Avoid coupling the sender of a request to its receiver by giving more than one object a chance to handle the request. Chain the receiving objects and pass the request along the chain until an object handles it. Encapsulate a request as an object, thereby letting you parameterize clients with different requests, queue or log requests, and support undoable operations. Given a language language, define a representation for its grammar along with an interpreter that uses the representation to interpret sentences in the language. Provide a way to access the elements of an aggregate object sequentially without exposing its underlying representation.



Mediator



Define an object that encapsulates how a set of objects interact. Mediator promotes loose coupling by keeping objects from referring to each other explicitly, and it lets you vary their interaction independently.



Memento



Without violating encapsulation, capture and externalize an object's internal state so that the object can be restored to this state later later.



Behavioral DP (2) Null Object



Designed to act as a default value of an object.



Define a one-to-many dependency between objects so that when one Observer or object changes state, all its dependents are notified and updated Publish/subscribe automatically. Blackboard State



Generalized observer, which allows multiple readers and writers. Communicates information system-wide. Allow an object to alter its behavior when its internal state changes. The object will appear to change its class.



Define a family of algorithms, encapsulate each one, and make them Strategy interchangeable. Strategy lets the algorithm vary independently from clients that use it. Specification Recombinable business logic in a boolean fashion Define the skeleton of an algorithm in an operation, deferring some steps t to t subclasses. b l Template T l t Method M th d lets l t subclasses b l redefine d fi Template method certain steps of an algorithm without changing the algorithm's structure. Visitor



Represent an operation to be performed on the elements of an object structure. Visitor lets you define a new operation without changing the classes of the elements on which it operates.



Concurrency DP A ti Obj Active Objectt



The Active Object design pattern decouples method execution from method invocation that reside in their own thread of control. The goal is to introduce concurrency, by using asynchronous method invocation and a scheduler for handling requests.



Monitor object



A monitor is an approach to synchronize two or more computer tasks that use a shared resource, usually a hardware device or a set of variables.



Scheduler



pattern is a software design g p pattern. It is a concurrency y The scheduler p pattern used to explicitly control when threads may execute singlethreaded code.



Reactor



Lock Read write lock



g p pattern is a concurrent p programming g gp pattern for The reactor design handling service requests delivered concurrently to a service handler by one or more inputs. The service handler then demultiplexes the incoming requests and dispatches them synchronously to the associated request handlers handlers. One thread puts a "lock" on a resource, preventing other threads from accessing or modifying it. Allows concurrent read access to an object but requires exclusive access for write operations.



Summary • •



Design is the process of adding details to the requirements analysis and making g implementation p decisions Consists of – – –



•



Object design activities include: – – – – – –



•



Sub-system Design (Component/Deployment Design) Interface Design Object Design (Solution domain) Identification of Reuse Identification of Inheritance and Delegation opportunities Component selection Interface specification Object model restructuring Object model optimization



Object design is documented doc mented in the Object Design Doc Document, ment which hich can be automatically generated from a specification using tools such as JavaDoc.



References • Bernd Bruegge, Allen Dutoit: “ObjectOriented Software Engineering: g g Using g UML, Patterns, and Java”, Prentice Hall, 2003. 2003 • Lecture slides of the above book • Partha Kuchana “Software Architecture Design Patterns in Java” Java Auerbach, 2004 • Design Patterns book by GO4 • Wikipedia
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