









	
 Home

	 Add Document
	 Sign In
	 Create An Account














[image: PDFKUL.COM]






































	
 Viewer

	
 Transcript













Quaternions and Rotations Diggory Hardy August 23, 2006



Contents 1 Overview 1.1 Aim . . . . . . . . . . . . . . . . . . . . . . . . . . 1.2 My Problem . . . . . . . . . . . . . . . . . . . . . . 1.3 Methods of Representing and Combining Rotations 1.3.1 Axis-Angle Representation . . . . . . . . . 1.3.2 Matrices . . . . . . . . . . . . . . . . . . . .



. . . . .



. . . . .



. . . . .



. . . . .



. . . . .



. . . . .



. . . . .



. . . . .



1 1 1 2 2 3



2 The Quaternion Group 2.1 Comparisons with other representations . . . 2.1.1 Axis-Angle Representation . . . . . . 2.1.2 Hyperspherical Surface Representation 2.1.3 Matrix Representation . . . . . . . . . 2.2 Group Operations . . . . . . . . . . . . . . .



. . . . .



. . . . .



. . . . .



. . . . .



. . . . .



. . . . .



. . . . .



. . . . .



4 4 4 5 5 6



3 Application and Conclusion 3.1 An Application . . . . . . . . . . . . . . . . . . . . . . . . . . . . 3.2 Conclusion . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .



7 7 8



. . . . .



. . . . .



. . . . .



1 1.1



Overview Aim



The aim of this essay (through research and investigation) is to study the use of quaternions in portraying rotations about the origin in three dimensions, during which I shall construct a group of quaternions whose operation is the combination of rotations and describe some operations involving this group.



1.2



My Problem



This section is purely a description of my purpose in exploring quaternions as used in rotations, and is not necessary for an understanding of the rest of this essay, except where I return to the subject of computer programming again in section 3.1. My Programming I first found a need for a structure to represent three-dimensional rotations when I started learning about and experimenting with programs using a 3D world space. I started this shortly after starting to learn C++ programming, in, I think, the summer of 2004. Originally my program consisted of some half-understood code to create a ‘window’ using OpenGL (a software library for graphics rendering) roughly put together from different examples with a few OpenGL instructions to render some objects in this window. Wanting to be able to rotate objects and the world space about the origin, I then used a few more OpenGL commands to do this directly. Since 3D rendering is not usually covered in a maths course, I will now explain the basics of how this is done in OpenGL (for a more complete guide, see the OpenGL Programming Guide [3], chapter 3). OpenGL and Matrices OpenGL maintains two four-by-four ‘state’ matrices for transforming the vertices of an object — a ‘projection’ matrix and a ‘modelview’ matrix (actually these aren’t the only matrices used by OpenGL but are all that are of interest here). (Here a ‘state’ variable is a variable that is kept in existence by the library code (in this case OpenGL) and left in whatever state it was last set in, as opposed to a variable maintained by the programmer and passed to the library code when needed.) These matrices are used to transform vertices as follows: Let P be the projection matrix and M the modelview matrix, and v = (v1 , v2 , v3 , 1)T a vertex. The transformed vertex is then P M v. The modelview matrix M represents a transformation to each object rendered and the projection matrix P a transform to the scene. The use of four-by-four matrices and a vertex vector with fourth parameter 1 enables translations to be included in the transformation matrix, in the fourth column.
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If an object (constructed with centre of rotation on the origin) has some rotation and position with respect to the world space axes, then by constructing a rotation matrix R (with fourth row and column as the identity matrix) and a translation matrix T (as the identity except for the last element of the first three rows), the modelview matrix M can be set to T R to transform the object to its correct position. The projection matrix can be constructed for an object used as the camera by taking the inverse (T R)−1 (where T and R are for the camera object) to transform the scene to be relative to the camera object. I now needed a way of constructing these transformation matrices for use in my program. OpenGL includes some commands to multiply the state matrices (projection and modelview matrices) by a translation (by a vector), rotation (by an angle about a vector) or scaling matrix. This made it is easy to perform a few simple transformations. However, I wanted to perform compound rotations: to rotate an object from its last position to a new one. If I were to do this using OpenGL’s rotation command I would need to calculate the new angle and axis of rotation from two old ones. Alternatively, in a simple program, it may have been enough to use one of OpenGL’s state matrices, by multiplying the old matrix by a new rotation matrix each frame instead of resetting the matrix. However, for a program requiring the rotation of more than one object other than the camera this would not work.



1.3



Methods of Representing and Combining Rotations



Here are two ways of representing arbitrary rotations about the origin in threedimensional space. Quaternions are omitted from this section since they are the focus of this essay, and are considered in section 2. 1.3.1



Axis-Angle Representation



Probably the most obvious and easiest way to represent rotations is with an axis and angle of rotation. For this to rigorously define a rotation, the axis must have a direction, and it must be stated whether the rotation about this axis happens in a right-handed or left-handed manner. I will always rotate in a right-handed manner (if the axis points upwards, then a positive rotation will be in a clockwise direction looking down on a plane of rotation). Euler’s Rotation Theorem says that any rotation may be described by three parameters. One way of doing this is to take a unit-length axis, and multiply component-wise by the angle of rotation. However, this notation is not useful here, so I won’t use it; I will, however, commonly assume an axis has unit length. One advantage of this representation is that it is possible to represent a rotation of more than 2π radians without reducing it; for rotating an object to a given position this is not useful, but for modelling an object spinning at more than one revolution per second (or other time unit) and viewing the object more than once during this time unit it is useful. Neither matrices or quaternions can be used to do this.
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Using the axis-angle representation has several disadvantages. Firstly, given an arbitrary axis and angle for a rotation, how do you calculate the rotated position of a point? Secondly, how do you combine multiple rotations in this form? For both of these operations, especially the second, except for simple cases the easiest method to use would, I think, be to convert to the quaternion or matrix representation of rotations, do the required operation, and, for the second case, convert back to the axis-angle representation. One last problem with using axes and angles is Gimbal Lock1 . This most commonly occurs when a direction vector rotated about two fixed axes through the origin is rotated onto the second axis of rotation by the rotation about the first axis. In this situation the rotation about the second axis does not change the vector and a small rotation away from this position may require a large rotation about the second axis. 1.3.2



Matrices



One method of combining rotations is to use matrices. A fundamental rotation matrix in two dimensions is   cos θ − sin θ sin θ cos θ Forming a matrix for rotations about an arbitrary axis in three dimensions involves a lot of work but otherwise is not hard. I include the matrix here, from some of my first-year work, because I will use it later. For a rotation with an angle θ about an axis (x, y, z) with b = k(x, y, z)k, the matrix is  2  x + (y 2 + z 2 ) cos θ xy(1 − cos θ) − bz sin θ xz(1 − cos θ) + by sin θ 1  xy(1 − cos θ) + bz sin θ y 2 + (z 2 + x2 ) cos θ yz(1 − cos θ) − bx sin θ b2 xz(1 − cos θ) − by sin θ yz(1 − cos θ) + bx sin θ z 2 + (x2 + y 2 ) cos θ After putting two rotations into matrix form, combining the two rotations is simple — matrices are associative, so if the first rotation applied is A, and the second B, then a point p is transformed by B(Ap) = (BA)p, giving the combined rotation matrix BA — matrix left-multiplication. This, however, is a processor-intensive task, involving 27 multiplications and 18 additions for a three-dimensional matrix (at least using the most obvious technique). An advantage of using matrices, in this situation, is that the ‘rotation’ representation is already in the required form — a matrix. A disadvantage of using matrices, as highlighted by the multiplication, is that it means using 9 elements to represent a rotation. As a consequence, this means that a three-by-three matrix can represent more transformations than just rotations about the origin, however since I don’t want this facility the only effect is to allow plenty of room for errors to build up during a sequence of calculations. Another disadvantage of matrices is the difficulty of producing an 1 A good description of Gimbal Lock is given in the message by Adrian Popa, ‘Re: What is meant by the term gimbal lock?’ [4]
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equivalent rotational representation in another form — in particular to find the axis and angle of the rotation.
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The Quaternion Group



2.1



Comparisons with other representations



As shown above in section 1.3.1, a rotation can be represented by three parameters (or a three-dimensional vector space); it couldn’t be properly represented with less as explained in section 2.1.2. A quaternion has four parameters, so a quaternion group representing rotations can consist of just the unit quaternions (with norm the square root of the squares). Let Q = {q ∈ H|kqk = 1} be this group (how this represents rotations is shown by the functions in section 2.1.1). Let the group operation (for combining rotations) be quaternion multiplication. This provides closure and associativity but not commutativity to the group. The group identity (zero rotation) must then be 1, and the inverse of x the multiplicative inverse (more on this later). Ideally a group representing rotations should be isomorphic to the group of rotations (an ‘ideal’ group with set all unique rotations about the origin and operation combination of rotations), but this is not quite the case with the quaternion group. As can be seen later, negating a quaternion still causes it to represent the same rotation, and a rotation by 2π about any axis is represented by the quaternion −1 not 1. This means that a map from the quaternion representation to a rotation is not injective (with two values mapping to each rotation), and that a surjective map from the group of rotations to a quaternion representation is not well defined. This, however, isn’t a problem since a rotation can be mapped to just one of its representations in Q. 2.1.1



Axis-Angle Representation



First I will define a group for this representation. Let A be the group defined by {a = (v, θ) ∈ A|v ∈ R, kvk = 1, θ ∈ [0, 2π)} with operation combination of rotations (not given here). It should be clear that A is not isomorphic to the group of rotations, but that it is homomorphic to this group and that any element in the group of rotations can be represented by an element of A, so A can be a useful representation for rotations. Let f : A → Q, g : Q → A be defined as follows: f (v, θ) = cos(θ/2) + sin(θ/2)v · (i, j, k) g(a + bv · (i, j, k)) = (v, 2 arccos(a)) (where a2 + b2 = 1 and kvk = 1) Note that in the function g, when b = 0 all imaginary components of the quaternion are zero, so v is not defined. This makes it difficult for a computer to convert a rotation from its representation in Q to that in A, since when b = 0 the axis vector components are calculated by 0/0, and for b close to 0, both the
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numerator and denominator of this division are small compared to the result, leading to a loss of precision. For Q to be homomorphic to A, f and g must be homomorphisms; however, I cannot prove that these are homomorphisms since I have no definition of the operation for combining rotations on A (without involving conversions to and from another group representing rotations, making the use of this group pointless). This group is not, therefore, useful to prove that Q is homomorphic to the group of rotations, but the above operations are useful to understand how a rotation is represented by Q and to show that a rotation with angle in (0, π) occurs when both cos(θ/2) and sin(θ/2) have the same sign and a rotation with angle in (−π, 0) occurs when these have different sign. 2.1.2



Hyperspherical Surface Representation



It may appear at first that the surface of a sphere, S2 , could be used to represent these rotations; however there are many rotations that will translate a point on this surface to any other fixed point (if the point has an orientation, then these rotations will give the image of the point many different orientations). It then appears to me that the ‘surface’ of a hypersphere, S3 , could be used to represent rotations2 . However, to use this representation there is still a need to represent points on this ‘surface’ in some way that allows operations to be defined on them, to define an operation to combine rotations represented in this form and to define conversion operations. 2.1.3



Matrix Representation



I will assume it is known that SO(3) with operation matrix multiplication is a good group for representing rotations in three dimensions; in particular I will assume that this group is homomorphic to the group of rotations. Finding a homomorphism from Q to SO(3) is therefore probably the easiest way to check if the quaternion group Q is a good group for representing rotations. The matrix form of a rotation given in axis-angle form is given in section 1.3.2. Using this, it is possible to deduce a function h : Q → SO(3) preserving the represented rotation, by substituting g. First, note that since a = cos(θ/2) and b = sin(θ/2), cos θ = 2 cos2 θ2 − 1 = 2a2 − 1 and sin θ = 2 sin θ2 cos θ2 = 2ab. Now, substitute this in the general form of the rotation matrix: h : (a + bv · (i, j, k)) 7→  2  v1 + (2a2 − 1)(v22 + v32 ) (2 − 2a2 )v1 v2 − 2ab2 v3 (2 − 2a2 )v1 v3 + 2ab2 v2  (2 − 2a2 )v1 v2 + 2ab2 v3 v22 + (2a2 − 1)(v32 + v12 ) (2 − 2a2 )v2 v3 − 2ab2 v1  (2 − 2a2 )v1 v3 − 2ab2 v2 (2 − 2a2 )v2 v3 + 2ab2 v1 v32 + (2a2 − 1)(v12 + v22 ) Since kvk = 1 and



2−2a2 b2



=



2b2 b2



= 2, this can be further reduced (note the



2 This



is briefly discussed in the article ‘Quaternion’ on Wikipedia [2], under the heading ‘Rotation group’
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removal of the b term from the domain element) to:  2 2v1 + 2a2 − 1 2v1 v2 − 2av3  h : (a + v · (i, j, k)) 7→ 2v1 v2 + 2av3 2v22 + 2a2 − 1 2v1 v3 − 2av2 2v2 v3 + 2av1



 2v1 v3 + 2av2 2v2 v3 − 2av1  2v32 + 2a2 − 1



Now that I have a function mapping Q to SO(3), and well-defined operations for combining elements of both groups, I can test whether or not this function h is a homomorphism. Since this involves a lot of working, I resorted to an algebraic calculator, and was (eventually) able to show that this function is homomorphic for all elements in Q3 . Showing the working would thus be pointless, but I am sure the results are correct—calculators don’t tend to make mistakes. Q is homomorphic to SO(3) and thus to the group of rotations.



2.2



Group Operations



Let q ∈ Q. The element q represents a rotation, which can be used to rotate a vertex about the origin as follows. Let p = v1 i + v2 j + v3 k be a quaternion representing a point with position vector v. p rotated by q is then qpq −1 which gives another quaternion representing a point with position vector as above. Clearly, if q1 , q2 ∈ Q are both used, in order, to rotate a positionquaternion p, the result is q2 (q1 pq1−1 )q2−1 = (q2 q1 )p(q2 q1 )−1 , so the combined rotation quaternion of q1 and q2 is q2 q1 , using quaternion multiplication. Finding the inverse of an element is already a well-defined operation, but it can be simplified. Since negating a quaternion doesn’t change the rotation it represents, there are two suitable inverses (only one is the group inverse, but for reversing a rotation either will do). One way of finding an inverse is to use f and g defined in section 2.1.1, and negate the angle of rotation, which gives the inverse of q as q ∗ (the conjugate). Another way is to find q2 such that q1 q2 is the identity. Let q1 = a + u · (i, j, k) and q2 = b + v · (i, j, k), thus q1 q2 = (a + u · (i, j, k))(b + v · (i, j, k)) = ab − u · v + (av + bu + u × v) · (i, j, k) Substituting v = u (a guess) and multiplying out, the imaginary components are zero when b = −a which gives the real component as −a2 − u · u. This is −1 since kq1 k = 1, which is an identity rotation, but does not give the group inverse; −q2 = q1∗ is the group inverse. 3 Using a Texas Instruments TI-92 algebraic calculator, I entered the function h defined above and multiplied two matrices produced by this for arbitrary quaternions (each entered with four parameters). I also calculated the product of these two quaternions by hand and used the function h to produce the matrix form of the resulting quaternion. I then defined the real part as the square root of one minus the sum of the square of the imaginary parts for each ‘quaternion’, and for term in the first matrix, subtracted from it the term in the second matrix; in each case the calculator gave me the result 0.
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To use an element q = a + u · (i, j, k) of Q to transform a point with the represented rotation, the position vector for this point must first be represented as a quaternion. Let p be a position vector, and let n = p · (i, j, k) ∈ H be a quaternion representing the position vector. The quaternion qnq −1 = qnq ∗ then has imaginary components representing the transformed vector and zero real component: (a + u · (i, j, k))p · (i, j, k)(a − u · (i, j, k)) = (a + u · (i, j, k))(p · u + ap · (i, j, k)) = ap · u − u · ap + (a2 p + (p · u)u + u × ap) · (i, j, k)) Thus the transformed vector is a2 p+(p·u)u+u×ap. This operation is described by reference [1], under the heading ‘Quaternion rotation’. Note: The formula calculated here was incorrect previously, which caused me to think that this operation did not give the correct vector, whereas using a formula derived from the matrix form did. I have now checked the formulae using an algebraic calculator and found them to be equivalent. The equation derived from the matrix form is probably more efficient (see my C++ quaternion class for an implementation).



3 3.1



Application and Conclusion An Application



To show how this quaternion group can be used, consider an application: representing a spinning object in a program. The object will have a position given by the vector p (to the centre of rotation) and the properties described below, and all points of the object are given relative to its centre of rotation. The program moves the object iteratively, updating the object’s position and orientation each frame. The object has, at all times, an orientation, which changes as the object spins. This could be represented by transforming each vertex of the object in each frame, but a much better way to represent its orientation is with a quaternion q in Q. The object’s current position can then be calculated as below. The object spins with at a constant velocity. If the period at which the object where updated (the frame-time) was constant, another element of Q could be used to represent this. However, it is normal for the frame-time to vary for each frame as programs are often designed to update their world space as often as possible while keeping the ‘world time’ running at a fixed speed; thus the angle of the spin rotation applied in each frame varies. Adjusting the angle of rotation given by an element of Q involves converting to axis-angle form, scaling the angle, and converting back, which is not very efficient and has problems when the original angle of rotation is small as stated in section 2.1.1. An additional limitation of this approach is that the angular velocity of the object cannot be greater than one revolution per unit of time. 7



A better way to represent the object’s constant spin is therefore with the axis-angle representation, (v, θ). To rotate the object in each frame, the angle θ is multiplied by the frame-time t, the resulting axis-angle rotation converted to a quaternion, and the object’s orientation q is pre-multiplied by this: f (v, θt)q (which is the new orientation, replacing the old value of q). Finally, to actually draw the object, its position is required. To transform each point, it must first be rotated by q, and then translated by p. The points can be transformed by the operation described in section 2.2, or the quaternion q can first be converted to a matrix (described in section 2.1.3) which premultiplies the position vector of each point. For use with a graphics library like OpenGL, the rotation q and translation by p can be combined into a 4 × 4 matrix which is used as the library’s model transformation matrix.



3.2



Conclusion



I have described the quaternion group Q sufficiently to convert an axis-angle representation of a rotation to and from its representation in Q, to convert from Q to a matrix representation, to combine two rotations, to find an inverse rotation and to rotate a point (about the origin) with a quaternion in Q. In comparison with the other representations of rotations partially covered in this essay—axis-angle and matrix—the quaternion group has some advantages and some disadvantages. My main purpose in using the quaternion group was to have a method for combining sequential rotations, and the quaternion group serves this purpose well. Matrices also allow this with a little extra computation, while the axisangle form has no easy way of directly combining rotations. Compared to matrices, quaternions have fewer components, and are easier to convert to and from axis-angle form. Finding an inverse of a rotation is very easy in both the axis-angle and quaternion forms, but not in the matrix form. The quaternion form differs from the matrix form in that the quaternion form can only represent rotations about the origin (in the group I have constructed), while three-by-three matrices can represent additional transformations and fourby-four matrices can also represent translations. Both quaternion and matrix forms of rotations can be better thought of as describing an orientation than a rotation, since their representation of a rotation with angle θ > 2π is identical to their representation of the rotation with angle θ (mod 2π). The axis-angle form, in comparison, can be used to represent a rotation with larger angle, and is the only only representation which allows the angle of rotation to be scaled easily. Because of these advantages and disadvantages of each representation, all three forms have their uses. The axis-angle form is best used to describe a constant angular velocity where the angle of this rotation may need to be scaled. The quaternion form is probably the best form to represent the orientation of an object without any additional transformations. The matrix form allows several types of transformation to be represented by a single mathematical object (the matrix), and allows these transformations to be applied with a single operation, 8



and so is good for a graphics library where the final position of points is all that is needed.
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