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Introduction & MIPS



1. What is Computer Organization? • Coordination of many levels of abstraction • Under a rapidly changing set of forces • Design, Measurement, and Evaluation



0. Things you’ll be learning – –



a basic foundation about how computers work how to analyze their performance



1.1 Under the Covers of a Computer



Why learn this stuff? – –



The five classic components of a computer are input, output, memory, datapath, and control, with the last two sometimes combined and called the processor.



to learn the inner parts and working of a computer you want to build better software you need to make a purchasing decision or offer “expert” advice



input: writes data to memory output: reads data from memory datapath: performs the arithmetic operations control: tells the datapath, memory and I/O devices what to do according to the wishes of the instructions of the program
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-An abstraction omits unneeded helps us cope with complexity



co



0.1 What is happening below Your Program?



A simplified view of hardware and software as hierarchical layer Computer Organization – Module 1



Two different figures showing the organization of a computer, showing the five classic components
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Introduction & MIPS



1.2.1 Performance Benchmark



Little bit of History “Where . . . the ENIAC is equipped with 18,000 vacuum tubes and weighs 30 tons, computers in the future may have 1,000 vacuum tubes and perhaps weigh just 11/2 tons.



•



Popular Mechanics, March 1949”!!!



Benchmarks used to compare performance of two computers by running the same set of representative programs Good benchmark provides good targets for development. Bad benchmark cannot identify speedup that helps real applications
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Performance best determined by running a real application Use programs typical of expected workload Or, typical of expected class of applications
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1.2 Measuring Performance
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SPEC (System Performance Evaluation Cooperative) companies have agreed on a set of real program and inputs can still be abused valuable indicator of performance (and compiler technology)
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SPEC95 CPU benchmarks (Benchmark applications used to test the CPU performance)
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How does the machine's instruction set affect performance?
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Why is some hardware better than others for different programs? What factors of system performance are hardware related? (e.g., Do we need a new machine, or a new operating system?)
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e.g., compilers/editors, applications, graphics, etc.
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Defining Performance -we can define computer performance in several different ways. -response time (job submission time to get the response) or execution time. -throughput (total amount of work done in a given time)
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Performance Metrics



ht



CPU execution time = CPU clock cycles * Clock cycle for a program for a program time



CPU clock cycles = Instrns. for * Avg. clock cycles a program per Instrn.( CPI ) Relative Performance: use total execution time Perf. B / Perf. A = Exec. Time B / Exec. Time A



Computer Organization – Module 1



Benchmark go m88ksim gcc compress li ijpeg perl vortex tomcatv swim su2cor hydro2d mgrid applu trub3d apsi fpppp wave5



Description Artificial intelligence; plays the game of Go Motorola 88k chip simulator; runs test program The Gnu C compiler generating SPARC code Compresses and decompresses file in memory Lisp interpreter Graphic compression and decompression Manipulates strings and prime numbers in the special-purpose programming language Perl A database program A mesh generation program Shallow water model with 513 x 513 grid quantum physics; Monte Carlo simulation Astrophysics; Hydrodynamic Naiver Stokes equations Multigrid solver in 3-D potential field Parabolic/elliptic partial differential equations Simulates isotropic, homogeneous turbulence in a cube Solves problems regarding temperature, wind velocity, and distribution of pollutant Quantum chemistry Plasma physics; electromagnetic particle simulation
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Introduction & MIPS



1.3.2 Overview of MIPS • simple instructions all 32 bits wide • very structured, no unnecessary baggage • only three instruction formats



1.2.2 MFLOPS as a Performance Metric MFLOPS = Million Floating Point Operations / Sec.



Amdhal’s Law: Execution Time After Improvement = Execution Time Unaffected +( Execution Time Affected / Amount of Improvement )
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1.3 Different types of Processors used inside computer (RISC & CISC)
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rely on compiler to achieve performance
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The MIPS Instruction Set • A Relatively Small Number Of Instructions and Data Types • All Instructions Are Of The Same Length • There Are A Very Small Number Of Instruction Formats (3) • It is a Load- Store Machine: Computation Is Done On Data In Registers



Operations and Operands
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1.3.1 What is RISC and Why? • RISC (Reduced Instruction Set Computer ) is an architecture design concept based on the principle that simpler hardware runs faster (e.g. MIPS). It uses smaller and regular instruction set to achieve performance, while relying on compiler technology to achieve functions used to done by complex instructions. • Opposite to RISC is Complex Instruction Set Computer (CISC) (e.g. Intel x86). CISC believes complex instructions implemented in hardware can achieve higher performance. Language directed architecture such as Burroughs’ B5500 (Algol) or B4500 (Cobol) are extreme cases.
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[In this course we are studying RISC processor: MIPS]
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MIPS (Million instruction per second ) architecture -MIPS is a Reduced Instruction Set Computer (RISC)
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Instruction Set • Language of the Machine • More primitive than higher level languages e.g., no sophisticated control flow



•



Very restrictive e.g., MIPS Arithmetic Instructions



Instruction Set Architecture Design Principles • Four design principles (that lead to reduced instruction set architectures) – Simplicity favors regularity – Smaller is faster – Good design demands good compromises – Make the common case fast Computer Organization – Module 1
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Introduction & MIPS



Every computer must be able to perform arithmetic. The MIPS assembly language notation add y, x, b instructs a computer to add two variables x and b and to put their sum in y. Note : Here the operation is ‘add ‘ and operands are ‘y, x, b’ and Instruction format contains these two with some additional information.



Accessing the Operands
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What Operations Performed by MIPS
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Basic Functions



Arithmetic and Logic Operations • Need 2 source data and 1 destination to store result – Data transfer to and from the memory Load a data from a memory address (+ offset) and put it in a register Store a data in a register into a memory address (+ offset) – Conditional branches Need a way to determine a condition Need a target memory address to branch to if condition is met (or not met), go to next instruction otherwise – Jump and subroutine linkage (procedure call) Need a large range of target memory address to branch Procedure call needs a return address
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Additional functions: Examples



– –



Move data between registers, to I/O, or to co-processor Exception and Interrupt Instructions



Computer Organization – Module 1



co s.



ge



e.



Arithmetic instructions operands must be registers, — only 32 registers provided Compiler associates variables with registers What about programs with lots of variables?
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Load – store architectures



C $s2
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Example: C code: A = B + MIPS code: add $s0, $s1, ( $ associated with variables by compiler)
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All instructions have 3 operands Operand order is fixed
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MIPS arithmetic



Representing Instructions Machine Code Format of the Instruction: Format:



Example:
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The Meaning of Each Name of The Fields in MIPS Instructions:



– – – – – –



OP: Operation of Instruction RS: The First Register Source Operand RT: The Second Register Source Operand RD: The Destination Register Operand; It Gets The Result of the Operation SHAMT: Shift Amount for shift left logical or shift right logical instructions Funct (Function Field): Selects the Variant of the Operation in the OP Field Example: the OP field for all RType instructions is 0, but Funct field for add is 3210 (1000002), subtract is 3410 (1000102), and is 3610 (1001002), etc.
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Introduction & MIPS



These are the common addressing modes available for all machines. Out of these MIPS using the following.



Instructions for making decisions



1.4 MIPS addressing Modes branch if equal instruction beq $s1, $s5, L1 # go to L1 if $s1 equals $s5 bne ( branch if does not equal ) unconditional branch j Hello # go to Hello
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Supporting Procedures in Hardware
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By using the instruction jal - jump and link eg:- jal procAddr This ‘link’ is stored in $ra (return address) , this is needed because the same procedure could be called from anywhere. Beyond Numbers & Arithmetic
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PC- relative addressing : the address is the sum of the PC (program counter) and a constant in the instruction.
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MIPS provides special instructions to move bytes. Load byte (lb) Store byte (sb)
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Steps involved in writing and executing a program There are four steps in transforming a high-level lang. program (say C/C++)
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Addressing Mode
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What is it?



Assembly lang. Program Æ Assembler Æ Object Program Object Program Æ Linker Æ Executable Program Executable Program Æ Loader Æ In Memory (Running Process)



1.5 Comparison with a CISC processor : 8086 Instruction Set •
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Æ How do we specify the operands we want & In which way we are accessing the operands e.g. from registers or from memory .



Source Program Æ Compiler Æ Assembly lang. Program



• • • • •
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Computer Organization – Module 1



Data Transfer Type – 14 instructions with a total number of 27 varients (e.g, MOV has 7 varients, PUSH has 3 varients etc.) Arithmetic Type – 20 instructions with a total number of 32 variants Logic Type – 12 instructions with a total number of 20 variants String Manipulation Type – 6 instructions Control Transfer Type (e.g., jump, branch etc.) – 26 instructions with a total number of 36 variants Processor Control Type (e.g., halt, clear interrupt etc.) – 11 instructions



A total of 132 instructions and variants! (MIPS has 66)
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Number Systems, ALU, Multiplication & Division



2. Number Systems and Arithmetic



Two's Complement Operations



Questions About Numbers • How do we represent
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– negative numbers? – fractions? – very large numbers?
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• How do you – do arithmetic? – identify errors (e.g. overflow)? – ALU=arithmetic logic unit
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Smallest 4-bit Binary Number: -8



No overflow when adding a positive and a negative number No overflow when signs are the same for subtraction Overflow occurs when the value affects the sign: – overflow when adding two positives yields a negative – or, adding two negatives gives a positive – or, subtract a negative from a positive and get a negative – or, subtract a positive from a negative and get a positive
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2.1 Two’s Complement Representation • 2’s complement representation of negative numbers – Take the bitwise inverse and add 1 • Biggest 4-bit Binary Number: 7



s.



Detecting Overflow
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• What is an ALU and what does it look like?



Negating a two's complement number: invert all bits and add 1 Converting n bit numbers into numbers with more than n bits: – MIPS 16 bit immediate gets converted to 32 bits for arithmetic – copy the most significant bit (the sign bit) into the other bits 0010 -> 0000 0010 1010 -> 1111 1010
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Addition and Subtraction



Logical Operations • •



eg:- 7 – 6 = 7 + (-6) = 1
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Two’s Complement Arithmetic



0111 + 1010 (1) 0001 = 1 ( here overflow occurs, still can be neglected since it does not affect the result )



• • • •



sll $t2,$s0,3 #multiplies $s0 by 8 (by shift left) srl $t2,$s0,3 #divides $s0 by 8 (by shift right) Shifts use the shamt field in the R-format instruction and $t0,$t1,$t2 or $t0,$t1,$t2 ori $t0,$t1,100 andi $t0,$t1,100



#bitwise and #bitwise or



• sign extension – +3 => 0011 ( 4 bit), 00000011, 0000000000000011 – -3 => 1101, 11111101, 1111111111111101



Computer Organization - Module 2
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Number Systems, ALU, Multiplication & Division
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2.2 Constructing an ALU



We can build an ALU to support the MIPS instruction set – – –



•



Important points about hardware – – –



Computer Organization - Module 2



key idea: use multiplexor to select the output we want we can efficiently perform subtraction using two’s complement we can replicate a 1-bit ALU to produce a 32-bit ALU all of the gates are always working the speed of a gate is affected by the number of inputs to the gate the speed of a circuit is affected by the number of gates in series (on the “critical path” or the “deepest level of logic”)



7



http://handoutsuite.googlepages.com



Number Systems, ALU, Multiplication & Division



Multiply Algorithm Version 1



2.3 Multiplication •



Start



Multiplier0 = 1



1. Test Multiplier0



Multiplier0 = 0
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More complicated than addition – accomplished via shifting and addition More time and more area Negative numbers: convert and multiply – there are better techniques, we won’t look at them



ge



s.



co



1a. Add multiplicand to product and place the result in Product register



3. Shift the Multiplier register right 1 bit
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64 bits
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Product



Done



Multiplier Shift right
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64-bit ALU



Yes: 32 repetitions
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Shift left



No: < 32 repetitions
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MULTIPLY HARDWARE Version 1



Multiplicand



32nd repetition?
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2. Shift the Multiplicand register left 1 bit



Write



32 bits



Control test



64 bits



Computer Organization - Module 2
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Number Systems, ALU, Multiplication & Division



2.4 Divide: Paper & Pencil



Final Version Hardware Multiplicand 32 bits
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Control test



Shift right Write



Product
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32-bit ALU
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64 bits
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Algorithm
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DIVIDE HARDWARE Version 1
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• 64-bit Divisor reg, 64-bit ALU, 64-bit Remainder reg, 32-bit Quotient reg



Product0 = 0
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1. Test Product0
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Product0 = 1
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1a. Add multiplicand to the left half of the product and place the result in the left half of the Product register
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2. Shift the Product register right 1 bit



32nd repetition?



No: < 32 repetitions



Yes: 32 repetitions



Done



Computer Organization - Module 2
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Number Systems, ALU, Multiplication & Division
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2.5 Floating Point
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Single precision
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Operations are somewhat more complicated (see text) In addition to overflow we can have “underflow” Accuracy can be a big problem – IEEE 754 keeps two extra bits, guard and round – four rounding modes – positive divided by zero yields “infinity” – zero divide by zero yields “not a number” – other complexities Implementing the standard can be tricky Not using the standard can be even worse
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Floating Point Complexities



e.



IEEE 754 floating-point standard Representation of floating point numbers in IEEE 754 standard:



IEEE single precision: 101111110100000000000000000000 00
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We need a way to represent – numbers with fractions, e.g., 3.1416 – very small numbers, e.g., .000000001 – very large numbers, e.g., 3.15576 × 109 Representation: – sign, exponent, significant: (– 1)sign ×significant ×2exponent – more bits for significant gives more accuracy – more bits for exponent increases range IEEE 754 floating point standard: – single precision: 8 bit exponent, 23 bit significant – double precision: 11 bit exponent, 52 bit significant



go
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Example: – decimal: -.75 = -3/4 = -3/22 – binary: -.11 = -1.1 x 2-1 – floating point: exponent = 126 = 01111110



Leading “1” bit of significant is implicit Exponent is “biased” to make sorting easier – all 0s is smallest exponent all 1s is largest – bias of 127 for single precision and 1023 for double precision – summary: (–1)sign +1( ×significant) ×2exponent – bias



Computer Organization - Module 2



10



























[image: right]
right












[image: Right message, right medium, right audience ...  Services]
Right message, right medium, right audience ... Services












[image: Shift register and electronic apparatus]
Shift register and electronic apparatus












[image: Shift register and electronic apparatus]
Shift register and electronic apparatus












[image: night shift ita.pdf]
night shift ita.pdf












[image: Better Writing Right Now]
Better Writing Right Now












[image: Making right brand decisions at the right time -]
Making right brand decisions at the right time -












[image: The Right Marketing For Market It Right!]
The Right Marketing For Market It Right!












[image: Making right brand decisions at the right time -]
Making right brand decisions at the right time -












[image: Baseline Shift versus Decision Bias - Semantic Scholar]
Baseline Shift versus Decision Bias - Semantic Scholar















shift right






A simplified view of hardware and software as hierarchical ... companies have agreed on a set of real program and .... Biggest 4-bit Binary Number: 7. Smallest ... 






 Download PDF 



















 588KB Sizes
 1 Downloads
 225 Views








 Report























Recommend Documents







[image: alt]





right 

Aug 20, 2002 - (73) Assignee: GE Medical Systems Kretztechnik. GmbH & C0. OHG, Zipf (AT) .... ducer performs the scanning in this plane by electronic means.














[image: alt]





Right message, right medium, right audience ... Services 

Complement overall marketing strategy with awareness-building. - Reach specific audience segments who: - love independent film. - are politically conscious ... For more information visit: http://adwords.google.com/afc.html. CAMPAIGN DATA. Total pagev














[image: alt]





Shift register and electronic apparatus 

Jul 29, 2005 - Sheet 3 0f 31. US RE40,673 E. CONTROLLER. N 1 50. Gcnt. Dcnt #data. â€œ'19. Y. DRAIN DRIVER. - 153. 161 1 l_/â€”161 \GL. GATE DRIVR.














[image: alt]





Shift register and electronic apparatus 

Jul 29, 2005 - Kanbara et a]. (10) Patent Number: (45) Date of ... Schleupen et a1. .......... .. 377/ 79. Yamada et a1. ... CONTROLLER. N 1 50. Gcnt. Dcnt #data.














[image: alt]





night shift ita.pdf 

There was a problem previewing this document. Retrying... Download. Connect more apps... Try one of the apps below to open or edit this item. night shift ita.pdf.














[image: alt]





Better Writing Right Now 

assignment will be open-ended as the following examples are. ..... sources. If something unusual happens, you can describe the incident and your ..... health care ...... Although this feature in your word processing software is a handy tool, you ...














[image: alt]





Making right brand decisions at the right time - 

Jun 20, 2010 - marketing strategy had been revised a few times but the results were nothing to write home about. â€œIs ... brand manager Ronaq, had made an impassioned presentation to Abrar to provide him ..... social. Income class A-. Bachelor degre














[image: alt]





The Right Marketing For Market It Right! 

Developed simple and highly targeted ads carefully linked to customer related ... database of potential customers. ... our business, not just themedia, but.














[image: alt]





Making right brand decisions at the right time - 

Jun 20, 2010 - marketing strategy had been revised a few times but the results were nothing ... family owned business in the beginning between two partners, ...














[image: alt]





Baseline Shift versus Decision Bias - Semantic Scholar 

Jul 8, 2009 - using MATLAB (The MathWorks), and stimulus presentation was con- trolled using the Psychtoolbox package for MATLAB (Brainard, 1997;. Pelli, 1997). All stimuli were presented via a mirror system on a gray background (luminance: 26.9 cd/m


























×
Report shift right





Your name




Email




Reason
-Select Reason-
Pornographic
Defamatory
Illegal/Unlawful
Spam
Other Terms Of Service Violation
File a copyright complaint





Description















Close
Save changes















×
Sign In






Email




Password







 Remember Password 
Forgot Password?




Sign In



















Information

	About Us
	Privacy Policy
	Terms and Service
	Copyright
	Contact Us





Follow us

	

 Facebook


	

 Twitter


	

 Google Plus







Newsletter























Copyright © 2024 P.PDFKUL.COM. All rights reserved.
















