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ABSTRACT Software testing is a necessary activity required to ensure that the developed product is free of errors. Test automation is expected to reduce the cost of testing especially as GUI testing is increasingly taking a major role in the whole project expenses and success. GUI test automation presents a major challenge for test automation. For many years GUI testing has been done manually or informally and with very little standards. In this research, Some Artificial Intelligent (AI) algorithms are produced for test case generation. The test cases are selected to ensure test adequacy or path coverage with the least possible amount of created test cases. The algorithms uses the GUI graph as their inputs and generate test cases that traverse through newly visited paths every time. The original user interface of the application is transformed into a GUI graph saved in XML format that reserve its hierarchical structure. The effectiveness of the generated test cases is evaluated through comparing them to the overall possible paths in the GUI graph.



General Terms Algorithms, Measurement, Design, Languages.
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1.



INTRODUCTION



Software testing consumes a good percentage of the software project expenses. Using test automation is a possible solution for the rapidly increasing expenses for testing. In order to use test automation, we have to create Artificial Intelligent (AI) algorithms that replace or simulate tester activities. Those activities include: test case generation, execution and verification. In this paper, we propose several algorithms for the generation of test cases from the GUI model.



This model is generated from the GUI implementation using reflection. The hierarchical structure of the GUI components is serialized to XML files. We built a tool in C# that uses reflection to serialize the GUI control components [12, 13, and 14]. Certain control properties are selected to be serialized. These properties are relevant to the user interface. The application then uses the XML file that is produced to build the GUI tree or the event flow graph and generate the test cases from the tree. Generating the test cases takes into consideration the tree structure to select the test cases that will ensure test adequacy in those selected test cases. We will study the fault detection effectiveness of our test case selections. The next section introduces the related work. Section 3 lists the goals of this research and describes the work done toward those goals. Section 4 presents the conclusion and future work.



2. RELATED WORK Several papers are presented to suggest or implement AI algorithms for software testing. For example, some projects use planning from AI for software testing. The purpose of using AI algorithms in software test case generation is to generate test cases that maximize coverage [1, 2]. After analyzing the application user interface to determine what operations are possible, they (i.e. the operations) become the operators in the planning problem. Next, an initial and a goal state are determined for each case. Planning is used to determine a path from the initial state to the goal state. This path becomes the test plan. In our approach, test cases are generated without any user involvement (to determine the next state in the above approach which makes it semi automatic) but through built-in algorithms. Genetic algorithm is another area that is used software test case generation [3, 4]. Genetic Algorithm (GA) is an adaptive search technique that mimics the processes of evolution to solve optimization problems when traditional methods are considered too costly in processing time. Artificial Neural networks are used for test case or set reduction [5]. They calculate functions using example inputs and outputs and the connection between the elements. Inputs are adjusted to reach certain goals.



3. GOALS AND APPROACHES We created several AI algorithms for the automatic generation of test cases. The following dynamically-created test generation algorithms are heuristics (i.e. with no mathematical basis). The goal is to generate unique test cases that represent legal test scenarios in the GUI tree with the best branch coverage. This is



guaranteed by creating a unique test scenario each time. Here is a list of the developed algorithms.



3.1 Random legal sequences In this algorithm, the tool first randomly selects a first-level control (i.e. top level in the GUI graph). It then picks a child for the selected control and so on. For example, in a Notepad Application Under Test (AUT), If Notepad main menu is selected as the first level control; candidate children are File, Edit, Format, View, and Help. In the second step, if file control is selected from those children, the children for file (Save, SaveAs, Exit, Close, Open, Print, etc) are the valid next-level controls from which one control is randomly selected and so on. The pseudo code for this algorithm is: 1. Select dynamically (i.e., the tool) the main entry control (or select any control of level 0). 2. Find all the children for the control selected in one and randomly pick one child. 3. Find all the children for the control selected in two and select one child control. 4. Repeat three until no child is found for the selected control. 5. The test scenario for this cycle is the sequence of controls from all previous steps. 6. Repeat the above steps for the total number of the required test scenarios. Figure 1 is a sample output dynamically generated from the random legal sequence algorithm. 0,NOTEPADMAIN,LABEL2,,, 1,NOTEPADMAIN,BUTTON1,,, 2,NOTEPADMAIN,BUTTON1,,, 3,NOTEPADMAIN,EDIT,GOTO,, 4,NOTEPADMAIN,TXTBODY,,, 5,NOTEPADMAIN,ABOUT,ABOUTHELPLABEL2,, 6,NOTEPADMAIN,VIEW,STATUS BAR,, 7,NOTEPADMAIN,PRINTER,PRINTERLABEL1,, 8,NOTEPADMAIN,TEXT2,,, 9,NOTEPADMAIN,FORMAT,WORD WRAP,, 10,NOTEPADMAIN,LABEL1,,, 11,NOTEPADMAIN,SAVE,SAVEFILEBUTTON1,, 12,NOTEPADMAIN,HELPTOPICSFORM,LINKLABEL1 13,NOTEPADMAIN,FILE,EXIT,, 14,NOTEPADMAIN,FONT,FONTLABEL4,, 15,NOTEPADMAIN,FIND,TABCONTROL1,TABREPLACE, 16,NOTEPADMAIN,BUTTON3,,, 17,NOTEPADMAIN,FORMAT,WORD WRAP,, 18,NOTEPADMAIN,SAVEAS,SAVEFILELABEL2,, 19,NOTEPADMAIN,SAVEAS,SAVEFILELABEL2,, 20,NOTEPADMAIN,ABOUT,ABOUTHELPLABEL2,, 21,NOTEPADMAIN,TXTBODY,,, 22,NOTEPADMAIN,OPEN,OPENFILELABEL3,, 23,NOTEPADMAIN,ABOUT,ABOUTHELPLABEL2,, 24,NOTEPADMAIN,VIEW,STATUS BAR,, 25,NOTEPADMAIN,BUTTON3,,, Figure 1. A sample output from the random legal-sequence algorithm.



3.2 Random less previously-selected controls In this algorithm, controls are randomly selected as in the previous algorithm. The only difference is that if the current control is previously selected (e.g. in the test case just before this one), this control is excluded from the current selection. This causes the algorithm to always look for a different control to pick. The pseudo code for this algorithm is as follows:



1. Select the main entry control (or select any first level control). 2. Find all the children for the control from one and select one child control. 3. Save the selected control to a variable. Check if this is the previously selected control. If this is the same control that is selected in the previous scenario, pick another one. 4. Find all the children for the previously selected control and pick one child control. Save the selected control to a variable. 5. Check the previously selected control. If they are the same, select another one. 6. Repeat four until no child is found for the selected control. 7. The test scenario of this cycle is the controls in sequence from all previous steps. 8. Repeat the above steps for the total number of required test scenarios. Figure 2 is a sample output dynamically created using the above test case generation algorithm. 0,NOTEPADMAIN,BUTTON2,,, 1,NOTEPADMAIN,SAVEAS,SAVEFILELABEL8,, 2,NOTEPADMAIN,BUTTON2,,, 3,NOTEPADMAIN,SAVEAS,SAVEFILELABEL8,, 4,NOTEPADMAIN,BUTTON2,,, 5,NOTEPADMAIN,SAVEAS,SAVEFILELABEL8,, 6,NOTEPADMAIN,BUTTON2,,, 7,NOTEPADMAIN,SAVEAS,SAVEFILELABEL8,, 8,NOTEPADMAIN,BUTTON2,,, 9,NOTEPADMAIN,LABEL2,,, 10,NOTEPADMAIN,FORMAT,FONT,FONTLABEL3, 11,NOTEPADMAIN,LABEL2,,, 12,NOTEPADMAIN,FORMAT,FONT,FONTLABEL3, 13,NOTEPADMAIN,LABEL2,,, 14,NOTEPADMAIN,FORMAT,FONT,FONTLABEL3, 15,NOTEPADMAIN,LABEL2,,, 16,NOTEPADMAIN,FORMAT,FONT,FONTLABEL3, 17,NOTEPADMAIN,LABEL2,,, 18,NOTEPADMAIN,FORMAT,FONT,FONTLABEL3, 19,NOTEPADMAIN,LABEL2,,, 20,NOTEPADMAIN,FORMAT,FONT,FONTLABEL3, 21,NOTEPADMAIN,LABEL2,,, 22,NOTEPADMAIN,FORMAT,FONT,FONTLABEL3, 23,NOTEPADMAIN,LABEL2,,, 24,NOTEPADMAIN,FORMAT,FONT,FONTLABEL3, 25,NOTEPADMAIN,PRINTER,PRINTERLABEL10,, Figure 2. Sample from the algorithm; random less previously selected controls.



3.3 Excluding previously-generated scenarios Rather than excluding the previously selected control, as in the second algorithm, this algorithm excludes all previously generated test cases or scenarios and hence verifies the generation of a new unique test case. The scenario is generated and if the test suite already contains the newly generated scenario, it will be excluded and the process to generate a new scenario starts again. In this scenario, the application may stop before reaching the number of required test cases to generate, if there are no more unique test scenarios to create. As explained earlier, the algorithm is given limited resources. It is expected to find the solution within those resources or the algorithm stops and is considered to have failed.



The pseudo code for this algorithm is: 1. Select a first level control. 2. Find all the children for the selected control in step one and randomly pick one child of that control. 3. Find all the children for the control selected in step two and pick one child of that control. 4. Repeat step three until no child is found for the selected control. 5. The test scenario for this cycle is the controls in sequence from all previous steps. Save the sequence of every test scenario to a Hashtable (e.g. a data structure). 6. Check the scenarios that are existed in the Hashtable. If the current created scenario is in the Hashtable, exclude it from the selection and restart the selection process. 7. Repeat the above steps for the total number of the required test scenarios unless a termination process is called. Figure 3 shows a sample output from the above algorithm. 1,NOTEPADMAIN,FORMAT,WORD WRAP,,, 3,NOTEPADMAIN,OPEN,OPENFILELABEL4,,, 5,NOTEPADMAIN,FORMAT,FONT,FONTLABEL1,, 7,NOTEPADMAIN,LABEL1,,,, 9,NOTEPADMAIN,BUTTON1,,,, 11,NOTEPADMAIN,HELPTOPICSFORM,HELPTOPICS,IN DEX,LABEL3, 13,NOTEPADMAIN,OPEN,OPENFILELABEL8,,, 15,NOTEPADMAIN,FILE,OPEN,OPENFILELABEL9,, 17,NOTEPADMAIN,FIND,TABCONTROL1,TABFIND,FIN DTABTXTFIND, 19,NOTEPADMAIN,FIND,TABCONTROL1,TABGOTO,GOT OTABTXTLINE, 21,NOTEPADMAIN,SAVE,SAVEFILEBUTTON1,,, 23,NOTEPADMAIN,SAVEAS,SAVEFILECOMBOBOX4 25,NOTEPADMAIN,FONT,FONTLISTBOX1,,, 27,NOTEPADMAIN,HELPTOPICSFORM,LINKLABEL2 29,NOTEPADMAIN,FIND,TABCONTROL1,TABREPLACE, REPLACETABLABEL3, 31,NOTEPADMAIN,HELP,ABOUT NOTEPAD,,, 33,NOTEPADMAIN,BUTTON2,ABOUT NOTEPAD,,, 35,NOTEPADMAIN,HELP,HELP TOPICS,,, 37,NOTEPADMAIN,BUTTON2,,,, 39,NOTEPADMAIN,BUTTON2,HELP TOPICS,,, 41,NOTEPADMAIN,LABEL1,HELP TOPICS,,, 43,NOTEPADMAIN,EDIT,GOTO,,, 45,NOTEPADMAIN,SAVEAS,SAVEFILELABEL2,,, 47,NOTEPADMAIN,FIND,TABCONTROL1,TABGOTO,GOT OTABLABEL4, Figure 3. Sample of the unique-scenarios algorithm. As seen in the sample, some of the generated test cases are canceled as they were previously generated (from looking at the sequence of the test cases).



3.4 Weight selection algorithm In this scenario, rather than giving the same probability of selection or weight for all candidate control’s children as in all previous scenarios, in this algorithm, any child that is selected in the current node causes its weight (i.e. probability of selection) next time to be reduced by a certain percent. If the same control is selected again, its weight is reduced again and so on. The pseudo code for this algorithm is: 1. Select the first level control.



2. Select randomly a child for the control selected in step one. Give equal weights for all children. Decrease weight for the selected one by a fixed value. 3. Find all the children for the control selected in step two and randomly pick one child control. Give equal weights for all children, and decrement the weight for the selected one by the same fixed value (this value can be the same for all levels, or each level can have a different value). 4. Repeat step three until no child is found for the selected control. 5. The test scenario for this cycle is the sequence of the selected controls from all the previous steps. 6. Repeat the above steps for the total number of the required test scenarios unless a termination process is called. Keep the decreased weights from the earlier scenarios. Figure 4 is a sample output from the weight selection algorithm. 1,NOTEPADMAIN,HELPTOPICSFORM,HELPTOPICS,IND EX,LABEL4, 3,NOTEPADMAIN,HELP,ABOUT NOTEPAD,,, 5,NOTEPADMAIN,LABEL2,,,, 7,NOTEPADMAIN,OPEN,OPENFILEBUTTON1,,, 9,NOTEPADMAIN,VIEW,STATUS BAR,,, 11,NOTEPADMAIN,OPEN,OPENFILECOMBOBOX2,,, 13,NOTEPADMAIN,SAVEAS,SAVEFILELABEL4,,, 15,NOTEPADMAIN,TXTBODY,,,, 17,NOTEPADMAIN,BUTTON1,,,, 19,NOTEPADMAIN,BUTTON2,,,, 21,NOTEPADMAIN,ABOUT,ABOUTHELPLABEL4,,, 23,NOTEPADMAIN,LABEL1,,,, 25,NOTEPADMAIN,ABOUT,ABOUTHELPLABEL2,,, 27,NOTEPADMAIN,PAGESETUP,PAGESETUPGROUPBOX1 ,PAGESETUPRADIOBUTTON1 29,NOTEPADMAIN,LABEL1,STATUS BAR,,, 31,NOTEPADMAIN,FORMAT,WORD WRAP,,, 33,NOTEPADMAIN,SAVEAS,SAVEFILECOMBOBOX3 35,NOTEPADMAIN,BUTTON1,ABOUTHELPLABEL4,, 37,NOTEPADMAIN,BUTTON3,,,, 39,NOTEPADMAIN,FIND,TABCONTROL1,TABREPLACE, REPLACETABTXTFINDR, 41,NOTEPADMAIN,ABOUT,ABOUTHELPLABEL3,,, 43,NOTEPADMAIN,FIND,TABCONTROL1,TABGOTO,GOT OTABBTNGOTO, 45,NOTEPADMAIN,HELPTOPICSFORM,HELPTOPICS,CO NTENT,LABEL2, 47,NOTEPADMAIN,PRINTER,PRINTERLABEL1,,, 49,NOTEPADMAIN,HELP,HELP TOPICS,,, 51,NOTEPADMAIN,FORMAT,FONT,FONTTEXTBOX3 53,NOTEPADMAIN,FIND,TABCONTROL1,TABGOTO,GOT OTABLABEL4, 55,NOTEPADMAIN,FIND,TABCONTROL1,TABREPLACE, REPLACETABBTNREPLACEAL, 57,NOTEPADMAIN,OPEN,OPENFILELABEL1,,, 59,NOTEPADMAIN,PAGESETUP,PAGESETUPBUTTON2,, 61,NOTEPADMAIN,FORMAT,FONT,FONTLABEL4,, Figure 4. Sample output from the weight selection algorithm. Both algorithms; three and four, are designed to ensure branch coverage, all-paths testing, and reduce redundancy in the generated test suite. We define test suite effectiveness, which can be calculated automatically in the tool, in order to evaluate the above algorithms. Test suite effectiveness is defined as the total number of edges discovered to the actual total number of edges



for the AUT. Figure 5 shows test effectiveness for the four algorithms explained earlier.



methods are considered too costly in processing time. The algorithm begins with a random process for selecting the chromosome (i.e. the GUI control in GUI test case generation) and keeps adapting, adjusting and selecting others to the process. The selection of the new test cases will depend on the current and earlier ones. The challenge will be on how to evaluate in real time the selected test cases to adapt and improve the selection.
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