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Unit 3 ASSEMBLER DIRECTIVES AND OPERATORS The main advantage of machine language programming is that the memory control is directly in the hands of the programmer, so that, he may be able to manage the memory of the system more efficiently. On the other hand, the disadvantages are more prominent. The programming, coding and resource management techniques are tedious. The programmer has to take care of these functions hence the chances of human errors are more. The programs are difficult to understand unless one has a thorough technical knowledge of the processor architecture and instruction set. The assembly language programming is simpler as compared to the machine language programming. The instruction mnemonics are directly written in the assembly language programs. The programs are now more readable to users than the machine language programs. The main improvement in assembly language over machine language is that the address values and the constants can be identified by labels. If the labels are suggestive, then certainly the program will become more understandable, and each time the programmer will not have to remember the different constants and the addresses at which they are stored, throughout the programs. The labels may help to identify the addresses and constants. Due to this facility, the tedious byte handling and manipulations are got rid of. Similarly, now different logical segments and routines may be assigned with the labels rather than the different addresses. The memory control feature of machine language programming is left unchanged by providing storage define facilities in assembly language programming. The documentation facility which was not possible with machine language programming is now available in assembly language. An assembler is a program used to convert an assembly language program into the equivalent machine code modules which may further be converted to executable codes. The assembler decides the address of each label and substitutes the values for each of the constants and variables. It then forms the machine code for the mnemonics and data in the assembly language program. While doing these things, the assembler may find out syntax errors. The logical errors or other programming errors are not found out by the assembler. For completing all these tasks, an assembler needs some hints from the programmer, i.e. the required storage for a particular constant or a variable, logical names of the segments, types of the different routines and modules, end of file, etc. These, types of hints are given to the assembler using some predefined alphabetical strings called assembler
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directives. Assembler directives help the assembler to correctly understand the assembly language programs to prepare the codes. Another type of hint which helps the assembler to assign a particular constant with a label or initialize particular memory locations or labels with constants is called an operator. Rather, the operators perform the arithmetic and logical tasks unlike directives that just direct the assembler to correctly interpret the program to code it appropriately. The following directives are commonly used in the assembly language programming practice using Microsoft Macro Assembler (MASM) or Turbo Assembler (TASM). DB: Define Byte The DB directive is used to reserve byte or bytes of memory locations in the available memory. While preparing the EXE file, this directive directs the assembler to allocate the specified number of memory bytes to the said data type that may be a constant, variable, string, etc. Another option of this directive also initialises the reserved memory bytes with the ASCII codes of the characters specified as a string. The following examples show how the DB directive is used for different purposes. Example: LIST DB 0lH, 02H, 03H, 04H This statement directs the assembler to reserve four memory locations for a list named LIST and initialise them with the above specified four values. MESSAGE DB 'GOOD MORNING' This makes the assembler reserve the number of bytes of memory equal to the number of characters in the string named MESSAGE and initialise those locations by the ASCII equivalent of these characters. VALUE DB 50H This statement directs the assembler to reserve 50H memory bytes and leave them uninitialised for the variable named VALUE. DW: Define Word. The DW directive serves the same purposes as the DB directive, but it now makes the assembler reserve the number of memory words (16-bit) instead of bytes. Some examples are given to explain this directive. Examples WORDS DW 1234H, 4567H, 78ABH, 045CH This makes the assembler reserve four words in memory (8 bytes), and initialize the words with the specified values in the statements. During initialisation, the lower bytes are stored at the lower memory addresses, while the upper bytes are
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stored at the higher addresses. Another option of the DW directive is explained with the DUP operator. WDATA DW 5 DUP (6666H) This statement reserves five words, i.e. 10-bytes of memory for a word lable WDATA and initialises all the word locations with 6666H. DQ: Define Quad word This directive is used to direct the assembler to reserve 4 words (8 bytes) of memory for the specified variable and may initialise it with the specified values. DT: Define Ten Bytes. The DT directive directs the assembler to define the specified variable requiring la-bytes for its storage and initialise the 10bytes with the specified values. The directive may be used in case of variables facing heavy numerical calculations, generally processed by numerical processors. ASSUME: Assume Logical Segment Name The ASSUME directive is used to inform the assemble, the names of the logical segments to be assumed for different segments used in the program. In the assembly language program, each segment is given a name. For example, the code segment may be given the name CODE, data segment may be given the name DATA etc. The statement ASSUME CS : CODE directs the assembler that the machine codes are available in a segment named CODE, and hence the CS register is to be loaded with the address (segment) allotted by the operating system for the label CODE, while loading. Similarly, ASSUME DS : DATA indicates to the assembler that the data items related to the program, are available in a logical segment named DATA, and the DS register is to be initialised by the segment address value decided by the operating system for the data segment, while loading. It then considers the segment DATA as a default data segment for each memory operation, related to the data and the segment CODE as a source segment for the machine codes of the program. The ASSUME statement is a must at the starting of each assembly language program,



END: END of Program The END directive marks the end of an assembly language program. When the assembler comes across this END directive, it ignores the source lines available later on. Hence, it should be ensured that the END statement should be the last statement in the file and should not appear in between. Also, no useful program statement should lie in the file, after the END statement ENDP: END of Procedure. In assembly language programming, the subroutines are called procedures. Thus, procedures may be independent program modules which return particular results or values to the calling programs. The ENDP directive is used to indicate the end of a procedure. A procedure is usually 3



assigned a name, i.e. label. To mark the end of a particular procedure, the name of the procedure, i.e. label may appear as a prefix with the directive ENDP. The statements, appearing in the same module but after the ENDP directive, are neglected from that procedure. The structure given below explains the use of ENDP. PROCEDURE STAR . . . STAR ENDP



ENDS: END of Segment This directive marks the end of a logical segment. The logical segments are assigned with the names using the ASSUME directive. The names appear with the ENDS directive as prefixes to mark the end of those particular segments. Whatever are the contents of the segments, they should appear in the program before ENDS. Any statement appearing after ENDS will be neglected from the segment. The structure shown below explains the fact more clearly. DATA SEGMENT . . . DATA ENDS ASSUME CS: CODE, DS:DATA CODE SEGMENT. . . . CODE ENDS END The above structure represents a simple program containing two segments named DATA and CODE. The data related to the program must lie between the DATA SEGMENT and DATA ENDS statements. Similarly, all the executable instructions must lie between CODE SEGMENT and CODE ENDS statements. EVEN: Align on Even Memory Address The assembler, while starting the assembling procedure of any program, initialises a location counter and goes on updating it, as the assembly proceeds. It goes on assigning the available addresses, i.e. the contents of the location counter, sequentially to the program variables, 4



constants and modules as per their requirements, in the sequence in which they appear in the program. The EVEN directive updates the location counter to the next even address if the current location counter contents are not even, and assigns the following routine or variable or constant to that address. The structure given below explains the directive. EVEN PROCEDURE ROOT . . . ROOT ENDP The above structure shows a procedure ROOT that is to be aligned at an even address. The assembler will start assembling the main program calling ROOT. When the assembler comes across the directive EVEN, it checks the contents of the location counter. If it is odd, it is updated to the next even value and then the ROOT procedure is assigned to that address, i.e. the updated contents of the location counter. If the content of the location counter is already even, then the ROOT procedure will be assigned with the same address. EQU: Equate The directive EQU is used to assign a label with a value or a symbol. The use of this directive is just to reduce the recurrence of the numerical values or constants in a program code. The recurring value is assigned with a label, and that label is used in place of that numerical value, throughout the program. While assembling, whenever the assembler comes across the label, it substitutes the numerical value for that label and finds out the equivalent code. Using the EQU directive, even an instruction mnemonic can be assigned with a label, and the label can then be used in the program in place of that mnemonic. Suppose, a numerical constant appears 'in a program ten times. If that constant is to be changed at a later time, one will have to make all these ten corrections. This may lead to human errors, because it is possible that a human programmer may miss one of those corrections. This will result in the generation of wrong codes. If the EQU directive is used to assign the value with a label that can be used in place of each recurrence of that constant, only one change in the EQU statement will give the correct and modified code. The examples given below show the syntax. Example LABEL EQU 0500H ADDITION EQU ADD
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The first statement assigns the constant 500H with the label LABEL, while the second statement assigns another label ADDITION with mnemonic ADD. EXTRN: External and PUBLIC: Public The directive EXTRN informs the assembler that the names, procedures and labels declared after this directive have already been defined in some other assembly language modules. While in the other module, where the names, procedures and labels actually appear, they must be declared public, using the PUBLIC directive. If one wants to call a procedure FACTORIAL appearing in MODULE 1 from MODULE 2; in MODULE1, it must be declared PUBLIC using the statement PUBLIC FACTORIAL and in module 2, it must be declared external using the declaration EXTRN FACTORIAL. The statement of declaration EXTRN must be accompained by the SEGMENT and ENDS directives of the MODULE 1, before it is called in MOBULE 2. Thus the MODULE 1 and MODULE 2 must have the following declarations. MODULEl SEGMENT PUBLIC FACTORIAL FAR MODULEl ENDS MODULE2 SEGMENT EXTRN FACTORIAL FAR MODULE2 ENDS GROUP: Group the Related segment The directive is used to form logical groups of segments with similar purpose or type. This directive is used to inform the assembler to form a logical group of the following segment names. The assembler passes an information to the linker/loader to form the code such that the group declared segments or operands must lie within a 64Kbyte memory segment. Thus all such segments and labels can be addressed using the same segment base. PROGRAM GROUP CODE, DATA, STACK The above statement directs the loader/linker to prepare an EXE file such that CODE, DATA and STACK segment must lie within a 64kbyte memory segment that is named as PROGRAM. Now, for the ASSUME statement, one can use the label PROGRAM rather than CODE, DATA and STACK as shown. ASSUME CS: PROGRAM, DS: PROGRAM, SS: PROGRAM. LABEL: Label The Label directive is used to assign a name to the current content of the location counter. At the start of the assembly process, the assembler initialises a location counter to keep rack of memory locations assigned to the
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program. As the program assembly proceeds, the contents of the location counter are updated. During the assembly process, whenever the assembler comes across the LABEL directive, it assigns the declared label with the current contents of the location counter. The type of the label must be specified, i.e. whether it is a NEAR or a FAR label, BYTE or WORD label, etc. A LABEL directive may be used to make a FAR jump as shown below. A FAR jump cannot be made at a normal label with a colon. The label CONTINUE can be used for a FAR jump, if the program contains the following statement. CONTINUE LABEL FAR The LABEL directive can be used to refer to the data segment along with the data type, byte or word as shown. DATA SEGMENT DATAS DB 50H DUP (?) DATA-LAST LABEL BYTE FAR DATA ENDS After reserving 50H locations for DATAS, the next location will be assigned a label DATALAST and its type will be byte and far. LENGTH: Byte Length of a Label This directive is not available in MASM. This is used to refer to the length of a data array or a string. MOV CX, LENGTH ARRAY This statement, when assembled, will substitute the length of the array ARRAY in bytes, in the instruction. LOCAL The lables, variables, constants or procedures declared LOCAL in a module are to be used only by that modul. At a later time, some other module may declare a particular data type LOCAL, which is previously declared LOCAL by an other module or modules. Thus the same label may serve different purposes for different modules of a program. With a single declaration statement, a number of variables can be declared local, as shown. LOCAL a, b, DATA, ARRAY, ROUTINE NAME: Logical Name of a Module The NAME directive is used to assign a name to an assembly language program module. The module, may now be referred to by its declared name. The names, if selected to be suggestive, may point out the functions of the different modules and hence may help in the documentation. OFFSET: Offset of a Label When the assembler comes across the OFFSET operator along with a label, it first computes the 16-bit displacement (also called as offset interchangeably) of the particular label, and replaces the string 'OFFSET LABEL' by the computed displacement. This operator is used with arrays, strings, lables and procedures to decide their offsets in their default segments. The
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segment may also be decided by another operator of similar type, viz, SEG. Its most common use is in the case of the indirect, indexed, based indexed or other addressing techniques of similar types, used to refer to the memory indirectly. The examples of this operator are as follows: Example: CODE SEGMENT MOV SI, OFFSET LIST CODE ENDS DATA SEGMENT LIST DB 10H DATA ENDS ORG: Origin The ORG directive directs the assembler to start the memory allotment for the particular segment, block or code from the declared address in the ORG statement While starting the assembly process for a module, the assembler initialises a location counter to keep track of the allotted addresses for the module. If the ORG statement is not written in the program, the location counter is initialised to 0000. If an ORG 200H statement is present at the starting of the code segment of that module, then the code will start from 200H address in code segment) In other words, the location counter will get initialised to the address 0200H instead of 0000H. Thus, the code for different modules and segments can be located in the available memory as required by the programmer. The ORG directive can even be used with data segments similarly. PROC: Procedure The PROC directive marks the start of a named procedure in the statement. Also, the types NEAR or FAR specify the type of the procedure, i.e whether it is to be called by the main program located within 64K of physical memory or not. For example, the statement RESULT PROC NEAR marks the start of a routine RESULT, which is to be called by a program located in the same segment of memory. The FAR directive is used for the procedures to be called by the programs located in different segments of memory. The example statements are as follows:



Example RESULT PROC ROUTINE PROC



NEAR FAR



PTR: Pointer The pointer operator is used to declare the type of a label, variable or memory operand. The operator PTR is prefixed by either BYTE or WORD. If the prefix is BYTE, then the particular label, variable or memory operand is treated as an 8-bit quantity, while if WORD is the prefix, then it is treated as a 16-
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bit quantity. In other words, the PTR operator is used to specify the data type byte or word. The examples of the PTR operator are as follows: Example: MOV AL, BYTE PTR [SI] INC BYTE PTR [BX]



;Moves content of memory location addressed by SI (8-bit) to AL ;Increments byte contents of memory location addressed by BX



MOV BX, WORD PTR [2000H] ; Moves 16-bit content of memory location 2000H to BX, i.e. [2000H] to BL [2001 H] to BH INC WORD PTR [3000H] Increments word contents of memory location 3000H considering contents of 3000H (lower byte) and 3001 H (higher byte) as a 16-bit number In case of JMP instructions, the PTR operator is used to specify the type of the jump, i.e. near or far, as explained in the examples given below. JMP WORD PTR [BX] -NEAR Jump JMP WORD PTR [BX] -FAR Jump PUBLIC As already discussed, the PUBLIC directive is used along with the EXTRN directive. This informs the assembler that the labels, variables, constants, or procedures declared PUBLIC may be accessed by other assembly modules to form their codes, but while using the PUBLIC declared lables, variables, constants or procedures the user must declare them externals using the EXTRN directive. On the other hand, the data types declared EXTRN in a module of the program, may be declared PUBLIC in at least anyone of the other modules of the same program. SEG: Segment of a Label The SEG operator is used to decide the segment address of the label, variable, or procedure and substitutes the segment base address in place of ‘SEG label’. The example given below explain the use of SEG operator. Example MOV AX, SEG ARRAY MOV DS, AX



; This statement moves the segment address ;of ARRAY in which it is appearing, to register AX and then to DS.
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SEGMENT: Logical Segment The SEGMENT directive marks the starting of a logical segment. The started segment is also assigned a name, i.e. label, by this statement. The SEGMENT and ENDS directive must bracket each logical segment of a program. In some cases, the segment may be assigned a type like PUBLIC (i.e. can be used by other modules of the program while linking) or GLOBAL (can be accessed by any other modules). The program structure given below explains the use of the SEGMENT directive. EXE . CODE SEGMENT GLOBAL ; Start of segment named EXE.CODE, that can be accessed by any other module. EXE . CODE ENDS ; END of EXE.CODE logical segment. SHORT The SHORT operator indicates to the assembler that only one byte is required to code the displacement for a jump (i.e. displacement is within -128 to +127 bytes from the address of the byte next to the jump opcode). This method of specifying the jump address saves the memory. Otherwise, the assembler may reserve two bytes for the displacement. The syntax of the statement is as given below. JMP SHORT LABEL TYPE The TYPE operator directs the assembler to decide the data type of the specified label and replaces the 'TYPE label' by the decided data type. For the word type variable, the data type is 2, for double word type, it is 4, and for byte type, it is 1. Suppose, the STRING is a word array. The instruction MOV AX, TYPE STRING moves the value 0002H in AX. GLOBAL The labels, variables, constants or procedures declared GLOBAL may be used by other modules of the program. Once a variable is declared GLOBAL, it can be used by any module in the program. The following statement declares the procedure ROUTINE as a global label. ROUTINE PROC GLOBAL
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Programming Examples: ALP for addition of two 8-bit numbers DATA SEGMENT VAR1 DB 85H VAR2 DB 32H RES DB ? DATA ENDS ASSUME CS:CODE,DS:DATA CODE SEGMENT START: MOV AX,DATA MOV DS,AX MOV AL,VAR1 MOV BL,VAR2 ADD AL,BL MOV RES,AL MOV AH,4CH INT 21H CODE ENDS END START ALP for Subtraction of two 8-bit numbers DATA SEGMENT VAR1 DB 53H VAR2 DB 2AH RES DB ? DATA ENDS ASSUME CS:CODE,DS:DATA CODE SEGMENT START: MOV AX,DATA MOV DS,AX MOV AL,VAR1 MOV BL,VAR2 SUB AL,BL MOV RES,AL MOV AH,4CH INT 21H CODE ENDS END START
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ALP for Multiplication of two 8-bit numbers DATA SEGMENT VAR1 DB 0EDH VAR2 DB 99H RES DW ? DATA ENDS ASSUME CS:CODE,DS:DATA CODE SEGMENT START: MOV AX,DATA MOV DS,AX MOV AL,VAR1 MOV BL,VAR2 MUL BL MOV RES,AX MOV AH,4CH INT 21H CODE ENDS END START ALP for division of 16-bit number with 8-bit number DATA SEGMENT VAR1 DW 6827H VAR2 DB 0FEH QUO DB ? REM DB ? DATA ENDS ASSUME CS:CODE,DS:DATA CODE SEGMENT START: MOV AX,DATA MOV DS,AX MOV AX,VAR1 DIV VAR2 MOV QUO,AL MOV REM,AH MOV AH,4CH INT 21H CODE ENDS END START
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ALP for addition of two 16-bit numbers DATA SEGMENT VAR1 DW 8560H VAR2 DW 3297H RES DW ? DATA ENDS ASSUME CS:CODE,DS:DATA CODE SEGMENT START: MOV AX,DATA MOV DS,AX MOV AX,VAR1 CLC MOV BX,0000H ADD AX,VAR2 JNC K INC BX K: MOV RES,AX MOV RES+2,BX MOV AH,4CH INT 21H CODE ENDS END START ALP for Subtraction of two 16-bit numbers DATA SEGMENT VAR1 DW 8560H VAR2 DW 3297H RES DW ? DATA ENDS ASSUME CS:CODE,DS:DATA CODE SEGMENT START: MOV AX,DATA MOV DS,AX MOV AX,VAR1 CLC SUB AX,VAR2 MOV RES,AX MOV AH,4CH INT 21H CODE ENDS 13



END START



ALP for Multiplication of two 32-bit numbers DATA SEGMENT MULD DW 0FFFFH, 0FFFFH MULR DW 0FFFFH, 0FFFFH RES DW 6 DUP(0) DATA ENDS ASSUME CS:CODE,DS:DATA CODE SEGMENT START: MOV AX,DATA MOV DS,AX MOV AX,MULD MUL MULR MOV RES,AX MOV RES+2,DX MOV AX,MULD+2 MUL MULR ADD RES+2,AX ADC RES+4,DX MOV AX,MULD MUL MULR+2 ADD RES+2,AX ADC RES+4,DX JNC K INC RES+6 K: MOV AX,MULD+2 MUL MULR+2 ADD RES+4,AX ADC RES+6,DX MOV AH,4CH INT 21H CODE ENDS END START
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ALP to Sort a set of unsigned integer numbers in ascending/ descending order using Bubble sort algorithm. DATA SEGMENT A DW 0005H, 0ABCDH, 5678H, 1234H, 0EFCDH, 45EFH DATA ENDS ASSUME CS:CODE,DS:DATA CODE SEGMENT START: MOV AX,DATA MOV DS,AX MOV SI,0000H MOV BX,A[SI] DEC BX X2: MOV CX,BX MOV SI,02H X1: MOV AX,A[SI] INC SI INC SI CMP AX,A[SI] JA X3 XCHG AX,A[SI] MOV A[SI-2],AX X3: LOOP X1 DEC BX JNZ X2 MOV AH,4CH INT 21H CODE ENDS END START



15



ALP to find the Greatest Common Deviser of two unsigned integer. DATA SEGMENT NUM1 DW 0017H NUM2 DW 0007H GCD DW ? DATA ENDS ASSUME CS:CODE,DS:DATA CODE SEGMENT START: MOV AX,DATA MOV DS,AX MOV AX,NUM1 MOV BX,NUM2 X1: CMP AX,BX JE X4 JB X3 X2: MOV DX,0000H DIV BX CMP DX,0000H JE X4 MOV AX,DX JMP X1 X3: XCHG AX,BX JMP X2 X4: MOV GCD ,BX MOV AH,4CH INT 21H CODE ENDS END START
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ALP to find the Sum and average of unsigned integer. DATA SEGMENT A DW 1234H,3223H,0FFFFH,4326H,0FEF3H,4325H N DW 0006H SUM DW 2 DUP(0) AVG DW ? DATA ENDS ASSUME CS:CODE,DS:DATA CODE SEGMENT START: MOV AX,DATA MOV DS,AX MOV SI,0000H MOV DX,0000H MOV CX,N MOV AX,0000H CLC X: ADD AX,A[SI] JC K X1: INC SI INC SI LOOP X JMP QUIT K: ADD DX,0001H JMP X1 QUIT: MOV SUM,AX MOV SUM+2,DX DIV N MOV AVG,AX MOV AH,4CH INT 21H CODE ENDS END START
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ALP for conversion of 16-bit HEX number into its equivalent BCD number. DATA SEGMENT HEX DW 0FFFFH BCD DW 5 DUP(0) DATA ENDS ASSUME CS:CODE,DS:DATA CODE SEGMENT START: MOV AX,DATA MOV DS,AX MOV SI ,OFFSET BCD MOV AX,HEX MOV CX,2710H CALL SUB1 MOV CX,03E8H CALL SUB1 MOV CX,0064H CALL SUB1 MOV CX,000AH CALL SUB1 MOV [SI],AL MOV AH,4CH INT 21H SUB1 PROC NEAR MOV BH,0FFH X1: INC BH SUB AX,CX JNC X1 ADD AX,CX MOV [SI] ,BH INC SI RET SUB1 ENDP CODE ENDS END START
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ALP for conversion of 16-bit BCD number into its equivalent HEX number. DATA SEGMENT BCD DB 06H,05H,05H,03H,05H HEX DW ? DATA ENDS ASSUME CS:CODE,DS:DATA CODE SEGMENT START: MOV AX,DATA MOV DS,AX MOV CL,05H MOV BP,000AH MOV AX,2710H PUSH AX MOV DI,0000H MOV SI, OFFSET BCD X: MOV BL,[SI] MUL BX ADD DI,AX POP AX DIV BP PUSH AX INC SI LOOP X MOV HEX,DI MOV AH,4CH INT 21H CODE ENDS END START
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Develop and execute an ALP to compute factorial of a positive integer number using recursive procedure. DATA SEGMENT NUM DW 0006H FACT DW ? DATA ENDS ASSUME CS:CODE,DS:DATA CODE SEGMENT START: MOV AX,DATA MOV DS,AX MOV AX,01H MOV BX,NUM CMP BX,0000H JZ X1 CALL FACT1 X1: MOV FACT,AX MOV FACT+2,DX MOV AH,4CH INT 21H FACT1 PROC CMP BX,01H JZ X PUSH BX DEC BX CALL FACT1 POP BX MUL BX RET X: MOV AX,01H RET FACT1 ENDP CODE ENDS END START
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ALP to copy the string of successive memory locations from one memory to other i. Using string instructions DATA SEGMENT SOURCE DB "BIOMEDICAL" DATA ENDS EXTRA SEGMENT DEST DB ? EXTRA ENDS CODE SEGMENT ASSUME CS:CODE , DS:DATA, ES:EXTRA START : MOV AX,DATA MOV DS,AX MOV AX,EXTRA MOV ES,AX MOV SI,00H MOV DI,00H CLD MOV CX,000AH REP MOVSB X: MOV AL,SOURCE [SI] MOV DEST [DI],AL INC SI INC DI LOOP X MOV AH,4CH INT 21H CODE ENDS END START
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ii. Without using string instructions DATA SEGMENT SOURCE DB "BIOMEDICAL" DATA ENDS EXTRA SEGMENT DEST DB ? EXTRA ENDS CODE SEGMENT ASSUME CS:CODE ,DS:DATA,ES:EXTRA START : MOV AX,DATA MOV DS,AX MOV AX,EXTRA MOV ES,AX MOV SI,00H MOV DI,00H MOV SI,OFFSET SOURCE MOV DI,OFFSET DEST MOV CX,000AH X: MOV AL,SOURCE [SI] MOV DEST [DI],AL INC SI INC DI LOOP X MOV AH,4CH INT 21H CODE ENDS END START
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ALP for conversion BCD number 7-Segment DATA SEGMENT TABLE DB 7EH, 30H, 60H, 79H, 33H, 5BH, 5FH, 70H,7FH, 73H A DB 09H,01H,06H B DB ? DATA ENDS CODE SEGMENT ASSUME CS:CODE,DS:DATA START: MOV AX,DATA MOV DS,AX MOV ES,AX LEA BX,TABLE LEA SI,A LEA DI,B MOV CX,03H CLD X1: LODS A CMP AL,09H JA X2 XLAT TABLE STOS B LOOP X1 X2: MOV AH,4CH INT 21H CODE ENDS END START
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Develop and execute ALP that implements Binary search algorithm. The data consists of sorted 16 bit unsigned integers. The search key is also a 16 bit unsigned integer. DATA SEGMENT ARR DW 05H,0111H,2161H,4541H,7161H,8231H SR EQU 4541H MSG1 DB 'ELEMENT FOUND AT ' RES DB ' RD POSITION','$' MSG2 DB 'ELEMENT NOT FOUND','$' DATA ENDS ASSUME CS:CODE,DS:DATA CODE SEGMENT START: MOV AX,DATA MOV DS,AX MOV BX,00H MOV CX,SR MOV DX,05H LP: CMP BX,DX JA FAILURE MOV AX,BX ADD AX,DX SHR AX,01 MOV SI,AX ADD SI,SI CMP CX,ARR[SI] JAE BIGGER DEC AX MOV DX,AX JMP LP BIGGER: JE SUCCESS INC AX MOV BX,AX JMP LP SUCCESS:ADD AL,01H
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ADD AL,2FH MOV RES,AL LEA DX,MSG1 JMP DISPLAY FAILURE: LEA DX,MSG2 DISPLAY: MOV AH,09H INT 21H MOV AH,4CH INT 21H CODE ENDS END START
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ii) Explain the software tools in designing of an embedded system. (8). UNIT-II. DEVICES ... Give any 3 examples of advanced serial high speed buses. 14. What is ISA ... ISRs, OS functions and tasks for resource management. (16). 4. i)Explain ...
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UNIT - noorulfaisal 

Give any two uses of timer devices. 10. What is I. 2. C Bus? ... Explain the timer and counting devices. (16) ... Explain the optimization of memory codes. (16). 6.
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Item Vendor Unit size Units Unit cost Unit + tax Need credit card To ... 

Unit + tax. Need credit card. To reimburse. Comment. Friday Morning. Coffee. Espresso Royale. 10 gal. 4. $60.00. $240.00. To be paid on delivery Fri AM. Tea.
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unit 1 first impressions -- unit test 

My mother says that I am a 1__________because I am very messy and don't follow any rules, but I am not a 2___________ boy. I know that I have to centre ...
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UNIT-1 - PDFKUL.COM 

If P is a permutation matrix of order 5 x 5, why is P6 = I? Also find a non-zero vector x so that (I â€“ P)x = 0. 30. Solve using Gauss-Jordan method: 1 a b. 1. 0. 0. 0. 1.
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Multiple heads cutting unit 

Mar 22, 1999 - incises and goes though the leather, the skin or the synthetic material, obtaining the half-?nished product in the shape and. siZe desired. During the outlet of the Water jet, the head,. Which stands above the Work top, is continuously
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UNIT 4 REVIEW 

2 mol Al x. 2. 3. 1 mol Cr O. 26.98 g Al. 1 mol Al x. 7.10 g Al. = mass of Al(s) required to have a 20% excess = 120% 7.10 g 8.52 g x. = Part 2. (Pages 350â€“351).














[image: alt]





unit-2diff.pdf 

There was a problem previewing this document. Retrying... Download. Connect more apps... Try one of the apps below to open or edit this item. unit-2diff.pdf.Missing:
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UNIT II - 

Mercantile Transactions Using Credit. Cards. â€¢ Two major components compromise credit card transactions in this process: electronic authorization and ...
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Unit 17 - eGyanKosh 

Management is not only interested in the historical cost ... course of action. ... Decision: If company reduces the selling price by 5% then it requires 429 pens ...
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UNIT 3 - eGyanKosh 

the capital is bound to change correspondingly. It is totally based on Double Entry. System principles. The effect of transactions on Accounting Equation. 1. ... information. The procedure for large number is followed for a form, which is called the 
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unit 1_NoRestriction.pdf 

s -pnd-e*A .bd brr, .d-e,v.A po!" L - .{ r."lt = (rvxr)ds. 1;. - J- 1. i- Lr;tr+-i " .... unit 1_NoRestriction.pdf. unit 1_NoRestriction.pdf. Open. Extract. Open with. Sign In.
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Unit 3 - eGyanKosh 

technology has evolved in business applications for the process of strategic ... One of the major advantages a data warehouse offers is that it allows a large ...
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UNIT 6 | Celebrations - encarnara 

ljlt'litllï¬‚n'l have bt't'l'tcould I be] better - they played great music, and everyone danced until 3.00! By the ... There may is a solution to this problem. -Tâ€œ."L".-) qu.
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Unit 17 - eGyanKosh 

study the importance of relevant costs for decision making. .... With the help of the following data, a manufacturer seeks your advice whether to buy an item from ...
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UNIT 3 - eGyanKosh 

Assets = Total Claims. Assets = Liabilities + Capital. If there is any change in the amount of assets, or of the liability, the ownerâ€Ÿs claim or the capital is bound to change correspondingly. It is totally based on Double Entry. System principles.
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UNIT 9 - eGyanKosh 

Probe Pricing: This method of pricing is followed to probe the reaction qf the customers particularly when not much of information is available about the overseas market conditions. Pmforma Invoice: The Proforma Invoice gives a11 those details as are
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Unit 3 - eGyanKosh 

The data warehousing, online analytical processing (OLAP) and data ... For example, an electric billing company, by analysing data of a data warehouse can.
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Unit 7 Adjectives 

15. The jeans are ripped. ... â€œThey taste so bitter,â€� the Not-so-big One said, â€œyou have to cover them with sugar before you can eat ... â€œYou get bigger helpings.â€�.
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unit 2_NoRestriction.pdf 

Page 3 of 48. unit 2_NoRestriction.pdf. unit 2_NoRestriction.pdf. Open. Extract. Open with. Sign In. Main menu. Displaying unit 2_NoRestriction.pdf.
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unit 1_NoRestriction.pdf 

Define CDMA? Code Division Multiple Access systems use codes with certain characteristic to. sepamte different users. To enable access to the shared medium ...
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UNIT-II.pdf 

Requirements Gathering. If the project is to automate some existing procedures. e.g., automating existing manual accounting activities,. the task of the system ...
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