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1 What is SILE? SILE is a typesetting system. Its job is to produce beautiful printed documents from raw content. The best way to understand what SILE is and what it does is to compare it to other systems which you may have heard of.



1.1 SILE versus Word When most people produce printed documents using a computer, they usually use desktop oriented word processing software such as Microsoft Word, iWork Pages, or LibreOffice Writer. SILE is not a word processor; it is a typesetting system. There are several important differences. The job of a word processor is to produce a document that looks exactly like what you type on the screen. By contrast the job of a typesetting system is to take raw content and produce a document that looks as good as possible. The input for SILE is a text document that includes instructions about how the content should be layed out on a page. In order to obtain the typeset result the input file must be processed to render the desired output. Word processors often describe themselves as WYSIWYG—What You See Is What You Get. SILE is cheerfully not WYSIWYG. In fact, you don’t see what you get until you get it. Rather, SILE documents are prepared initially in a text editor—a piece of software which focuses on the text itself and not what it looks like—and then run through SILE in order to produce a PDF document. For instance, in a word processor you typically type continuously and when you hit the right margin, your cursor will automatically jump to the next line. In doing so the user interface shows you where the lines will break. When preparing content for SILE you don't know where the lines will break until after it has been processed. You may user your text editor to type and type and type as long a line as you like, and when SILE comes to process your instructions, it will consider your input (up to) three times over in order to work out how to best to break the lines to form a paragraph. For example if after one pass it finds that it has ended two successive lines with a hyphenated word it will go back and try again. The same idea applies to page breaks. When you type into a word processor, at some point you will spill over onto a new page. When preparing content for SILE, you keep typing, because the page breaks are determined after considering the layout of the whole document. In other words, SILE is a language for describing what you want to happen and an interpreter that will make certain formatting decisions about the best way for those instructions to be turned into print.



What is SILE?



1.2 SILE versus TeX “Ah,” some people will say, “that sounds very much like TeX!”1 If you don’t know much about TeX or don’t care, you can probably skip this section. And it’s true. SILE owes an awful lot of its heritage to TeX. It would be terribly immodest to claim that a little project like SILE was a worthy successor to the ancient and venerable creation of the Professor of the Art of Computer Programming, but… really, SILE is basically a modern rewrite of TeX. TeX was one of the earliest typesetting systems, and had to make a lot of design decisions somewhat in a vacuum. Some of those design decisions have stood the test of time—TeX is still an extremely well-used typesetting system more than thirty years after its inception, which is a testament to its design and performance—but many others have not. In fact, most of the development of TeX since Knuth’s era has involved removing his early decisions and replacing them with technologies which have become the industry standard: we use TrueType fonts, not METAFONTs (xetex); PDFs, not DVIs (pstex, pdftex); Unicode, not 7-bit ASCII (xetex again); markup languages and embedded programming languages, not macro languages (xmltex, luatex). At this point, the parts of TeX that people actually use are 1) the box-and-glue model, 2) the hyphenation algorithm, and 3) the line-breaking algorithm. SILE follows exactly in TeX's footsteps for each of these three areas that have stood the test of time; it contains a slavish port of the TeX line-breaking algorithm which has been tested to produce exactly the same output as TeX given equivalent input. But as SILE is itself written in an interpreted language,2 it is very easy to extend or alter the behaviour of the SILE typesetter. For instance, one of the things that TeX can’t do particularly well is typesetting on a grid. This is something of a must have feature for anyone typesetting bibles. Typesetting on a grid means that each line of text will line up between the front and back of each piece of paper producing much less visual bleed-through when printed on thin paper. This is virtually impossible to accomplish in TeX. There are various hacks to try to make it happen, but they’re all horrible. In SILE, you can alter the behaviour of the typesetter and write a very short add-on package to enable grid typesetting. Of course, nobody uses plain TeX—they all use LaTeX equivalents plus a huge repository of packages available from the CTAN. SILE does not benefit from the large ecosystem and community that has grown up around TeX; in that sense, TeX will remain streets ahead of SILE for some time to come. But in terms of core capabilities, SILE is already certainly equivalent to, if not somewhat more advanced than, TeX.



1. 2.



Except that, being TeX users, they will say “Ah, that sounds very much like TEX!” And if the phrase TeX capacity exceeded is familiar to you, you should already be getting excited.
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1.4 Conclusion



1.3 SILE versus InDesign The other tool that people reach for when designing printed material on a computer is InDesign (or similar Desktop Publishing software, such as Scribus). DTP software is similar to Word Processing Software in that they are both graphical and largely WYSIWYG, but the paradigm is different. The focus is usually less on preparing the content than on laying it out on the page--you click and drag to move areas of text and images around the screen. InDesign is a complex, expensive, commercial publishing tool. SILE is a free, open source typesetting tool which is entirely text-based; you enter commands in a separate editing tool, save those commands into a file, and hand it to SILE for typesetting. And yet the two systems do have a number of common features. In InDesign, text is flowed into frames on the page. On the left, you can see an example of what a fairly typical InDesign layout might look like. SILE also uses the concept of frames to determine where text should appear on the page, and so it’s possible to use SILE to generate page layouts which are more flexible and more complex than that afforded by TeX. Another thing which people use InDesign for is to turn structured data in XML format—catalogues, directories and the like—into print. The way you do this in InDesign is to declare what styling should apply to each XML element, and as the data is read in, InDesign formats the content according to the rules that you have declared. You can do exactly the same thing in SILE, except you have a lot more control over how the XML elements get styled, because you can run any SILE command you like for a given element, including calling out to Lua code to style a piece of XML. Since SILE is a command-line filter, armed with appropriate styling instructions you can go from an XML file to a PDF in one shot. Which is quite nice. In the final chapters of this book, we’ll look at some extended examples of creating a class file for styling a complex XML document into a PDF with SILE.



1.4 Conclusion SILE3 takes some textual instructions and turns them into PDF output. It has features inspired by TeX and InDesign, but seeks to be more flexible, extensible and programmable than either of them. It’s useful both for typesetting documents (such as this very documentation) written in the SILE language, and as a processing system for styling and outputting structured data. 3.



In case you’re wondering, the author pronounces it /saɪəl/, to rhyme with “trial”.
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2 Getting Started Now that we understand some of what SILE is about and what it seeks to do, let’s dive into SILE itself.



2.1 A Basic SILE Document Before we show you how to use SILE, let’s have a look at an example of what SILE documents look like. This is the input that we’re going to feed to SILE, which it is going to process and turn into a PDF file. Each of the examples can be saved as a text file and then use them as input to SILE.



These documents are plain text files; when you create your own SILE files, you will need to create them in a plain text editor. Trying to create these files in a word processor such as Word will not work as they will be saved with the word processor’s formatting rather than in a plain text format. Examples of good text editors include cross platform editors such as Atom and Sublime Text which are GUI oriented or Vim and Emacs which are more keyboard command oriented. Depending on your operating system there are other good choices such as Notepad++ on Windows or TextMate on OS X. You can also get started more simply with one of the basic editors built into your desktop environment such as Notepad on Windows, TextEdit on OS X, Gedit on Gnome, Kate on KDE, etc. For comparisons of text editors see http://alternativeto.net/tag/text-editor/ and select your platform.



To begin with, here’s the most basic SILE file of all:



\begin{document} Hello SILE! \end{document}



We’ll pick apart this document in the next chapter, but for now take it on trust that this is what a SILE document looks like. At the risk of belabouring the obvious, this is going to produce an A4-sized PDF document, with the text Hello SILE at the top left, and the page number (1) centered at the bottom. How are we going to get to that PDF?



Getting Started



2.2 Installing First of all, we need to get ahold of SILE and get it running on our computer. Downloads of SILE can be obtained from the home page at http://www.sile-typesetter.org/.



2.2.1 Installing Preconﬁgured Packages For OS X machines the recommended way to install SILE is through the Homebrew package manager. Once you have Homebrew running (see http://brew.sh), installing SILE is as easy as running: • brew install sile If you have not used Lua programs before, that will prompt you to manually install a couple dependencies. After running the commands it provides you can run the install comand again to complete the instalation. The formula also has instruction that can compile SILE from the current Git HEAD version. To test the latest unlreleased code you can install using: • brew install sile --HEAD For Linux users, preconfigured package build files are available for Arch Linux. The sile package has the latest stable release while the sile-git package will build a package using the latest unreleased code from the Git repository. If you use a package manager with AUR support you can install either one as you would any other package: • yaourt -S sile For all other systems you will need to follow the steps to download and compile the source yourself.



2.2.2 Installing From Source SILE requires a number of other software packages to be installed on the computer before it can work—the Lua programming language, and the Harfbuzz text shaping library. SILE provides its own PDF creation library, which has its own requirements: freetype, fontconfig, libz and libpng. It is suggested you use your distro's package manager to install as many of the dependencies as possible. On DEB-based Linux machines such as Debian and Ubuntu, you should be able to install most of the needed dependencies by issuing the command: • apt-get install liblua5.2-dev lua-expat lua-lpeg libharfbuzz-dev libfreetype6-dev libfontconfig1-dev libpng-dev



Here’s an incantation that will work on most Redhat-based Linux distros:
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2.3 Running SILE



• yum install harfbuzz-devel make automake gcc freetype-devel



fontconfig-devel



lua-devel lua-lpeg lua-expat libpng-devel



Once these dependencies are installed, you also need to install some Lua libraries if they’re not already installed: • luarocks install lpeg • luarocks install luaexpat • luarocks install luafilesystem Once you have these requirements in place, you should then be able to unpack the file that you downloaded from SILE’s home page, change to that directory 1, and run: • ./configure; make You can now run SILE as is, uninstalled: • ./sile examples/simple.sil If all has gone well, this should produce a file examples/simple.pdf. Most users of SILE will want to install the sile command and SILE’s library files onto their system; this can be done with: • make install Now the sile command is available from any directory.



2.2.3 Notes for Windows users Some people have reported successfully running SILE on Windows in the mingw32 environment. At the moment there is no guaranteed recipe, but hints may be found in https://github.com/ simoncozens/sile/issues/82.



2.3 Running SILE Let’s move to a new directory, and in a text editor, create the file hello.sil. Copy in the content above and save the file. Now at your command line run: • sile hello 1. If you downloaded a copy of the SILE source by cloning the git repository rather than dowloading one of the release packages you will also need to run ./bootstrap.sh to setup the con gure script at this point before continuing to the next step.
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Getting Started



SILE will automatically provide the extension .sil to input files if it is not provided by the user.



Once again, this should produce an output file hello.pdf. Congratulations—you have just typeset your first document with SILE!



2.4 Let’s Do Something Cool In examples/article-template.xml, you will find a typical DocBook 5.0 article. Normally turning DocBook to print involves a curious dance of XSLT processors, format object processors and/or strange LaTeX packages. But SILE can read XML files and it also comes with a docbook class, which tells SILE how to render (admittedly, a subset of) the DocBook tags onto a page. Turning examples/article-template.xml into examples/article-template.pdf is now as simple as:



% ./sile -I docbook examples/article-template.xml This is SILE 0.9.5-unreleased Loading docbook [1] [2] [3]



The -I flag loads up a class before reading the input file; after this has been loaded, the DocBook file can be read directly and its tags interpreted as SILE commands. In Chapter 10, we’ll look at how the docbook class works, and how you can define processing expectations for other XML formats.
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3 SILE’s Input Language Let’s now go back and reconsider the first SILE file we saw:



\begin{document} Hello SILE! \end{document}



3.1 Deﬁning the paper size A document starts with a \begin{document} command and ends with \end{document}. In between, SILE documents are made up of two elements: text to be typeset on the page, such as “Hello SILE!” in our example, and commands. The default paper size is A4, although each class may override this value. To manually change the paper size, an optional argument may be added to the docmument declaration:



\begin[papersize=letter]{document}



SILE knows about the ISO standard A, B and C series paper sizes using names a4, b5, etc. Also available are the traditional sizes letter, note, legal, executive, halfletter, halfexecutive, statement, folio, quarto, ledger, tabloid, the series archA through archE, as well as DL, Comm10, Monarch, flsa, flse, csheet, dsheet, and esheet. If you need a paper size for your document which is not one of the standards, then you can specify it by dimensions: papersize= x .



SILE knows a number of ways of specifying lengths. A  as mentioned above can be specified as a floating-point number followed by a dimension abbreviation. Acceptable dimensions are printer’s points (pt), millimeters (mm), centimeters (cm) or inches. (in) For instance a standard B-format book can be specified papersize=198mm x 129mm. Once some of the basic document properties have been setup using these fixed size units, other dimensions may be specificed relative to them using relative units. Percentage units are available relative to the page width or height, the current frame width or height, and the line width (%pw, %ph, %fw, %fw, and %lw respectively). Additional units are available relative to the largest or smallest value of either axis (%pmax, %pmin, %fmax, %fmin).



SILE’s Input Language



These relative units are a change from earlier versions of SILE in which the % unit only worked on the page width (for most lengths) or tried to guess what axis to use (in the case of frame sizes). The old unit has been deprecated and old documents and document classes may need updating to use the new units.



Later we will meet some other ways of specifying lengths to make them stretchable or shrinkable.



3.2 Ordinary text On the whole, ordinary text isn’t particularly interesting—it’s just typeset.



TeX users may have an expectation that SILE will do certain things with ordinary text as well. For instance, if you place two straight-backquotes into a TeX document (like this: ``) then TeX will magically turn that into a double opening quote (“). SILE won’t do this. If you want a double opening quote, you have to ask for one. Similarly, en- and em-dashes have to be input as actual Unicode characters for en- and em-dashes, rather than the pseudo-ligatures such as -- or --- that TeX later transforms to the Unicode characters.



There are only a few bits of cleverness that happen around ordinary text. The first is that space is not particularly significant. If you write Hello SILE! with three spaces, you get the same output as if you write Hello SILE! with just one. Space at the beginning of a line will be ignored. Similarly, you can place a line break anywhere you like in the input file, and it won’t affect the output because SILE considers each paragraph at a time and computes the appropriate line breaks for the paragraph based on the width of the line available. In other words, if your input file says



Lorem ipsum dolor sit amet, consectetur adipisicing elit, sed do eiusmod tempor incididunt ut labore et dolore magna aliqua. Ut enim ad minim veniam, quis nostrud exercitation ullamco laboris nisi ut aliquip ex ea commodo consequat. Duis aute irure dolor in reprehenderit in voluptate velit esse cillum dolore eu fugiat nulla pariatur. Excepteur sint occaecat cupidatat non proident, sunt in culpa qui officia deserunt mollit anim id est laborum.



…you might not necessarily get a line break after ‘eiusmod’; you’ll get a line break wherever is most appropriate. In the context of this document, you’ll get: 11



3.2 Ordinary text



Lorem ipsum dolor sit amet, consectetur adipisicing elit, sed do eiusmod tempor incididunt ut labore et dolore magna aliqua. Ut enim ad minim veniam, quis nostrud exercitation ullamco laboris nisi ut aliquip ex ea commodo consequat. Duis aute irure dolor in reprehenderit in voluptate velit esse cillum dolore eu fugiat nulla pariatur. Excepteur sint occaecat cupidatat non proident, sunt in culpa qui oﬃcia deserunt mollit anim id est laborum.



In other words, a line break is converted to a space.



Sometimes this conversion is not what you want. If you don’t want single line breaks to be converted to a space, use a comment character % at the end of a line to suppress the additional whitespace.



When you want to end a paragraph, you need to input two line breaks in a row, like this:



Paragraph one. Paragraph two. This is not paragraph three. This is paragraph three.



The second clever thing that happens around ordinary text is that a few—four, in fact—characters have a special meaning to SILE. All of these will be familiar to TeX users. We’ve seen that a backslash is used to start a command, and we’ll look into commands in more detail soon. Left and right curly braces ({, }) are used for grouping, particularly in command arguments. Finally, a percent sign is used as a comment character, meaning that everything from the percent to the end of the line is ignored by SILE. If you want to actually typeset these characters, prepend a backslash to them: \\ produces ‘\’, \{ produces ‘{’, \} produces ‘}’, and \% produces ‘%’. The third clever thing is SILE will automatically hyphenate text at the end of a line if it feels this will make the paragraph shape look better. Text is hyphenated according to the current language options in place. By default, text is assumed to be in English unless SILE is told otherwise. In the Latin text above, we turned hyphenation off. The final clever thing is that, where fonts declare ligatures (where two or more letters are merged into one in order to make them visually more attractive), SILE automatically applies the ligature. So if you type affluent fishing then, (depending on your font), your output might look like:
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‘aﬄuent shing.’ If you specifically want to break up the ligature, then insert an empty group (using the grouping characters { and }) in the middle of the ligature: af{}f{}luent f{}ishing: affluent fishing. See the section on OpenType Features for more information on how to control the display of ligatures and other font features.



3.3 Commands Typically (and we’ll unpack that statement later), SILE commands are made up of a backslash followed by a command name, and a document starts with a \begin{document} command and ends with \end{document}. A command may also take two other optional components: some parameters, and an argument. The \begin command at the start of the document is an example of this.1



\begin{document}



The parameters to a command are enclosed in square brackets and take the form key=value; multiple parameters are separated by commas or semicolons, as in [key1=value1,key2=value2,…] Spaces around the keys are not significant; we could equally write that as [key1 = value1; key2 = value2; …]. If you need to include a comma or semicolon within the value to a parameter, you can enclose the value in quotes: [key1 = "value1, still value 1", key2 = value2; …]. The optional argument (of which there can only be at most one) is enclosed in curly braces.2 SILE will ignore whitespace and newlines after a command. Here are a few more examples of SILE commands:



\eject



% A command with no parameters or argument



\font[family=Times,size=10pt]



% Parameters, but no argument



\chapter{Introducing SILE}



% Argument but no parameters



\font[family=Times,size=10pt]{Hi there!} % Parameters and argument



3.4 Environments Commands like \chapter and \em (emphasises text by making it italic) are normally used to enclose a relatively small piece of text; a few lines at most. Where you want to enclose a larger piece of 1. Strictly speaking \begin isn’t actually a command but we’ll pretend that it is for now and get to the details in a moment. 2. TeX users may forget this and try adding a command argument “bare”, without the braces. This won’t work; in SILE, the braces are always mandatory.
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3.5 The XML Flavour



the document, you can use an environment; an environment begins with \begin{name} and encloses all the text up until the corresponding \end{name}. We’ve already seen an example, the document environment, which must enclose the entire document. Here is a secret: there is absolutely no difference between a command and an environment. In other words, the following two forms are equivalent:



\font[family=Times,size=10pt]{Hi there!} \begin[family=Times,size=10pt]{font} Hi there! \end{font}



However, in some cases the environment form of the command will be easier to read and will help you to be clearer on where the command begins and ends.



3.5 The XML Flavour While we’re on the subject of alternative forms, SILE can actually process its input in a completely different file format. What we’ve seen so far has been SILE’s “TeX-like flavor”, but if the first character of the input file is an angle bracket ( tag, SILE documents can be enclosed in any tag. (Although  is conventional for SILE documents.) In other words, the XML form of the above document would be:



 Hello SILE! 



Commands without an argument need to be well-formed self-closing XML tags (for instance, ), and commands with parameters should have well-formed attributes. The example above, in XML flavor, would look like this:
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Hi there!



We don’t expect humans to write their documents in SILE’s XML flavor—the TeX-like flavor is much better for that—but having an XML flavor allows for computers to deal with SILE a lot more easily. One could create graphical user interfaces to edit SILE documents, or convert other XML formats to SILE. However, there is an even smarter way of processing XML with SILE. For this, you need to know that you can define your own SILE commands, which can range from very simple formatting to fundamentally changing the way that SILE operates. If you have a file in some particular XML format—let’s say it’s a DocBook file—and you define SILE commands for each possible DocBook tag, then the DocBook file becomes a valid SILE input file, as-is. In the final two chapters, we’ll provide some examples of defining SILE commands and processing XML documents.
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4 Some Useful SILE Commands We’re going to organise our tour of SILE by usage; we’ll start by giving you the most useful commands that you’ll need to get started typesetting documents using SILE, and then we’ll gradually move into more and more obscure corners as the documentation progresses.



4.1 Fonts The most basic command for altering the look of the text is the \font command; it takes two forms: • \font[parameters…]{argument} • \font[parameters…] The first form sets the given argument text in the specified font; the second form changes the font used to typeset text from this point on. So, for instance:



Small text \font[size=15pt]Big text! \font[size=30pt]{Bigger text} Still big text!



produces



Small text



Big text!



Bigger text Still big text! As you can see, one possible attribute is size, which can be specified as a SILE . A  is like a  (described above) but with a few extra possible dimensions which are relative to either the size of the current font (as in ex units (ex), em units (em), and en



Some Useful SILE Commands



units (en)) or the page, frame, or other dimention (as in the percent of page width (%pw), height (%ph), etc.). The full list of attributes to the \font command are: • size: as above. • family: the name of the font to be selected. SILE should know about all the fonts installed on your system, so that fonts can be specified by their name. • filename: if a filename is supplied, SILE will use the font file provided rather than looking at your system’s font library. • style: can be normal or italic. • weight: a CSS-style numeric weight ranging from 100, through 200, 300, 400, 500, 600, 700, 800 to 900. Not all fonts will support all weights (many just have two), but SILE will choose the closest. • language: The two letter (ISO639-1) language code for the text. This will affect both font shaping and hyphenation. • script: The script family in use. See the section “Hyphenation and Language” below. It’s quite fiddly to be always changing font specifications manually; later we’ll see some ways to automate the process. SILE provides the \em{…} command as a shortcut for \font[style=italic]{…}. There is no shortcut for boldface, because boldface isn’t good typographic practice and so we don’t want to make it easy for you to make bad books.



4.2 Document Structure SILE provides a number of different classes of document (similar to LaTeX classes). By default, you get the plain class, which has very little support for structured documents. There is also the book class, which adds support for right and left page masters, running headers, footnotes, and chapter, section and subsection headings. To use the commands in this section, you will need to request the book class by specifying in your \begin{document} command ‘[class=book]’; for example, the document you are currently reading begins with the command \begin[class=book]{document}.



4.2.1 Chapters and Sections You can divide your document into different sections using the commands \chapter{…}, \section{…} and \subsection{…}. The argument to each command is the name of the chapter or section respectively; chapters will be opened on a new right-hand page, and the chapter name will form the left running header. Additionally the section name and number will form the right running header.
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4.4 Breaks



Chapters, sections and subsections will be automatically numbered starting from 1; to alter the numbering, see the documentation for the counters package in the next chapter. To produce an unnumbered chapter, provide the parameter [numbering=no].



This subsection begins with the command \subsection{Chapters and Sections}.



4.2.2 Footnotes Footnotes can be added to a book with the \footnote{…} command.1 The argument to the command will be set as a footnote at the bottom of the page; footnotes are automatically numbered from 1 at the start of each chapter.



4.3 Indentation and Spacing Paragraphs in SILE normally begin with an indentation (by default, 20 points in width). To turn this off, you can use the \noindent command at the start of a paragraph. (This current paragraph doesn’t need to call \noindent because \section and \chapter automatically call it for the text following the heading.) A \noindent can be cancelled by following it with an \indent. To increase the vertical space between paragraphs or other elements, the commands \smallskip, \medskip and \bigskip are available to add a 3pt, 6pt and 12pt gap respectively. There will be a \bigskip after this paragraph. There are also some commands to increase the horizontal space in a line; from the smallest to the largest, \thinspace (1/6th of an em), \enspace (1 en), \quad (1 em), and \qquad (2em). You can center a paragraph of text by wrapping it in the center environment. (\begin{center} … \end{center}). This paragraph is centered on the page.



4.4 Breaks SILE automatically determines line and page breaks; in later chapters we will introduce some settings which can be used to tweak this process. However, SILE’s plain class also provides some commands to help the process on its way. Between paragraphs, the \break command requests a frame break at the given location. (The commands \framebreak and \eject are also available as synonyms.) Where there are multiple frames on a page—for instance, in a document with multiple columns—the current frame will be ended and typesetting will recommence at the top of the next frame. \pagebreak (also known as 1.



Like this: \footnote{Like this.}
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\supereject)



is a more forceful variant, and ensures that a new page is opened even if there are remaining frames on the page. A less forceful variant is \goodbreak, which suggests to SILE that this is a good point to break a page. The opposite is \nobreak which requests that, if at all possible, SILE does not break at the given point. A neutral variant is \allowbreak, which allows SILE to break at a point that it would otherwise not consider as suitable for breaking.



Within a paragraph, these commands have a different meaning. The \break command requests a line break at the given location, and, mutatis mutandis, so do \goodbreak, \nobreak and \allowbreak. If you want to be absolutely sure that you are inhibiting a page break, you can say \novbreak. SILE normally fully-justifies text—that is, it tries to alter the spacing between words so that the text stretches across the full width of the column.2 An alternative to full justification is ragged right margin formatting, where the spacing between words is constant but the right hand side of the paragraph may not line up. Ragged right is often used for children’s books and for frames with narrow columns such as newspapers. To use ragged right formatting, enclose your text in a \begin {raggedright} environment. This paragraph is set ragged right. Similarly, there is a raggedleft environment, in which the right-hand margin of the paragraph is fixed, but the left-hand margin is allowed to vary. This paragraph is set ragged left.



4.5 Hyphenation and Language SILE hyphenates words based on its current language. (Language is set using the \font command above.) SILE comes with support for hyphenating a wide variety of languages, and also aims to encode specific typesetting knowledge about languages. The default hyphen character is “-”, which can be tweaked by the \font parameter hyphenchar. It accepts a Unicode character or Unicode codepoint in [Uu]+ or Hexadecimal 0[Xx] format – for instance \font[family=Rachana,language=ml,hyphenchar=U+200C]. SILE comes with a special “language” called und, which has no hyphenation patterns available. If you switch to this language, text will not be hyphenated. The command \nohyphenation{…} is provided as a shortcut for \font[language=und]{…}. Aside from hyphenation, typesetting conventions differ from language to language. SILE has basic support for typesetting most languages and scripts. (Again, let me know if there are languages or scripts you are using that don’t work properly and I will add support for them.) In some cases, languages using the same alphabet expect the text to be typeset in different ways. For instance, Sindhi and Urdu users will expect the Arabic letter heh to combine with other letters in different ways to standard Arabic shaping. In those cases, you should ensure that you set the language and script options using the \font command appropriately: 2. This does not mean that text will always exactly ll the width of the column. SILE will choose line breaks and alter the spacing between words up to a certain extent, but when it has done its best, it will typeset the least bad solution; this may involve some of the words jutting slightly out into the margin.
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Standard Arabic: \font[family=Scheherazade,language=ar,script=Arab]{;}ههه then in Sindi: \font[family=Scheherazade,language=snd,script=Arab]{;}ههه then in Urdu: \font[family=Scheherazade,language=urd,script=Arab]{}ههه.



Standard Arabic: ˕ͯЄ; then in Sindi: ˗ͱЄ; then in Urdu: ˘ͰЅ.



(A complete list of possible values for the script option can be found at http://www.simon-cozens.org/ content/duffers-guide-fontconfig-and-harfbuzz)



4.6 Including Other Files and Code To make it easier for you to author a large document, you can break your SILE document up into multiple files. For instance, you may wish to put each chapter into a separate file; you may wish to develop a file of user-defined commands (see chapter 6) and keep this separate from the main body of the document. You will then need the ability to include one SILE file from another. This ability is provided by the \include command. It takes one mandatory parameter, src=, which represents the path to the file. So for instance, you may wish to write a thesis like this:



\begin[class=thesis]{document}\include[src=macros] \include[src=chap1] \include[src=chap2] \include[src=chap3] … \include[src=endmatter] \end{document}



\includes



may be nested, in that file A can include file B which includes file C.



SILE is written in the Lua programming language, and the Lua interpreter is available at runtime. Just as one can run Javascript code from within a HTML document using a 








Recommend Documents







[image: alt]





coloring book - GitHub 

VMs involves breaking through the hypervisor, sVirt, and the host kernel. ... Life in the brick apartment complex is best understood through the ... Page 10 ...














[image: alt]





The queue - GitHub 

Input file: A.in. Output file: A.out. Time limit: 1 second. Memory limit: 64 megabytes. There is an interesting queue. Cashier of this queue is not a good one. In fact ...














[image: alt]





The fuzz Manual - GitHub 

6. The fuzz manual. This manual describes versions of the fuzz package numbered ..... \plus n. ^{n}. For example, R \star is printed as Râˆ—, and R^{n} is printed as Rn . ...... vs. \hide, 18. SliTEX, 12 space commands, ignored by type checker, 24.














[image: alt]





Simulating the Ionosphere - GitHub 

Sep 30, 2009 - DEFINITION: Approximating measurements at intermediate scales/positions from scattered measurements. We have sparse measurements.














[image: alt]





Measuring The Beam - GitHub 

Nominal beam model E accounts for the bulk of the DDE. ... Example: 3C147 field, dE-phase solutions as a ... solutions, but little reduction in imaging artefacts.














[image: alt]





The Coco Framework - GitHub 

Aug 10, 2017 - failure. In a consortium of banks, members could be large, global, systemically important financial institutions (GSIFIs). ... End users, such as a bank's customers, do not have an identity in the Coco network and cannot transact .....














[image: alt]





The Enchiridion - Higginson - GitHub 

This pdf was compiled on 8 Oct 2015 .... with nature in this respect, you will be elated with some reason; for you will be elated at some good of your own. ..... you, but also the value of proper courtesy toward your host. Thirty-Seven. If you have .














[image: alt]





The Pythonic Way - GitHub 

GvR makes a point: code is read more often than it is written, so readability counts. â€¢ Python is one of the few languages with a style guide. (PEP-8) since there is ...














[image: alt]





The fuzz Manual - GitHub 

cations and check them for compliance with the Z scope and type rules. ... For information about Z, and a description of the scope and type rules used by the fuzz ...














[image: alt]





Setting the Scene - GitHub 

... equations. â—‹ 4GC: Statistical analysis of the residuals ... Proven software now exists (OMS, WSRT) ... Application (aw-projection vs facet imaging). â—‹ Topic ...














[image: alt]





The AndBug Debugger - GitHub 

Many small tools wrapped by "Android" and Eclipse. Includes a ... or emulator. Key dependency of ANY Android debugger. ... AndBug is 90% Python, 10% C.














[image: alt]





The Adventure - GitHub 

The fourth rulebook in the series is the MASTER ...... the study. In such a case, any attempt at an ability that requires prior learning will result in an ...... Theology. CHA 2+, VIT 5+, MAG 3+. Qualification Test: To qualify for a trade, the charac














[image: alt]





The User Manual - GitHub 

Defined Wireless Networking Experiments 2017 ..... 1.7.3 Encryption. Mininet-WiFi supports all the common wireless security protocols, such as WEP (Wired Equivalent. Privacy), WPA (Wi-Fi Protected Access) and WPA2. ..... mac80211_hwsim practical exam














[image: alt]





The future - GitHub 

Domain-specific abstraction. Direct mapping to ... remember to free memcpy(strings[s], buf, i); ..... People want stability and 100% compatibility. â€“ With significant ...














[image: alt]





The Enchiridion - Rolleston - GitHub 

... the GNU GPLv2 and can be found online at ... This pdf was compiled on 8 Oct 2015 ... and that to miss what you desire is unfortunate, but it is mis- fortune to ...














[image: alt]





The Enchiridion - Matheson - GitHub 

The LATEX source for this project is licensed under the GNU GPLv2 and can be found online at github.com/mikepierce/Enchiridion. This pdf was compiled on 8 ...














[image: alt]





the accessibility cheatsheet - GitHub 

Jun 2, 2015 - 2 - â€œOperableâ€� - User interface components and navigation must be ... Lay out your HTML the way the page is inteaded to be read and, where ...














[image: alt]





The IPython notebook - GitHub 

tool chain to compile the notebook to a publishable PDF, has inspired me to .... I have tested the HTML outputs on my Galaxy S3 and S4, IPAD and Nexus7.














[image: alt]





Pawn The Language - GitHub 

1. Foreword. â€œpawnâ€� is a simple, typeless, 32-bit â€œscriptingâ€� language with a C-like syn- ... language in my publication in Dr. Dobb's Journal and the years since. .... cesses and runs on conforming Pawn programs â€”either interpreters or com














[image: alt]





GitHub 

domain = meq.domain(10,20,0,10); cells = meq.cells(domain,num_freq=200, num_time=100); ...... This is now contaminator-free. â€“ Observe the ghosts. Optional ...














[image: alt]





GitHub 

data can only be â€œcorrectedâ€� for a single point on the sky. ... sufficient to predict it at the phase center (shifting ... errors (well this is actually good news, isn't it?)


























×
Report The Book - GitHub





Your name




Email




Reason
-Select Reason-
Pornographic
Defamatory
Illegal/Unlawful
Spam
Other Terms Of Service Violation
File a copyright complaint





Description















Close
Save changes















×
Sign In






Email




Password







 Remember Password 
Forgot Password?




Sign In



















Information

	About Us
	Privacy Policy
	Terms and Service
	Copyright
	Contact Us





Follow us

	

 Facebook


	

 Twitter


	

 Google Plus







Newsletter























Copyright © 2024 P.PDFKUL.COM. All rights reserved.




















